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Exsys Corvid is a very powerful environment for developing knowledge automation systems.

It allows the logical rules and procedural steps used by experts or business operations to be efficiently
emulated in a system that is easy to read, understand and maintain. In an interactive session delivered
online, the underlying Inference Engine processes the problem-solving logic to interact with the end user
as if they were talking to the expert, producing situation-specific recommendations and advice on a wide
range of subjects.

Decision-making knowledge is delivered to prospects, customers and employees when they need it,
efficiently providing needed answers - not just data - to precisely solve their specific problem at hand.
Corvid systems can provide advice, access and analyze external data, automate reports, monitor for
developing problems, perform diagnostics, optimize operations, troubleshoot, alert operators to unusual
situations and perform many other decision support tasks. Systems can be fielded on the Web, run
stand-alone or may front-end to existing process control systems.

Proven across the enterprise and throughout organizations from broad application decision support to
smarter business rules, and “best practices” implementation to knowledge asset management.
Businesses using this technology are increasing productivity, cutting costs and improving customer
relations - while creating new profit centers and achieving demonstrable return on investment.
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This Quick-Start document is designed to get you started using Exsys Corvid, and give you some ideas
of how you can use it.

Corvid has a very wide range of features and capabilities for handling different types of problems,
special deployment environments and the unique requirements of some types of systems. However,
very few developers use all the features. This document includes a “Quick Start” manual designed to
explain Corvid in a way that will allow you to learn about core parts of Corvid needed for most systems,
without having to learn everything about Corvid.

N The 1st section is on Fundamentals. This covers the concepts that you will need to know to
build almost any Corvid system. Several features are explained.

N The 2" section explores the key way to build rules in Exsys Corvid using Logic Blocks. It will
step you through a basic tutorial — “The Light Bulb Problem”.

N The 3" section looks at using Action Blocks and a tutorial — “Financial Smart Questionnaire”.)

N An additional tutorial is available that goes a little more in depth on more Corvid features and
techniques - “The Best Way to Drive to Work Advisor”.

It is highly recommended that you follow along with the tutorials and actually build the systems. This will
give you a good background to start your own systems. In addition to this document there is the full
Corvid manual. It provides much more detail on the functions and capabilities of Corvid.

The Exsys web site also includes a “How To” section that provides detailed instructions on specific
commonly needed tasks, such as interfacing to databases, building dynamic web sites, saving state,
running validations, etc. If your applications require these functions or you have questions about them
go to: www.exsys.com/support/howto on the Exsys web site.

Expertise at Your Fingertips™
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Exsys Corvid Knowledge Automation Systems

Exsys Corvid Knowledge Automation tools enable
development of systems that provide expert problem- SOME PROVEN AREAS FOR
solving advice. They are based on decision-making KNOWLEDGE AUTOMATION SYSTEMS
logic to provide answers tailored to individual users,
using expert knowledge and analysis that has been
incorporated into the system. The system’s
interaction with an end user emulates the interaction
that a person would have with a human expert to
obtain advice or a recommendation.

Diagnostics

Best Practices
Regulatory Compliance
Engineering Assistance

The systems ask questions in a logical way, skipping Predictive Maintenance

irrelevant questions, but asking for more details
where needed. When all of the needed information
has been provided, the system will produce precise
advice tailored to the individual user and situation.
Systems can be delivered via web browsers, run
standalone or embedded with other programs.
Expert knowledge of how to solve a problem is often
scarce and valuable - it can be a company's greatest
asset and key competitive differentiator. Knowledge
Automation systems capture this knowledge and
allow its dissemination to others.

Troubleshooting

Help Desk

Customer / Sales Support

Product Selection

Monitoring

Scheduling

Smart Questionnaires

Risk Identification

Complex Document Generation
Automated Visitor-Specific Web Sites
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Systems can be built for a wide range of decision-
making tasks where the decision or advice is based

on “rules” and a process that can be precisely
described. Most decision-making processes can be
broken down into many small parts. A human expert often makes decisions almost automatically and does
not consciously think about each small step to solve a problem or reach conclusions. However, the logic
and basis for the decision becomes apparent when the reason for a decision is explained to someone else,
or the decision process is taught to others. This same logic and process is the basis for building a
Knowledge Automation system.

How an Expert Explains a Solution to Other People

When experts explain how they make a decision to other people they typically explain it with the “rules of
thumb” they have learned lead to a correct conclusion. For example, if a decision is being made about
investing, a top-level rule might be, “If the customer has a high risk tolerance, and requires rapid growth to
reach their objectives, Mutual Fund X would be a good choice.” This could be a valid rule, but unless you
know if “the customer has a high risk tolerance”, you can’t make use of it. If you wanted to learn how to
make the best decision, you would ask the expert, “How do you know if the customer has a high risk
tolerance?" This would lead to other rules, “If the customer has a risk tolerance ranking of greater than 15,
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then they have a high risk tolerance" and “If the customer's portfolio... then they have a high risk tolerance”.
These new rules of thumb allow you to determine if the “high risk tolerance” part of the first rule is valid.

If a person spends enough time with the expert, and remembers everything they say, they will
eventually learn all of the knowledge they need to make the decisions themselves. However, that can
be a long and often difficult process. Building a Knowledge Automation system for a decision-making
task is an effective way to get the expert to systematically detail and explain all of the relevant logic,
and do it in a way that allows it to be automated and implemented to deliver “best practice” advice

How a Knowledge Automation System Delivers Expert Advice

When developing a system, the decision-making knowledge and procedures of a human expert are
converted to “rules”, a form of logical representation that the computer can process. The rules are analyzed
by the expert system Inference Engine, which determines how to use them to perform a desired action or
reach a specific goal. The system asks the user questions, and uses their input to determine which rules
are true and can be used to provide advice. Individual rules in the system can describe small parts of the
overall decision-making task. The Inference Engine provides the “brains” that will determine what rules to
use, and how to use them. Since all decisions are based on a logical and consistent use of precise rules,
the system can logically explain the basis for its conclusions, and provide consistent advice.

Most other approaches to knowledge distribution just provide people with
information, and rely on them to read, understand, and convert it to usable
knowledge on their own - in effect, self-teaching themselves to be an
expert. The problem is that realistically, most people do not remember
everything that they are shown. It is difficult to teach people how to solve
problems of even average complexity. And, most importantly in today’s
rapidly changing world and information overload, people don’t have time
to learn all of the problem-solving skills they need.

Knowledge Automation systems are different in that they directly deliver
knowledge to people - "know-how", advice, and recommendations - rather
than just information. This enables people to solve complex decision-
making problems without training or having to learn the underlying logic. As an example, think of going to the
doctor - the doctor asks a few questions, does a few tests to get data, and prescribes a medicine or therapy.
The patient does not need to understand anatomy or the details of how the diagnosis was done - they have
their answer. This is the power that Knowledge Automation systems provide - direct delivery of knowledge
to the people that need it, when they need it.

Iﬁform-ation Overload

Ideally, people would have immediate contact with human experts in every area of specialty that they might
need, 24 hours a day. But this can’t happen. Experts are scarce, busy and often difficult to reach, and
many decisions can’t wait for access to an expert. Knowledge Automation systems provide a very effective
and efficient way to provide prospects, customers, employees and even advisors themselves with a way to
have access to top-level expert decision-making knowledge and advice for specific problems. This expert
knowledge can be delivered via the Web and made constantly and consistently available worldwide.

What is Exsys Corvid?

Exsys Corvid, is a powerful, easy-to-learn, general-purpose development environment suitable for any type
of knowledge automation system project — anywhere expert advice and answers need to be distributed or
accessed. Used for any task that is based on a logical decision-making process, it provides all the power
and flexibility needed to handle problem-solving situations whether basic or complicated.

Corvid provides an intuitive development environment allowing domain experts to easily “describe” their
decision-making steps in a logical manner, much as they would to another person. There is no complex

syntax to learn. The rules are described simply in English and algebra, and are easy to read, understand,
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edit and maintain. Tree-structured logic diagrams are used to describe individual sections of the process.
Corvid supports both data-driven forward chaining and goal-driven backward chaining, allowing the problem
to be broken into small discrete parts for faster structured development.

Corvid provides two views of the logic — in tree diagrams that allow users to see the overall system structure,
and in the full text of the individual rules. The benefit is that, instead of seeing lines of code, users can see
the logic side-by-side in an easily understood way that also enables developers to quickly edit the rules. The
Corvid Inference Engine combines and analyzes the rules to determine what pieces are needed and which
rules can be used to reach the desired conclusions.

An open architecture and a wide range of
features allow Corvid systems to integrate
with corporate databases, external
programs, CRM tools, process monitoring
systems, Web sites and other IT
infrastructures. Templates and screen
commands can be utilized to design the
system user interface, or HTML editors can
be used to match the look and feel of
existing sites. Corvid systems can be
delivered on the Web or intranets via
portable Exsys Java Runtime programs, or
be distributed as standalone applications.
Systems can be developed and fielded in
multiple languages, be incorporated into
emails, and run on many PDAs. The end-
user interface for fielded systems is
designed with Exsys screen commands or
HTML, depending on the Exsys Runtime
program used.

Who Benefits from Corvid Knowledge Automation Systems?

Both large corporations and smaller companies use Corvid across industries, military and government
agencies, researchers and universities. The most common types of systems built with Corvid are
diagnostics, maintenance (predictive or troubleshooting), regulatory compliance, product recommendation,
customer support, smart questionnaires and data analysis.

DEPARTMENTS TYPICALLY USING CORVID Corvid systems are most beneficial for distributing

the decision-making knowledge of commonly

Information Technology occurring problems that are well documented and
Sales and Marketing understood by domain experts. Deploying
Contact and Customer Support Centers systems to handle these types of problems

Policy and Compliance guarantees a rapid ROI by reducing the workload
Human Resources and cost of interruption caused by frequently
Plant Operations and Process Control having to solving them. Also, commonly occurring

problems are ones that the experts understand
fully, know all the exceptions and can describe the
logic of the problem-solving process.

Financial Services
Quality Assurance

Legal

Training

Research & Development
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Knowledge Representation is the Key to Expertise Distribution

Software

CORPORATE

KNOWLEDGE

Knowledge
Representation
Scheme

How Easy Is It to Use Corvid?

Exsys Corvid is based on over 25 years of
working with customers to provide a
development environment that is easy to
use, yet able to handle complex problems.
Exsys’ philosophy has always been that it is
far easier to teach the expert to use the
development tool than to teach someone to
become a subject matter expert. The
tutorials that are included with Corvid help
developers building their first systems in a
few hours. A three-day, hands-on training
class is available, which covers everything
needed for even very complex projects. In
most cases, the person building an expert
system with Corvid should be the expert or
someone that already has a good
knowledge of the domain. For those with
limited time, Exsys Inc. offers consulting in
many areas including system approaches,
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knowledge engineering, data integration, interface design and how to handle more complex systems.
Exsys’s goal is to provide the toolset and support to enable each company’s domain experts to build and
maintain their own systems in the most cost and time-effective manner possible.
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« Exsys Corvid
:_‘ Fundamentals

Building a System - Overview

This section covers the basic concepts and operations that are used to build almost all Corvid systems. ltis
important to fully understand the concepts explained here before proceeding to the full Exsys Corvid
manual. This document also provides an overview of the main windows in Corvid and how they work. The
tutorials will take you through actually building some systems.

Developing a knowledge automation system with Exsys Corvid typically has a series of basic steps:

1. Determine the specific problem the system will solve

A precise description of what your system is intended to do can go a long way in preventing confusion and
misunderstandings later. Systems should be aimed at solving a particular problem or providing advice in a
particular area. The more focused the task, the easier it will be to build the system. For example, a system
to diagnose problems with the Model X printer would be a good focused problem. Diagnosing problems with
all models of ink jet printers in general would be a more complex system, but still a reasonable thing to do
since they are based on similar technology. Diagnosing all problems with all printers would be overly broad
since it would require combining many different technologies, and would be better handled by a set of more
focused systems. There are no exact limits as to when a problem becomes “too broad”, but when first
starting with Corvid, it is best to select well-defined, precise problems.

In all cases, the solution to the selected problem should be based on logical reasoning and precise steps.
Problems that require intuition, emotional decisions, random factors or other steps that cannot be described
precisely are not a good choice for knowledge automation systems. A good test is:

Can the expert explain to another person how to solve the problem?

If the answer is “no”, it is not likely to be a good problem for Corvid. (Remember that some problems can be
explained conceptually, but are too computationally demanding for a person to do — often these are
especially good problems for a Corvid solution.)

2. Gather the documentation of the logic to go into the system

The human expert on the problem or decision-making task is called the “Subject Matter Expert” or SME.
(“Domain Expert” is another term frequently used.)

Ideally the Corvid system developer is also the SME, though that is not required. Experienced Corvid
developers, who are also the SME, can often use Corvid itself to document the logic far more quickly than
could be done in other ways, while producing the Corvid system at the same time. In most cases, the
decision-making logic and steps that are to be included in the systems are documented in some way. This
can be anything from simple diagrams to formal documents. In many cases, there is already documentation
on how to solve the problem in instructional materials, user manuals, diagnostic tree diagrams, tutorials or
other explanations.

The more precisely the steps in the solution are documented, the easier it will be to build the system. If all
the logic is documented, building the system is a matter of converting the logic into the syntactical form used
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in Corvid. When the logic is poorly documented, there will likely be “gaps” found in the process of building
the system. These gaps will have to be filled, typically by asking the SME for more details. The process of
refining and extracting more detailed knowledge from the SME while building the rules makes a better
system, and documents knowledge that might otherwise be lost.

Ideally the documentation will be complete and organized in a structured and logical way that can be directly
converted into a Corvid system.

3. Determine an Architecture for the System

There are many ways to build systems in Corvid, and often many different but equally valid ways to solve
the same problem. Even very simple systems can be built in different ways that are all “correct”. It requires
an approach to the problem and an architecture that:

N Will produce correct results
N Makes sense to the developer
N Will be easy for others to understand and maintain

The architecture requires selecting between technical issues such as backward and forward chaining,
determining where and how to handle procedural operations, segmenting the logic into maintainable and
reusable blocks, and other factors.

4. Use Corvid to Describe the System Logic

Once the problem-solving logic is documented, it must be converted into the rule form used in Corvid.
As you will see, the Corvid development environment is designed to make it easy to describe many
types of logic.

5. Design the End User Interface

When building a system, many developers prefer to get it fully working with a simple end user interface,
and then modify the interface to match a site or other desired look-and-feel. However, in practice, it is
often better to establish a good, polished user interface early on in the development process. System
demos are often shown early in the development process and many people are (unfortunately) more
impressed by a “pretty” system that actually does less than a very capable system that looks plain. In the
end, your system should both produce good advice and have a polished user interface. However,
designing a polished user interface early will often help to build management support needed to get a
project finished — and the user interface will be tested extensively during the building and testing of the
system logic. The optional Exsys Corvid Servlet Runtime License enables the use of extensive system
user interface and design capabilities.

6. Testthe System

A Corvid system should be treated like any other software development project, thoroughly beta tested and
validated by the expert to make sure it provides the correct results. The system rules should be printed out
and reviewed by the expert(s) to make sure they are individually correct, and many sample sessions should
be run to make sure they collectively are complete and give the correct results. A system can be tested
either by running many sessions by hand (which also tests the user interface), or by using the Corvid
Validation function which can test very large numbers of cases in a short time and report any logical errors.
The developer is responsible for testing a system thoroughly before it is fielded. The amount of effort
required to test a system increases with system complexity. In many cases, segmenting a problem into
sections can simplify the testing process.
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7. Field the System

Once a system is validated, it can be moved to the server and made available to end users. Corvid
automatically builds all the files needed to field a system, so this step is normally just a matter of moving the
appropriate files to a server.

Rules

Building a system with Corvid is largely based on creating “Rules” that describe the logic of a decision-
making process. The Corvid development environment simplifies the process by helping to organize related
rules in logical tree structures, but the underlying form of representation is the rule — trees are only an aid in
structuring the logic so that it can be seen more easily, understood and maintained. The rules are
processed by the Corvid Inference Engine, which combines and uses them to drive the users sessions and
produce results.

In rule-based representations of knowledge, each of the expert's “rules of thumb” is called a “heuristic”.
That is a specific small fact that tells how to make a part of the decision. The combination of all the
heuristics allows the overall decision-making problem to be solved. In our brain, we combine these
individual heuristics intuitively and systematically. We don’t have to stop and say, “now | need to know this,
to help make this decision...”, our brain just does it. A large part of building a Corvid system is
identifying the individual decision steps and converting them into a form that a computer can use.

There are many ways of describing the heuristics for a decision-making process, but the one that has
proven the most effective and efficient is the IF/THEN rule. This is a rule where there is an IF part that can
be tested to be true or false based on the data for a specific case or situation.

This is how a basic rule is written.

IF
It is raining
THEN
You should wear a raincoat

When the IF part is true, the statements in the THEN part are also considered true, and are added to the
information in the system that can be used by other rules or presented as results.

Note: When the IF part is false, that does NOT mean the THEN part is false. Rules that have the
IF part false do not add any information to a system. If having the IF part false means something
logically, there should be a rule to implement that. In this case, it would be something like “IF it is
NOT raining THEN ....". Here the IF part will be true when it is not raining.

Rules can have multiple IF and THEN conditions. When there are more then one IF conditions, they are
ANDed together. This means that all of the IF conditions must be true for the rule to be considered true. If
any are false, the rule will be false. When there are multiple THEN conditions, if the rule is true, all of the
THEN statements, assignment and consequence are added to the data in the system.

In Exsys Corvid, rules are very similar to the form that you would use to explain to another person how
decisions are made. The rules are written using English and algebra. For example, the expert might explain:
“If the investment customer has a high risk tolerance and requires rapid growth to reach their objectives,
Mutual Fund X would be a good choice.”
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In a Corvid rule this would become:

IF
The customer has high-risk tolerance
AND Meeting objectives requires rapid growth
THEN
Mutual Fund X is a good choice

This rule shows a small amount of syntax, but it is still very easy to read and understand what it means.
Building a system with Corvid is fundamentally a matter of building rules for each of the heuristics in the
decision-making process.

Inference Engine

Our brain processes and combines decision-making heuristics intuitively. Unfortunately, a computer is
nowhere near as effective as our brain. In Exsys Corvid a special program called an “Inference Engine” is
used to analyze and combine individual rules to solve a larger problem. The Inference Engine determines:

What possible answers there are to the problem

What data is needed to determine if a particular answer is appropriate

If there is a way to derive or calculate the needed data from other rules

When enough data is available to eliminate a possible answer, and stop asking unnecessary
questions related to it

How to differentiate between remaining answers

Which answer(s) is most likely based on the rules

Ad 4 4 4

A 4

It is the Inference Engine that makes IF/THEN rules in a Corvid system very different from IF/THEN
commands in computer languages such as Visual Basic or C++. Rules are not equivalent to lines of code;
they are facts that are automatically combined in various ways by the Inference Engine. This makes a
Corvid system approach far more powerful, effective and maintainable for knowledge delivery than
traditional programming techniques.

This ability for the Inference Engine to find and use rules as they are needed and relevant to the problem
allows a much more “unstructured” approach to the heuristics. In most Corvid systems, it does not matter
what order the rules are entered or how they are arranged. The Inference Engine will find the ones it needs,
when it needs them, wherever they are. In some systems rule order can be important, but in general, rules
can be entered in any order and segmented into Blocks in whatever way the developer wants. This is quite
different from standard procedural programming.

In addition, the Corvid Inference Engine controls the question formatting and presentation to the system
user, the display of results and conclusions of the session.

The Corvid Inference Engine processes both procedural commands (usually in Command Blocks) along with
the logical rules in Logic Blocks and Action Blocks. The rules can be run using either Backward or Forward
Chaining.

When a system is run, Corvid builds a file of the rules and commands in the system and passes that to the
Corvid Runtime program, which contains the Corvid Inference Engine. There are 2 runtime programs: the
Corvid Applet Runtime (which runs in a browser window on the client machine) and the optional Corvid
Servlet Runtime (which runs on a server and sends HTML forms to the web browser). The Corvid Applet
Runtime can also be run as a standalone program using Java. Either Runtime program can be used to run
a system; it is just a matter of the desired complexity and look-and-feel of the system user interface. During
development of the logic, the Applet Runtime is normally used.
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Backward Chaining / Forward Chaining

There are 2 primary ways for the Inference Engine (Corvid Runtime) to test and use rules — backward
chaining and forward chaining. These are often referred to as “Data Driven” (forward chaining) or “Goal
Driven” (backward chainging), but these terms are often confuse new users. It may be easier to think of
them as using the rules:

“in order” Forward Chaining
“when needed” Backward Chaining

A system will have numerous rules ranging from a few dozen in a small system to thousands in a large
system. Typically the rules are divided into multiple sections, which provide an order to the rules. Logic
Blocks use tree diagrams to structure the rules. The top branch in the tree is the first rule, the second
branch the second rule and so on.

Forward Chaining

When rules are run in Forward Chaining, they are run in order. The first rule is tested first. If the system
does not have enough data to determine whether the IF conditions are true or false, it will ask the end user
questions to get the specific data it needs to test those conditions. If the IF conditions are determined to be
true, the statements in the THEN part will be considered true and added to what the system “knows”. It will
then move on to the second rule, repeat the process, move on to the third, repeat the process, ... until it
reaches the end of the rules. Forward Chaining is often called “data driven” because the rules can simply be
run with a set of input data to see what the results are.

For example, if you had the rules:

IF

It is raining
THEN

Wear a raincoat

IF

There are puddles
THEN

Wear boots

IF

It is cold outside
THEN

Wear a hat

In forward chaining, the system would first test the first rules and ask the end user “Is it raining”. If they
answered “yes”, it would add “Wear a raincoat” to what it knows. It would then test the second rule, asking:
“Are there puddles”, and the answer would determine that “Wear boots” was added to what it knows. It
would then move to the third rule.

This is a very controlled and procedural way to use the rules, and it is easy to see how the rules will be
tested. However, if the values set in the THEN part of one rule are used in the IF part of another rule, the
rule using the data MUST be later in the rule list or that data will not be available.

If you have the rules:

IF

It is raining
THEN

It is wet out
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IF

It is wet out
THEN

Wear a raincoat

In forward chaining, the first rule will cause the system to ask the end user “Is it raining”. If they answer
“Yes”, the system will know “It is wet out”. That will be enough to know the second rule is true without
asking any additional questions, and it will know to “Wear a raincoat”. If the user answers “No” to the “Is it
raining?” question, the first rule will not be used, and it will NOT know if it is wet out. (Remember, rules only
are used if they are TRUE. A false rule, does not add any information to what is known.) In that case, the
second rule will lead to the system asking “Is it wet out?” with the answer determining if the “Wear a
raincoat” condition is true or not.

Here the first rule can set a value that is used in the second rule. If the order of the rules was reversed, this
would not work.

IF

It is wet out
THEN

Wear a raincoat

IF

It is raining
THEN

It is wet out

With this order and Forward Chaining, the system would first ask “Is it wet out?”, use the answer and then
ask “Is it raining?” — even though the answer would not add to what it knows. In this case the performance
of the system is dependent on rule order.

In Forward Chaining, the Inference Engine uses the rules in order - with no consideration of the
usefulness of the values that might be set by the THEN conditions.

Backward Chaining

The other way that the Inference Engine can use the rules is called backward chaining, where rules are not
used in order, but rather based on the need to achieve a particular goal. “Goals” are specific items of data
that the system needs. A Goal for backward chaining can be created in 2 main ways:

1. Corvid commands which tell the Inference Engine to determine the value of something. These
become the top-level goals.

2. When testing the IF conditions in a rule — if an item of data is not know, it will become the new
goal, temporarily replacing the current goal.

For example if a Corvid command created the goal to “determine if a raincoat should be worn”, and there
was a rule somewhere in the system:

IF

It is raining
THEN

Wear a raincoat
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In Backward Chaining, the inference engine would look through the rules to find one that was relevant to the
goal. In this case “relevant” means that the needed data appears in the THEN part of the rule. The rule can
occur anywhere in the system — all that matters is that it has the potential to provide information needed at
the moment. The rule would be tested, and determined to be true or false based on user input. If there was
another rule that had “Wear a raincoat” in the THEN part, it would be tested next — but if this was the only
relevant rule, it is the only one that would be tested. Backward chaining only uses the rules that are
relevant to the specific goal.

The advantage that makes Backward Chainging really powerful is that it is recursive — the goal that it is
trying to achieve changes based on what it needs at the moment. If you had the rules:

IF

It is wet out
THEN

Wear a raincoat

IF

It is raining
THEN

It is wet out

If the goal was to determine if we should wear a raincoat, it would find the first rule, determine it was relevant
to the goal and test the rule. This would require that it determine if it is “wet out”. In a Forward Chaining
system this would just be asked of the end user, but in a Backward Chaining system, the determination of if
it is “wet out” becomes the new goal, temporarily superseding the original goal. The “wear a raincoat” goal

is not forgotten, and the system will return to it once the new goal is achieved. However, first the system
will find rules relevant to the “it is wet out” goal. It will find the rule with “It is wet out” in the THEN part and
test the IF conditions in that rule.

This leads to needing to know if it is raining, so that becomes the new goal, temporarily superseding the “is it
wet out” goal. If there were other rules that would allow this goal to be derived they would be used, until
there were no rules relevant to the immediate goal. As goals are resolved, data is added to the system and
the goal that they superseded again becomes the active goal. This ability to work backward through the
logic from high level rules to lower level ones is what gives Backward Chaining its name — and is a very
powerful technique in building “smart logic” into Corvid systems.

Backward Chaining allows rules to be anywhere in a system. A group of rules may define a decision-making
process in high level terms, with other rules used to derive the details. In general, these can be ordered in
any way by the developer.

This allows a much more “free form” approach to system design and allows a truly heuristic approach to the
problem. The ability to rely on the inference engine to find and use whatever rules are relevant makes it
much easier to build and maintain systems.

If there are several ways to derive a value, there can be several rules to cover it. If a new way needs to be
added, just add another rule and it will be used by the system if and when it is needed.

If you have the rules:

IF

It is wet out
THEN

Wear a raincoat
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IF

It is raining
THEN

It is wet out

IF

It is snowing
THEN

It is wet out

In a Backward Chaining system to determine if one should wear a raincoat, it would test the first rule,
determine it needed additional information and set the new goal to “It is wet out”. This would lead to the “IF
Itis raining” rule. If that rule was false, it would move on to the next rule relevant to the “Is it wet out” rule,
and test the “IF It is snowing” rule. If there were other rules relevant to the immediate goal, those would be
used when appropriate. These rules can be in any order and can have many rules in between these
relevant ones.

The ability to write rules that cover many aspects of a decision-making task also allows a Corvid system to
be used in multiple ways depending on the goal it is asked to achieve. The system can contain a variety of
heuristic knowledge, and different Corvid commands may apply that knowledge to different decision-making
tasks.

Backward Chaining can be a little confusing at first compared to more procedural approaches like forward
chaining, but it is the key to most powerful Corvid systems. It allows a system to have an interaction with the
end user that emulates a conversation with a human expert because questions are only asked when they
are relevant to the decision-making task. If an answer leads to other data becoming relevant, those will
become goals and the associated questions will be asked. Backward chaining automatically drives
interactive sessions that ask questions in a “smart” way.

The way that Backward or Forward Chaining is called in a system is determined by the command used to
run the rules. Forward Chaining is used when a specific named set of rules is run as a Logic Block or Action
Block. Backward Chaining is used when the command tells the system to derive the value for a specific
goal. In general, Forward Chaining will be used for Action Blocks and Backward Chaining for Logic Blocks,
but there are exceptions and some systems mix the two modes.

- — —— ——————

Building a System — The Main Windows

Building a Corvid system requires describing the system logic either in Logic Blocks or Action Blocks.
There are special windows for building each of these. In either case, the system logic will be described
using Variables.

The overall procedural control of the system will come £ Exsys CORVID

from a Command Block, which is often just a few File Windows Run Registration Help

commands, but can be more complex when needed. |g| @l'@] E L] @ ?
The system is run using the Corvid Runtime program. ’ / / \ \\

The main windows for each of these functions can be kﬁi i’é'cfll.'co; COé“lglcind Vet S;Rsutn;m

accessed from the buttons on the Corvid Command bar.
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Corvid Variables — The Key Elements

Variables in Corvid are very much like variables in other computer languages. They are named items that
have an associated value. The value can be asked of the end user, tested in rules, assigned by rues, and
used in many ways in a Corvid system.

Variables are the key elements that are used to describe a decision-making process. For instance, if a
system uses temperature to help make the decision, there is be a Variable named TEMPERATURE, which
is used in the rules.

Variable Types

Corvid supports 7 types of variables. All of the types of variables share some characteristics and functions,
but each type has special functionality and capability. Understanding and using variables correctly is key to
successfully building Corvid systems.

A

Static List

This is a variable that has a specific list of possible values. These are typical multiple choice lists.
There can be any number of values in the list. For example: Day of the week, Yes/No,
High/Medium/Low. The possible values always remain the same for each user of the system.

Static List variables should be used whenever there is a fixed list of possible values that the
variable could have. When asked of the user, they generate multiple-choice questions that are
easy to answer, and they automatically divide up the logic into the possible values for
consideration. They are one of the most commonly used types of variables in Corvid systems.

Dynamic List

Dynamic Lists are a type variable with a specific list of possible values, but unlike Static List
variables, the value list is set dynamically at runtime — allowing the list of value options to be
selected based on previous user input. The value list may come from external sources such as a
database or be set by the logic of the system. Dynamic Lists are not often used, but can be useful
for selection of options that change frequently or are not known at the time of system development.
This can be very powerful for some situations, since it can limit which values that a system user
can select from to those that are reasonable in the context of earlier answers. For example, if a
user answers they want to vacation in a warm climate, the system will not included “skiing” among
the activity options in subsequent questions.

Numeric

This is a variable that is assigned a numeric value. The value may be asked of the end user,
calculated from other rules, obtained from a external source, etc. Examples: temperature,
pressure, stock price, interest rate. When used in the IF conditions of rules, the value is used in
test expressions that will evaluate to True or False (e.g. [Temperature] > 100).

String

This is a variable that will be assigned a value that is a text string. Examples: name, address,
phone number. The value of a String variable can be parsed and tested in various ways to build
test conditions, but generally they are used as identifiers for external data sources or text to use in
reports.

Date

This is a variable that assigns a value that is a date. The date can be a calendar date, or include a
time accurate to a millisecond. A date value can be used in comparison (future/past, etc.) tests, or
calculated from various Corvid functions. Examples: birth date, option maturity date. Date variables
should be used when the logic of a system has a time dependency.
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N Collection / Report
Collection variables are a very useful type of variable. The value is a list (collection) of text strings.
Unlike the previous variable types, which are fairly intuitive, collections can be confusing at first.
One way to visualize them is to think of them as a grocery list. ltems can be added to the list for
various reasons and at different times. Items can also be removed from the list as they are
“purchased”. There is no fixed limit to the list, and the contents can be any text.

The end user is never asked to directly provide the value for a collection variable (though
information provided by the user for other variable types could be added to a collection). Instead
collections are used to build up the overall content, with multiple rules providing individual items of
text. One of the most common uses of collection variables is to build reports. These may be a
simple list of recommendations or a complex report in RTF, PDF or HTML format. The ability to
add any amount of text to the collection, and to have many different rules adding content separately
makes collection variables very flexible.

Various Corvid functions allow you to add, remove, sort, and test items in the list. Any string or
variable value can be added to the collection. Examples: "best" products, configuration, overall
comments, selections from a database.

N Confidence
This is a variable that will be assigned a value that reflects a degree of certainty in a specific result
or recommendation. Like a numeric variable, the value is a number, but in this case it is a measure
of how likely it is that the variable applies to a particular situation. For example, a confidence
variable might be a diagnosis (e.g. “patient has the flu”). The value would be set by end user input
causing various rules to fire that would increase or decrease the probability that this is a correct
diagnosis for the particular end user.

A single confidence variable can be assigned values by various rules in a system, and Corvid will
automatically combine the values to arrive at single overall confidence value. Various formulas in
Corvid can be selected to combine the assigned values in various ways. Confidence variables are
never directly asked of the end user, but are always set by the rules in a system.

Confidence variables are used most effectively in systems where there are multiple possible
recommendations based on how likely they are. Each recommendation is a separate Confidence
variable, and each is given a confidence value by the rules in the system. The one(s) with the
highest confidence value are the ones that will be displayed in the system run results. However,
there are many other ways to use Confidence variables in systems that do not use uncertain
reasoning or “fuzzy logic”.

Most Corvid systems are built with Static List and Numeric variables to build IF conditions, and
either Collection or Confidence variables for the recommendations.

Variable Name and Prompt

Al variables in Corvid have a Name and a Prompt. The name is used to refer to the variable and to find it
in lists. The name for each variable in a system must be unique. Names can be any length, but should be
kept fairly short to make the system more readable. They should be clear and make it easy to identify the
meaning of the variable.

Each variable also has a Prompt. This is used primarily when asking the user for a value for the variable.
Prompts to ask for data are typically phrased as questions. For example, a variable named COLOR might
have a prompt “What is the color of the light?” Prompt text can be as long as needed. Corvid also
supports multiple prompts for the same variable, which is used in systems that will run in multiple
languages.

Exsys Corvid Quick-Start Guide - Fundamentals & Tutorials 16



For variables that are not asked of the user, the Prompt is used to indicate the meaning of the value in
results and reports. These may be values that are calculated by the system, and the prompt will be a
statement that will be followed by the calculated value. For example, if a system that calculates the amount
of water to add to a mixture, there might be a numeric variable AMOUNT_OF_WATER with a Prompt “The
amount of water to add is”.

For Confidence variables, the Prompt is the full description of the item or action that the system is evaluating
based on various factors. For example, a diagnostic system might determine that Part XYZ failed. This
could have a confidence variable PART_XYZ_FAILURE with a Prompt “The part XYZ failed and needs to be
replaced”. For Collection variables, the Prompt is used to identify the meaning of the variable’s content.

In addition to the required Name and Prompt, each variable has many other options that can be set and
which vary with each type of variable.

Adding and Editing Variables

The window for adding and editing variables is displayed by
clicking on the Variable Window icon on the Corvid tool bar.

—
£ Exsys CORVID

File Windows Run Registration Help

B D@ = » & =2

This will display the Corvid Variables window. |
This window allows editing existing variables and —
adding new ones. The various tabs provide = y [ 1 1 , 1
many ways to step properties for a variable and — || T

control how it will be used.

This window has many options and controls.
Ones that are not needed for basic systems are
hidden unless the “Show Advanced Options” \ I ) I
button at the bottom of the screen is selected. M

For most system development, the “Show
Advanced Options” checkbox should be

unchecked. \

The variables in the system will be displayed in
the left list box.

Show Advanced Options Oane

A new variable can be added by clicking the
“New” button above the list box. This will display L3 New Variable =
the window for adding a variable. New Variable:

Name: J

The first step is to enter a name for the variable. The

name should describe what the variable means. The Type: & StaticList- Predefined list of values
name can be any length, but should be as short as ¢ Dynamic List- List of values set at Runtime
practical. Any name can be used provided: ¢ Numericvalue

" String value

N The name is not already in use. (Names that differ
only in capitalization are considered identical.) If
the name is already in use, Corvid will tell you, so
yOU can select another name. ¢ Confidence - Value will be a confidence factor

" Date value

" Collection / Report - Value is a list of items

N The name may not contain spaces or the e

characters: =
[I~1@r&*()-+="2><.,/:;{}\"]

If any of the illegal characters are in the name, Corvid will automatically convert them to the
underscore character.
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Then select the type of variable. If you make an incorrect selection for the type, it can be changed up until
the variable is used in the system.

Use as a
Variable Value Typical Use Question to
End User
Static List Multiple Choice List Any time there is a specific, limited set Yes
of possible values
Dynamic List Multiple Choice List Dynamically selecting value options at Yes
(Set at Runtime) runtime (rarely used)
Numeric Number Inputting or calculating numeric values Yes
String Text String Inputting text values for reports, as Yes
identifiers for external interfaces or
processing text
Date Date and Time Inputting dale values and date Yes
dependent logic
Collection List of Text Strings Building reports, documents and HTML No
pages
Confidence Confidence or Probability Selecting from among possible No
recommendations using multiple factors
and confidence
The variable will be added to the variable list and the name Prompt T ToBe T Options
copied as the default Prompt. This can be left as the Prompt
Prompt, but in most cases it is better to change it to a Elter
Prompt that is more explanatory, or which can be used to
ask a question. This is done by simply typing the new
prompt in the green Prompt box under the “Prompt” tab. Prompt \ro Eo T T T_
Prompt

Prompts can always be added or changed later, so it is not
critical to enter the final text for the Prompt at this point. If
the variable is anything but a Static or Dynamic List
variable, that is all that is required. (There are many
optional settings, but those will be covered later.)

‘What is the color of the light?

For Static List vanables, enter the list Static List T Dynamic List T Continuous T Collection T Confidence

of values allowed for the variable.

This is done on the Static List tab. Value - [Red gl
Values are entered in the green edit UP“NWN [ Use Selected

box, and then click the “Add to List” \ / Replace
button. Enter value text Click to add to list

_Down_|
The text of the value can be any text.
It can be any length, and as many _here |

values as needed can be
added to the list for the variable.

Exsys Corvid Quick-Start Guide - Fundamentals & Tutorials



If the value text is very long, it is
a good idea to also enter an

Static List T Dynamic List T Continuous T Collection T Confidence

“Optional Short Text” for the Value ’Green AddtoList_|
value. This will make it easier to Optionsl Shott Text: [Green Use Selected
refer to the value in the rules. If

there is no Optional Short Text Effi Leplre |
entered, it is automatically given _Ue |
the text of the value, with the [ |
illegal characters converted to [0
the underscore character. =

The illegal characters are the

same as for variable names: [!~1@* & *()-+="?2><.,/:;{} |\ ] The optional short text can be
directly entered in the edit box. Another way to enter the short text is to highlight a section of the full value
with the cursor, and then click the “Use Selected” button. This will put that text in as the short text, with
illegal characters converted to underscores.

The list of values can be reordered by selecting a value and clicking the “Up” and “Down” keys. The text of
a value can be replaced by selecting it, entering the new text and clicking the “Replace” button. If needed,
additional values can be entered later.

There are many options for setting how variables are used, asked and displayed, but to get started all that is
needed is the Name, Type, Prompt and for Static Lists, the values.

Logic Blocks

Exsys Corvid has a unique way to define, organize and structure rules into logically related blocks. These
Logic Blocks are groups of rules that can be defined by tree diagrams or stated as individual rules. Each
block may contain many rules, many trees or only a single rule. Usually, the block of rules all relate to a
specific aspect of the decision-making task, though how blocks are used in a particular system is up to the
developer. Some simple systems only have a single logic Block, but most will have at least several.

i wi w, cli i u =
To open a Logic Block window, click the Logic Block button on the command @ = N
bar. = =
Logic Block
This will display the Logic Block window:
~loix|
1 1 H : Select Block to Display:
This V\{mdow d.|splays .the content of the Logic Block i
block in the middle, with controls for .
ne:
adding nodes below it. The row of %% Ll
5] wned_before = Yes__other_| -
buttons above the content are for i S i e j
common edltlng tasks such as CUt’ copy : mfifﬁﬁ:fﬁégfﬁéﬁ"f ::;vp;:t_etaﬂ':;\j‘?:zlmcuvdm and liked the ease of a pairt-and-shoat, that is the general
=] looking_for_same_point_and_shoot = No_ld_like_more_contr
and paste. L—»kc;!;\chdeLty'pz_:a_ckg:Eu:iAdvErl‘cEd P gt
Overal_comments. ADD] Since you have used other point-and-choot cameorders but want a Btle more control, | would recor
e P.e;.c:;s[_camc;de.=Ag;nced]_wnh_myanua_amde e ) e '
. . =-[~ Same_level_ot_control = Yes
The content itself is made up of nodes, -5 Camcorder tpe backaound = Advanced
. . . ~ [Dveral_comments.ADD] Since you have used other advanced camcorders and like that type of camcorder. that is what we
which are either Boolean tests in the IF 71 L Samo_level_of_control = Ho_|_want_something_simplict
X K ~p Camcorder_type_background = Simple_point_and_shoot
part Of ruleS, or aSS|gnmentS n the L ~+ [Overall_comments.ADD] Since you have used other advanced cameorders but would prefer more automation, | think you v
= Previous_camcorder = Prosumer__top_end_camera
1 1 1 g Same_level_of_control = Yes
THEN part of rUIeS’ which are indicated r—o c;..w.fje[\w;mkg.um.J:Pmm...m f
by arrows. Indentation is used to mark J ’ 2
where a particular IF condition applies. o i R T
. L ~AND- ! _—— EFEAH| EEE
When an IF condition is indented below B RvaRen| I MetsBlock
another, it indicates that both condtions —e Al ot Stotia]—
must apply and they would be ANDed ! — e o | —Coed |
together. — — jEsipa||lEa b RTieoees Goeil|
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For example, expressing the single rule:

IF

The customer has a high-risk tolerance
AND  Meeting objectives requires rapid growth
THEN

Mutual Fund X is a good choice

would look like this in a Logic Block:

=4 | (;uslomet_risk_tolerance = high
=] Growth_required_to_meet_objectives = rapid
‘o Mutual_Fund_X = good_choice

The indention of the second line under the first indicates they are ANDed and the vertical bar indicate IF
parts. The horizontal arrow indicates a THEN assignment node. The reason that the text does not match
exactly is because the tree diagrams in a Logic Block use the variable name and the short text for values.
These are normally shorter than the full text of the variable’s prompt and value — though they should clearly
show the meaning of the condition.

Rule View Window

In addition to the tree view shown in the Logic
Block, individual rules can also be examined
in the Rule View Window. In this view, rather R ———— =
than the shorter name and value text, the full AND:  Meeting objectives requires rapid growth

text of the Prompt and full value text are used THEN:

to make a more easily read statement of the Mutual fund X is a good choice

logic. Clicking on a node will display the full
text of the associated rule in the Rule View
window. Clicking on the e 2
“Mutual_Fund_X=good_choice” node would I~ Compress | 15| | || Cose |
display: =

=10l x|

Rule View

Tree Structure

One of the big advantages to using Logic Blocks is that they allow the logic to be structured. This both
makes the system easier to build and shows any places where there is a gap in the logic that needs to be
filled. The tree structure is indicated by the indentation of the nodes. Any IF test node also applies to all
indented nodes.

When IF conditions are added to the logic, they are almost always added as a related group of nodes that
will provide a path through the tree for whatever value the variable is assigned.

For example, if there is a Static List variable named “Color” with possible values Color = red
of “red”, “blue”, “green” and "orange”, there might be a group of nodes added to Color = blue
Color = green

cover the possible colors. When added to the Logic Block, this would look like:
Color = orange

Related IF tests are indicated by angle brackets and vertical lines that indicate the
conditions were added as a group, and are all based on the same variable. In this case, each value for
COLOR will cause only one of the nodes to be true, and lead to a different path through the tree.

If multiple values have the same logic associated with them, they can be Color = red
grouped together in a node. If the values “blue” and “green” will have the Color = blue, green
same logic associated with them, they could be combined to produce: Color = orange
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This will still have a path for every value, but the path for Blue and Green will [Temperature] > 0
be the same. This same approach is taken when building conditions for
other types of variables. For example, if there is a variable TEMPERATURE,
and the system needs to know if it is above, at or below 0. The test
conditions would be a group:

[Temperature] =0
[Temperature] < 0

Any value of TEMPERATURE will lead one of the conditions to be true.

Tree structures are built out by adding groups of nodes under other =~ Color = red

nodes. For example, if you only need to test TEMPERATURE when the [Temperature] > 0

COLOR is red, those conditions could be added under the “Color = red” [Temperature] = 0

condition. This would produce the tree structure: [Temperature] < 0
Color = blue

The indentation of the TEMPERATURE nodes under the “Color = red” Color = green

conditions shows that they will be combined with that condition when Color = orange

converted to rule form. The top branch would be:

IF
The color is red
AND [Temperature] >0
THEN

The colored brackets on the left indicate that this is a related group of nodes, all based on the same
variable. The brackets are red because there are no THEN conditions for these values and they would not
be converted to a valid rule. The brackets become green when that part of the tree will build a full rule.
(Looking for red brackets is a quick way to find uncompleted sections of logic.)

Note: There can be as many levels of indentation as needed to describe the decision-making logic —
however, multiple Logic Blocks or multiple trees within a Logic Block should be used to divide the trees up
so they do not get excessively large.

A THEN node can be added anywhere under the IF conditions. Here, a THEN condition is added called
“Take Action 1” to be done if the “Color is red” and “[Temperature]> 0.

THEN nodes are indicated by an arrow symbol. The bracket by T I_- [I:'OIO[ITZ:serature] .0
“[Temperature] > 0” is now green, since all paths under that node [Take_Action_1] =10
now will generate a complete rule. The bracket by “Color = red” is [Temperature] = 0
still red, since while one path below it is complete, not all are. In rule [Temperature] < 0
form the first rule would be: |- Color = blue
Color = green
IF Color = orange

The color is red
AND [Temperature] >0
THEN
Take Action 1

(The value of 10 assigned to “Take Action 1” is a confidence factor, which will be explained later.)
IF and THEN nodes are used to build up the logic needed to solve a portion of the decision-making task.

The trees will be converted to rules that will be used by the Inference Engine in either forward or backward
chaining to drive the application and produce advice.
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A small set of rules to select mutual funds
based on a customer’s requirements might
look like:

It is equivalent to the 4 rules:

IF

= Customer_risk_tolerance = high
- = Growth_required_to_meet_obijectives = rapid
= Mutual_Fund_X = good_choice
=1L Growth_required_to_meet_objectives = medium, slow
: ‘o= Mutual_Fund_Z = good_choice
= | Customer_risk_tolerance = medium
- =p Mutual_Fund_Y = good_choice
- =P Mutual_Fund_X = poor_choice
= |_ Customer_risk_tolerance = low
o= Mutual_Fund_X = poor_choice

The customer has high-risk tolerance
AND Meeting objectives requires rapid growth

THEN

Mutual Fund X is a good choice

The customer has high-risk tolerance
AND Meeting objectives requires only medium or slow growth

THEN

Mutual Fund Z is a good choice

The customer has medium risk tolerance

THEN

Mutual Fund Y is a good choice
AND Mutual Fund X is a poor choice

IF

The customer has low risk tolerance

THEN

Mutual Fund X is a poor choice

In large complex trees, the indentation can be
a little difficult to see, so Corvid automatically
highlights the IF nodes associated with any
other node. Just click on a THEN node and all
of the associated IF nodes will be highlighted,
making them easy to read. For example, in
the above tree, clicking on the first THEN node
would display:

In addition, the Rule View Window would show
the more readable form:
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=-[ Customer_risk_tolerance = high
. BT Growth_required_to_meet_objectives
i fe—p Mutual Fund_X = good_choice
=1~ L. Growth_required_to_meet_objectives = medium, slow
|
= I Customer_risk_tolerance = medium
= Mutual Fund Y = good choice

EJRule View : -0 x|

Rule View

[F: o =l
The customer has a high risk tolerance
AND: Meeting objectives requires medium growth OR slow growth

THEN:
Mutual Fund Z is a good choice

=
-Node Rule
[ Compress ( < ,ﬂ [( )ﬂ Close |
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Compressing and Expanding Trees

Each node that has other nodes indented under it has a + or — sign
next to it in a small square. Clicking the + or — will expand or
compress that section of the tree. The — sign indicates that all the
branches are expaned. For example, this tree is fully expanded:

Clicking the — sign next to “Color = red” + Color = red

will produce: Color = blue
Color = green

The + next to “Color = red” indicates Color = orange

= [~ Color = red

- [ [Temperature] > 0
[Take_Action_1]=10
[Temperature] =0
[Temperature] < 0
Color = blue
Color = green

Color = orange

that there are compressed nodes under
this node. A compressed node can be expanded by either clicking on the + or just clicking on the node
itself. Any node that is selected will be expanded.

The Expand All button on the button control bar can be used to expand all the nodes in a tree.
Clicking this will expand all compressed nodes. Clicking it again will compress all nodes

except the currently selected node. In large tree, this is a convenient way to quickly compress
the sections of the tree that are not being edited at the moment.

Adding Content to Logic Block Trees

Content is added to Logic Blocks using the controls on the lower left

of the window.

The left controls are to add IF conditions. The placement of a new
node is relative to the node currently selected.

The “AND” buttons group will add the new node “ANDed” with the
currently selected node — this means that the associated rule will
have both the current node and the new node. If the “Below” button
is clicked the new node will be indented under the currently selected

IF THEN

gD Below Variable
Command

Above
Group
Toagether

Same Level

Below
Above

node. If the “Above” button is clicked the currently selected node will be indented under the new node:

For example, there are 2 variables one named “Color” with values “red” and
“blue”, and one named “Weather” with values of “hot” and “cold”. If the Logic

Block has “Color” added, it would look like:

IF THEN
AND f -
Below Variable
__Above | Command
Same Level
Below G
foup
__Above | Together
IF THEN
AND -
Below Variable
Above Command
Same Level
Below G
foup
Above Together

Selecting the condition
“Color=red”, clicking the
“AND” “Below” button
and selecting the
“Weather” variable
would produce:

Color = red

Color = blue
=l [~ Color = red
Weather = Hot
Weather = Cold

L Color = blue

With the “Weather” node indented under the “Color=red”.

If instead, the “Color=red” was
clicked and the “AND” “Above” was
selected for “Weather”, the result would be:

With the 2 Color nodes indented under the
“Weather=Hot” node.

Exsys Corvid Quick-Start Guide - Fundamentals & Tutorials

gl Weather = Hot

[ Color = red
Color = blue

L weather = Cold

=

23



The “Same Level” button group will put the new node at the same level in the tree as the currently selected

node, rather than indented under it.

Again, selecting “Color=Red” and using “Same Color = red
IF THEN .
AND Level” “Below”, will produce: Color = blue
Variable
Below _ Varisble | Weather = Hot
Above B Weather = Cold
Same Level
Below Ao
M Together
Doing the same with “Same Level” “Above”
'FAND THEN would produce: ehe' . °'
Yariable Weather = Lol
::Lovv; Color = red
I Command Color = blue
Same Level
Below o
Above Together
IE THEN The THEN control group is for =T Color = red
AND e adding THEN nodes. The [Take_Action_1] =10
Below Ll “Variable” button allows adding L. Color = blue
Above Corand assignments to variables. The
o THEN node will be indented under the currently selected IF node. Ifa
THEN node is currently selected, the new THEN node will be at the same
level under it.

Adding Conditions and Nodes

The terms “conditions” and “nodes” are
closely related and often used
interchangeably. In a tree structure, the
individual lines are “nodes” in the tree.
Nodes in the IF part are branch points and
nodes in the THEN part are assignments.
When looking at the individual IF/THEN
rules that the tree will be converted to,

£ Add To Black

New / Fdt

Weather

Building Test Conditions - Enter one or more tests

[ 1

[~ Show Full Value Text

Static: |ist Expression Collection

Selart Values

oeen
e

there is no obvious tree structure, so the Ads ach ndosly | _AdastmUne tem |
IF and THEN statements are called e LA
“conditions”. Actually “condition” can be
used for either the tree or rule form of the
logic, but “node” should only be used for . . Nodes to Add
the tree. i ‘
Pl
[¥ Lontnuous Find —Again_|
AL [~ Search Promps / Values
When adding test and assignment i
conditions using nodes to a Logic Block | R e | o
(or an Action Block), the “Add to Block” {0 Es ey |
window is displayed.
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This window can be used to add IF or THEN nodes. The variables are displayed in the list on the left. The
list normally shows all variables in the system, but can be limited by using the check boxes under the list to
only show certain types of variables, and to change the order they are displayed in.

The way that a node is built depends on the type of variable. The simplest is for Static List variables.

Static List — IF Conditions

To build Static List variable IF nodes, click the Static List variable in the variable list. This will display that
varaiable’s list of values in the right list box. For IF conditions, normally there will be different logic
associated with the different values, so there should be conditions built for each value(s) that are handled
differently. As the different nodes are built, they will be displayed in the “Nodes to Add” list box.

Frequently, you will add one condition for each

|
value. To do this, just click the “Add Each (
.. " i Add Each Individually Add All in One Item
Individually” button:
[~ NOT

This will build a node for each item in the values Nodes to Add

list. Which adds nodes to the tree: color = red
color = blue
color = green
olor = ted color = orange
color = blue
color = green

color = orange ,
Edit |

Remove |

In other cases, you may be want to group the values when they are logically equivalent. This can be done
by selecting multiple values from the Value list. (A Shift-Click will select all values between 2 values. A Ctrl-
Click will select multiple individual values) Once the values are selected, click the “Add to List” button. The
selected values will be deleted from the value list, and the node being built will appear in the “Nodes to Add”
list. If you want all the values in the Value list to be added in one node, just click the “Add All In One Item”
button.

If an incorrect condition is added in the “Node to Add” list, it can be removed by clicking the “Remove” button
under that list. This will remove the item from the “Nodes to Add”, and return the value(s) to Values list.

Once the “Nodes to Add” list has all desired conditions, just click “Done” to add them to the tree.

Normally in IF tests, all of the values will be added to one of the nodes. It is not required to add all values,
but remember that if the end user selects a value that is not in the tree, it will not fire any rule.

Static List — THEN Nodes

Static List THEN nodes are built exactly the same as the IF nodes, but rather than a test, the node will
assign the value to the variable. As an IF node “Color=Red” means: get the value for the variable “Color”
and test if it is “Red”. If it is, and the other condtions in the rule are also true, the rule is true. Having
“Color=Red” in the THEN part of a rule means: if this rule is determined to be true by user input during the
session, set the value of the variable “Color” to “Red”.

Usually when building THEN nodes for a Static List variable, only a single value will be assigned to the
variable, so the “Add All” button is disabled.
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Expression IF Conditions

There are many types of expressions and functions in Corvid. Expressions in IF conditions are Boolean
tests — an expression that will evaluate to TRUE or FALSE. A simple Boolean test is:

[X]>0

This is TRUE if the value of the variable [X] is greater than zero and FALSE if [X] is zero or less. This is
exactly the same way IF conditions are built in Corvid.

In expressions, Corvid variables are indicated by the name in square brackets []. So a variable named
TEMPERATURE would be [TEMPERATURE]. There are many ways to use variables, their associated
properties and Corvid functions, which are discussed later. Here you will use simple Boolean tests.

To build an IF expression conditions use
the same “Add to Block” window, but
when a variable is selected that is not a
Static List or Collection, the Expression
tab will be displayed.

For example, click the Numeric variable
TEMPERATURE.

£ Add To Block

Building Test Conditions - Cnter one or more tests

New / Cdit Static List

crioe

Temperatue
‘Weather

Doolean Test Cxpression

Cxpression Collection

[Temperature] |

Variables

The right side will switch to the
Expression tab, and the selected
variable will be entered into the

Boolean Test Expression

Functions

edit box. Enter a Boolean test [Temperature] > 0

based on the variable, and click
the “Add to List” button to add the
node.

This will add the Boolean test as a

Variables | [ Functions |

node in the “Nodes to Add” list.

Normally for IF conditions, there
are a group of related Boolean

Add to List

es lu Add

Edit Remove

Concel |

!

tests, so that no matter what
value the system user enters,

one of the tests will be true. Here they could be:

[TEMPERATURE] >0
[TEMPERATURE] =0
[TEMPERATURE] <0

(Remember in a Boolean test, the equal sign (=) is a test, not an assignment. It means the condition is true
if the value is equal to zero, not assigning the value zero to the variable).

Add the nodes one at a time by entering the text, and then clicking the “Add to List” button. As each is
added, Corvid will check the syntax to make sure it is a syntactically valid expression. If it is not valid,
Corvid will tell you and allow you to make corrections.

Once all the conditions are added, click “Done” to add them to the tree.
They appear just like the Static List conditions, but the actual text of the

condition is displayed.
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Expression THEN Nodes

Building THEN node expression assignments is very similar to building IF condition expressions and uses
the same window.

In the THEN part, the expression is an assignment of value to a variable. When a variable that is not a
Static List or Collection is selected for a THEN node, the expression text will have the variable name in [ ]
followed by an =. Assignments must always be in the form:

[name] = expression

where “expression” is the correct type for the variable. — The variable is numeric, the expression must
produce a numeric value. If the variable is a String variable, the expression must produce a text string.
Corvid will automatically check the assignment to make sure that the correct types are being used.

A group of THEN nodes can assign values to multiple variables, but usually will only assign one value to an
individual variable.

Confidence variables are assigned numeric values in the THEN nodes. Likewise, data can be added to
Collections variables in THEN conditions. These will be covered later.

Confidence Variables

Confidence variables are a special type of Corvid variable that has a value which, indicates how likely it is
that the variable applies in a particular situation. A Confidence variable can be assigned multiple values
during a session, and Corvid will automatically combine the various values into a single overall confidence
value. Corvid provides various ways to mathematically combine the values, ranging from simple to complex.
The overall value of the variable can be used in sorting (displaying the ones with the highest confidence) or
used in any mathematical expressions allowing the confidence of one part to propagate through to other
parts of the system.

Useful in many systems, one of the simplest ways to combine confidence values is to add the values
together. For example, a confidence variable WEAR_A_HAT that will be used to recommend wearing a hat
when going outside. The system would have rules:

IF

[Temperature] < 32
THEN

[Wear_a_hat] =10
IF

It is snowing
THEN

[Wear_a_hat] = 20
IF

It is raining
THEN

[Wear_a_hat] =5

Since each of these rules is independent, any combination could fire during a session, resulting in different
confidence values for the WEAR_A_HAT variable. If the temperature is less than 32 and it is snowing, the
overall confidence would be 10 + 20 = 30. If it were less than 32 but raining, the confidence would be 10 + 5
=15. If it were less than 32, but sunny, the confidence would be 10.
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Corvid also provides many other ways to combine confidence values including combining them using
mathematical formulas for independent or dependent probability, min, max, or other mathematical methods.
Each approach can be customized, and individual variables can use different methods. This provides many
ways to handle and propagate confidence values in a system.

Confidence variables are often used to select the most likely diagnosis or action to take. Various rules will
increase or decrease the overall confidence value of the Confidence variables. At the end of a session, the
ones with the highest confidence value will be presented to the system user.

Collection Variables

Collection variables are a special type of variable whose value is a list of text strings. These are most often
used to build reports where various rules in the system add pieces to the overall report. The overall list can
be used many ways in Corvid, ranging from simple recommendations, to building a complex report. The
actual text added to the collection can even be sections of HTML and used to dynamically build a Web page.
When using Corvid, these are often called: WINK (What | Need to Know)® systems.

As new values are assigned to the collection, they are added to the list. There are various ways to add
them, but one of the easiest (and most common) is to simply add them to the end of the list. In Action
Blocks, the Add to Collection action always adds text to the end of the report. In Logic Blocks, this can also
be done, but there are also other ways to add items to the collection.

Iltems are added to a collection by using “methods”. These are commands added to the variable name. For
example to add an item to the collection variable MYLIST, the syntax is:

[mylist.ADD] item

The .ADD following the collection variable name, all in square brackets [ ] means “add whatever follows the
closing ] to the contents of the list”.

There are several methods for collection variables that allow adding items to the list in various ways (e.g.
add to the top of the list, add sorted, add only if not already in the list, etc.). The Collection variable methods
are covered in the Reference part of the Corvid manual.

A simple way to think of Collections is as a grocery list. It can have any number of items, which can be
added for various reasons. There could be rules:

IF
Planning to make a cake
AND  [Number_of eggs_available] = 0

THEN

[ShoppingList.ADD] Eggs
IF

Planning to make a cake
THEN

[ShoppingList.ADD] Sugar
IF

Planning to make a salad
THEN

[ShoppingList.ADD] Lettuce
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If when the system is run, the user says they want to make a cake, but have eggs, the list will be just
“Sugar”. If they want to make a cake, don’t have eggs and also want to make a salad, the list will be “ Eggs,
Sugar, Lettuce”.

Most Corvid system results will either rank Confidence variables to find the most likely, or generate
a report using a Collection variable.

Action Blocks

Action Blocks are a very simple way to build systems that use a procedural approach to solve a problem by
asking a series of questions. It is a basic procedural, forward chaining approach, but the answers to a
question may allow skipping some other questions, or may require asking additional questions,. This works
very well for “smart questionnaires”, but can also be used for many other types of problems that do not

involve deeply nested rules.

DO = >l
To display an Action Block window click the Action Block button on the
command bar. This will display the Action Block window: Action Block

Action Blocks use a spreadsheet X hcthon lock , EER
style interface to describing the logic ~ |[? et :

of a process. This works well for ]
many types of problems, and is quite ;
useful for “smart questionnaire” Z

Frd

Cortert B

jwwmmuumml
ot s alot of et eavds Y 4 cancel
i of deb o 1 t

Label Question
Has_ciedt_cards Do you have credt cards?

Nursber_cauds How many active cred cards do you b

systems. Other types of decision-
making problems that require more 7 — —
complex logic or backward chaining i S
should be built using Corvid Logic

Blocks.

Quesbon: Question: Do you have credit cards?
The rows in the Action Block define B

specific actions to take when the end  CompnValnGrmgig | || Action: Anks Humboc oo
user selects particular values for g =
variables. Each full row corresponds T

to an IF/THEN rule, though some e CorvtiLoge Bk Corel =
rules have multiple THEN
assignments, which are each on a separate row. Each row has 6 columns:

N Label - This is a name for a related group of rows. Labels are used to refer to a specific row in the
spreadsheet for some Actions.

N Question — This is the Prompt text of a variable and normally will be asked of the end user.
N Value — For Static List variables, this is one or more of the values for that variable. For other types
of variables, it is a Boolean test that will evaluate to True or False. These are the same as node

(conditions) in the IF part of a Logic Block.

N Action — This is the action to take if the value condition is true. Actions can set values, skip over
follow-up questions, run other Action or Logic Blocks, etc.

N To - This is the item that the Action applies to. This will either be a variable or a block in the
system.

N Content — Some Actions require an additional parameter.
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Answers and Actions

The fundamental way that Action Blocks work is quite simple.

1. Specify a Corvid variable that will be asked of the end user. (The input for the variable can also
come from other sources, but the typical approach is to ask the user.)

2. Foreach possible value of a Static List variable the user can select, or for various Boolean tests on
the value of other types of variables; associate one or more actions that can set values, skip over
questions, run other blocks, etc.

The block is made up of a series of these question/action groups. Running the block in Forward Chaining
will ask the questions in order and perform the actions associated with the input that the system user
provides.

For example, an insurance questionnaire might have a question “Does your house have smoke detectors?”
If you answer “yes”, it would give a 2% discount. If you answer “no”, it would add installing smoke detectors

to a “Recommendations” list.

In an Action Block, this would look like:

Label Question Values Action To Content
1 Smoke_detectors Does your house have smoke detectors?  Yes Set w | Discount v |.02
2 No Add to Report/Collection v [Recommendations _ [Smoke detectors should be installed.

The Label is “Smoke_Detectors”. The Question is “Does your house have Smoke Detectors”, with 2
possible values. The “Yes” value leads to setting the variable “Discount” to .02. The “No” value adds
“Smoke detectors should be installed” to the “Recommendations”.

For Static List variables, the values are the possible items for the variable, but for other types of variables
Boolean tests are used, where the input from the system user will make one (or more) of the tests true. For
example:

Label Question Values Action
1 Age How old is your house? [Age] <5 Add to Report/Collection w |Reco
2 ([(Age] >=5) & Add to Report/Collection - Reco
([Age] < 25)
3 ((hge] >=25)&  Addto Report/Collection = Reco
([Age] < 50)
4 [Age] »=50 Add to Report/Collection + |Reco

The age of the house input by the system user will fall into one of the age ranges in the “Values” column.
This will lead to the actions on that row.
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A particular value can have no action, a single action or multiple actions associated with it. The possible
actions are:

Set Sets the value of a variable. This can be any type of variable and the value
assigned can be the value of a Static List or an Algebraic expression using other
variables. Variables can be incremented in testing questionnaires to count the
number of correct answers, used to perform calculations or in many other ways
depending on the nature of the system. Confidence variables can also be
assigned in Set actions.

Add to Report / This adds text to a report (actually a Collection variable), which will be displayed
Collection with the results. Reports can be built up with multiple actions to provide advice
and recommendations, or to describe system user preferences. This is in many
ways like a Set action, but applies only to the Collection variables in the system.

Ask Ask the value of a variable. This is used to ask the user for more information on a
particular detail that should only be asked in particular conditions, and which
normally will not be used in later logic.

Goto Label The Goto action allows jumping down in the spreadsheet without asking some of
the questions. This is used to skip over questions that are determined to be
unnecessary based on an earlier answer.

Exec Block The Exec Block action is a very powerful action that allows other Logic, Action or
Command Blocks to be run. This allows a system to be structured into Blocks
that will be called as needed.

Command The Command action allows any Corvid command to be executed. The
commands are the same as would be used in a Command Block. This is the
most powerful and flexible action and allows an Action Block to do anything that
could be done with a Command Block.

Done The Done command will terminate running the Action Block.

Action Blocks vs Logic Blocks

Logic Blocks describe logic in a tree structured way. Groups of nodes are indented under other nodes,
allowing a systematic way to consider all the possible combinations of user input. This results in rules with
multiple IF conditions that are ANDed together, such as:

IF
The weather is rainy
AND [Temperature] <40
AND The forecast is more rain
THEN
Wear a warm rain coat

All of the IF conditions must be true for the THEN part to be used. This is a very flexible way to represent
decision-making logic and works very well. However, some problems are based on many small, independent
rules and do not require a tree structure — in fact when they are put in a tree diagram representation, they
look more like grass than a tree. The nature of the Action Block representation is that there is a single IF
condition that has one or more associated THEN actions.

The section of an Action Block:

Label Question Values Action To Content
1  Smoke_detectors Does your house have smoke detectors?  Yes Set v |Discount v [.02
2 No Add to Report/Collection w |Recommendations | Smoke detectors should be installed.
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corresponds to the rules:

IF
The house has smoke detectors
THEN
Discount = .02
IF
The house does not have smoke detectors
THEN

Add “Smoke detectors should be installed” to the recommendations
While this type of logic is less complex, it is quite often all that is needed for many types of problems.

While Action Blocks do not directly have the multiple IF conditions of a Logic Block, they do provide a way to
create a comparable structure by using the “Goto Label” and “Exec Block” actions. The “Goto Label” action
makes it easy to skip across questions based on some answers, or allow the questions when other input in
provided. Since the question(s) are only used in particular cases, they effectively are ANDed with those
questions. For example, if an earlier question asked if the user owned a house or rented, and answering
“rented” caused a Goto Label action that slipped over the house smoke detector questions, the equivalent
rules would be:
IF
The user has a house
AND The house has smoke detectors
THEN
Discount = .02

IF
The user has a house
AND The house does not have smoke detectors
THEN
Add “Smoke detectors should be installed” to the recommendations

However in the Action Block, each individual rule would only have a single IF condition. The “Goto Label”
action can effectively create multiple ANDed conditions. The “Exec Block” action allows this to be done to
an even greater degree since it allows running another entire Action or Logic block. Since this block can
have additional Goto Label and Exec Block commands, the structure can effectively be deeply nested.

While deeply nested logic can be represented in Action Blocks, if more than a few levels are needed, Logic
Blocks will make the organization easier. Action Blocks are intended for the situations where the logic has
many independent factors that can be represented by rules that have one, or only a few, IF conditions.

Another difference between Logic and Action Blocks is that Logic Blocks are run with either backward or
forward chaining, but Action Blocks are generally run only with forward chaining. This causes the questions
in the Action Block to be tested in order, except when a Goto Label action causes some to be skipped.
However, some systems combine backward and forward chaining with individual conditions in an Action
Block using the values of variables that are derived from other parts of the system using backward chaining.
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Adding Questions to the Action Block

When a new Action Block is created, it

will have no questions and the only hiclon ok = ER&
. ) . o, Block: [acionbockz <] & e
active button will be the “Add Question
Label Uueshon Vahies Achon lo Lontent -~
button. A
Click the “Add Question” button to add
the first question in the Block. Once a
question has been added, more
questions can be added by using the .
group of controls labeled “Questions”. = 'Jm 7 —_— e
Add Question _”—j —_]
Questions — T
Replace |  Delete | i
Addto End - | _Chongeveluctiopng | | Action:
Edt | Cut | »
Insert Paste [ Copy | Laddachon | | Paste | JUp | Down|
4| "oy | ru | Deee |
MoveUp | Move Down | T
Edit Label Change Yalue Grouping I AddHoodng | Unoo | | Concel Done

These allow adding, editing and moving questions in the block. They also provide the controls for cut, copy
and paste of entire questions in the block.

The “Add to End” button will add a new question

. . Building Test Condilions - Enler one or more lesls
as a last question in the Block.

New / Fit Static: Lixt Lageession Collechon

Select Values I Showw Ful Vel Trod
il

\eather

The “Insert” button will add a new question pe
above the currently selected question.

When adding a question, the same window is
used as adding conditions to a Logic Block. agsations o |

I~ not

The same commands are used to add one or
more nodes. For Static List variables, nodes can
be added for each of the possible values, and Ikt tnd

¥ Static

the values can be combined in various groups. ] s |

¥ Continuous.

Nodes to Add

¥ Collechon

For other types of variables, the “nodes” are ¥ Contderso | | [ Skt Ve
Boolean expressions using the variables to s« it I |
@ Aphabeticaly LimitLit_ | Cancel

produce expressions that will evaluate to True or € Ot Eniorod __sbova_|
False.

For example adding the nodes:

Nodes to Add to a Logic Block would produce:
color = red
color = blue
color = green color = red
color = orange

color = blue

color = green

color = orange

Edit | Remove
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Adding the same nodes to an Action Block would produce:

Block: [Action Block 1 | Ea find —
Label Question Values Action To Content o
1 The color is Red None v N
2 Blue None v
3 Green None -
4 Orange None -

The Label column is automatically generated and is the name of the variable. The Question column is the
prompt for the variable, and one row has been added for each value.

To add an Action for a row, click Label Question Values Action
on the dropdown list and select 12 Color The coloris ;‘led
. . ue
the desired action: 3 Crean Add to Repart/Callection
0 Goto Label
4 1a0ge Exec Block
. . Set
Depending on the action selected, Aik
w « » Command
the “To” and “Content” columns Dore - Exit

may need to be filled in. For
example, if the “Set” action is
selected, the variable to assign a value to must be selected in the “To” column, and the value (expression) to
assign must be put in the “Content” column. Corvid highlights the cells that need input in red. When the
“Set” action is selected, the “To” column will be highlighted in red, and converted to a dropdown list of the
variables in the system.

Label Question Values Action To Content -
1 Color The color is Red | 9
2 Blue
3 Green
4 Orange

Once a variable is selected from the dropdown, the “Content” cell will be highlighted in red until the value
(expression) to assign is entered.

Label Question Values Action | To Content =
1 Color The color is Red Set _v |[Tem| v | )
2 Blue None hd
3 Green None hd
4 Orange None hd
The Content value can be directly typed into the cell Gusstion: The colorlis
(double click on the cell to select it and display the
typing cursor) or it can be input in the edit box in the Value: [fied
lower part of the window. Action: 5;7
Clicking on a row in the spreadsheet will select and ‘
highlight the row, and display the question, value,

action and content in the lower part of the window.
The edit box for the Content can be edited and the changes will appear in the spreadsheet.

The highlighting in the spreadsheet shows the full question, with all values in light blue and the currently

selected row highlighted in yellow, along with the question associated with the value. If there are multiple
actions associated with a value, they will be highlighted in green.
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Label Question Values Action To Content <
1 Color The color is Red Set v |Temp _v|100 ol
Z Blue Set v |Temp v |40
3 Exec Block v |L:Logic Block 1 +
4 Green None -
5 Orange None -

Here, clicking on row 3 highlights in yellow: the Exec Block action cell on that row, the associated value
(Blue), and the associated question (“The color is”). Green is used to highlight the other action that is
associated with this same value, and light blue is used to highlight all the values/actions associated with this
question. These colors can be changed if desired from the Properties window.

Adding Multiple Actions

You can have a single value cause multiple Actions

actions. To do this select the value and use the T ‘ Pars | Up ‘ T |
Action button controls. Tn | Cut | Delete |
The Add Action button will add another action row [ Applies to All Actions for selected Value

to the selected value.

The Up and Down buttons allow changing the order of actions for a single value. Cut, copy and delete allow
editing the actions. (If the “Applies to all actions for selected value” checkbox is selected, the cut, copy and
delete will apply to all the actions for the value. If this is not selected, the cut, copy and paste apply only to
the single selected action.) Paste will paste any actions that were cut or copied into the actions for the
currently selected value.

Adding Headings

The Add Heading button at the lower left corner of the
window adds headings in the spreadsheet. These do
not do anything to the logic of the system, but allow Heading
segmenting the Action Block to make it easier to read
and maintain. Just click the “Add Heading” button. |
This will display a window for entering the heading " Insert

IOl oK
toxt, adato Eng oo |

=, Heading

Enter the heading text and select if it should be added
as the last row in the spreadsheet or inserted at the currently selected row. Headings are added in bold and
a larger font in the “Question” column:

Label Question Values Action To Content 1=
1 Credit Cards -
2 Has_credit_cards Do you have credit cards? Yes Ask v [Number_cards -
g Set v |Debt_ratio v |[&mount owed on cards] / [Income)
4 No Goto Label v [Has_checking_account v
¢ Number cards How many active credit [Number cards]> Add to Report/Collec!  |Financial Report [Number cards] > 10

Undo

The Undo button at the bottom of the window will undo the last action made to the spreadsheet. Corvid
stores the last 5 actions to the spreadsheet. Just click the button to move back to the earlier state.
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Command Blocks

Logic and Action Blocks provide the logic of how to do things, the Command Block tells the system what to
do. The Command Block contains the procedural commands that tell the Inference Engine how to use the
rules. The separation of procedural operations in a Command Block from the logic of the system makes it
much easier to build and maintain systems. All systems MUST have at least one Command Block.

Common uses of the Command Block are:

Determining if the rules will be run in forward or backward chaining
Controlling the order in which the blocks are run

Setting the goal variables and scope of rules for backward chaining
Obtaining data from external programs at the start of a session

Sending the system results and recommendations to other programs
Looping to run sets of rules multiple times with FOR or WHILE loops
Asking questions in a certain procedural order without forcing it in the logic
Displaying supplemental windows for help or other explanatory purposes
Displaying reports

Sending emails

Ad d ddd4d4d44A4d

Command Blocks are used for almost everything except the actual rule logic of the system. By simply
changing the starting Command Block, a system can even have multiple Command Blocks that use the
same rules to do different things — however most systems have only a single Command Block.

Command Blocks are added and edited by clicking the Command Block icon on @ El L‘
the command bar.

Command Block

This will display the Command Block window:

Command Block Select Block o Display:
[Cummand Block 1 j Edit Name
| | | o o | | 55 e

Commands are added to the
Command Block by clicking the
“Add” button. This will bring up the
Corvid Command Builder window.

Nummnd —

IF Add | fed |

While

For

Comment =

Done |
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Commands are added to a

{J Commands

Command Block by using the options Commands
in this window. Using the command Variahle:T Blocks T Reset T Extemal T Control T Results T Title T Reports T Email
builder helps to make sure that ¢ SET - Assign a value
commands are valid and ‘E’:::’s':m: = j
automatically put the commands in
the correct syntax fOI' COI'VId ) The " Derive a value using Backward Chaining and ToBe commands
command builder is divided into tabs 2 Z;f:n'::delce\’a'iahles I~ |
for various types of commands. The ¢ Al varisbles with Final Resul flag set
3 tabs used most often are the € Al Collection Variables
“Variables”, “Blocks” and “Results” LAl e te o)
tab S. " Ask the User for a value
Variable: v
The “Variables” tab is used to build =
commands that:
Command:
N Directly set the values for a Cancel
variable
N Derive the value for a
variable or group of variables
using backward chaining m'""'"‘"
A .Causz.tflelsystimduser to ?e \:::;: Ts Blocks | Reset | Estemal | Contol | Resuts | Tile | Repots | Emai
immediately asked a question,
regardless of the logic & SETV;,iZf,zf’"r'a'"e =) -
Expression: | ﬂ
Some commands simply require clicking (" Derive a value using Backward Chaining and ToBe commands
on the appropriate radio button, and  Vaiable: | El
others require filling in parameters for — ::::::;Z:z‘;j::::ﬁm"agset
the command. ¢ il Collection Variables
" Wariables fitting the Mask: |
One of the most commonly used € Ask the User for a value
commands is the one to derive values T |
through backward chaining. This is in
the middle of the “Variables” tab.
Command:
DERIVE commands tell the Inference [l
Engine to search the rules in the system
to derive a value for the specified
variable. This can be a single variable, a type e p— Lo
of variable (such as all Confidence variables or Command Block  f2ecttoi Oty e
Collection variables), or other groups of —— T "
variables specified by name mask or special [ocrive cowr]
“flag” parameter. For many systems, a
DERIVE command is all that is needed to run
the system.
The text of the command is input in the
“Command:” edit box at the bottom of the o e el
window. Clicking the “OK” button will add the il e e
command to the Command Block. Here a EE| | | Gancai|
command to derive the value of all confidence oeian || =

variables has been added.
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The “Blocks” tab provides the commands to run
systems that use forward chaining to run the
blocks. This includes many systems built with
Logic Blocks and almost all systems that are
built using Action Blocks.

A system can run all the Logic and Action Blocks
in the order they were entered, or specify
specific blocks to run. If several blocks should
be run in a particular sequence, just add one
command for each.

£ Commands

Commands

Variables

Reset | Ewemal | Contol | Resuts |

Title

Email

T Reports T

" All Logic and Action Blocks

Run a Logic or Action Block in Forward Chaining mode (Data Driven)

© Block: |

" Blocks fitting the Mask: |
I”" Allow variables used in the Block(s) to be derived

Run a Command Block

" All Command Blocks

" Command Block: [

" Command Blocks fitting the Mask [

Command:

Cancel

The command to display a Results screen
at the end of a session is built from the

L:] Commands

Commands

&

ValiablesT Blocks T Reset T ExlemalT Control

[

Title

T Reports T

Email

“Results” tab.

For most systems, just click the “Display /
Default Results Screen” radio button and
add the command as the last one in the
Command Block. If the box below the
radio button is empty, the command will
display all variables set during the session.
These will be displayed as simple text with
no formatting. The Results screen can be
customized to display only certain

" Display Default Results Screen:

Servlet Template to Use = Browse

" Display File of Corvid Screen Commands:

| Browse New Edit

Servlet Template to Use = Browse

" Display HTML page

Edit

Browse

variables, images and text with formatting
for color, font and size by clicking the
“Edit” button under the “Display Default
Results Screen” group.

Command: I

Cancel

Many Corvid systems have very simple

£ command Biock

Command Blocks with only a few
commands. This Command Block will

derive the values for all Confidence x| B

Command Block

Selecl Bluck lu Display.
[Command Bluck 1

| _EdtName |

Tl e e W Line.

| =%

EBX

variables and display the results.

Systems that have complex integration
with other programs, requirements for
specific procedural operations or use
looping will call for more complex
Command Blocks.

Control

_F |
While
For

DERIVE CONF

RESULTS

Comemand

[AddBelow ||  AddAbove

RESULTS

ea |

Comerent

Find |

LCancel

|

Done.
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If you try to run a system that does not
have a Command Block, you will see the
window:

If the system does simple backward
chaining to set the value of Confidence
variables, or simple forward chaining of all
Logic and Action Blocks, this widow can
be used to build a default Command
Block for you.

=| Build Comamnd File

The System Does Not Have a Command Block

All systems MUST have a Command Block to control how the rules will be used. A simple default Command
Block can be built automatically. This will allow you to run the rules. but most systems will require modifying the
Command Block based on the system details.

Select the type of Command Block to use:

~ Backward chain to setthe values for all Confidence variables. (Use this only ifthe system uses one
or more Confidence variables, and the goal of the systemiis to set the confidence values. )

" Forward Chaing all Logic and Action Blocks. The blocks will be tested sequentially.

@ Other - | will build the Command Block myself before running the system:

A default Results screen will be displayed atthe end of the run. This will have the value for all variables used.
The Result screen can be modifed to display only specific variables, and to add formatting of the data by
selecting "Set RESUL | Uetault” under the Corvid "Windows" menu.

Exit without building Command Block i

Bk Commard ik |

Running a System

Corvid systems can be run by clicking the Run icon on the command bar.

There are various ways to run Corvid systems, but the default is to use the
Exsys Corvid Applet Runtime. Applets are a way to run a Java program as part
of a web page. A special group of Corvid commands placed in a web page

Run System

source creates a rectangular “holder” in the page that the applet runs in.

When you choose to run a system, Corvid creates a special .cvR file that is the runtime version of your
system. Corvid then builds a default web page with the code to embed the Corvid Applet Runtime in the
page, and parameters that cause the runtime to load and run the CVR file that is your system. Your
system will load and run in a browser window. The files created by Corvid can be moved to any web server

and your system could be put online.

Corvid uses a default template for the page
containing the runtime, but this can be
changed to match any look-and-feel with
standard HTML editors. The default page
looks like:

The applet window is the white rectangle.
The blue area, including the labels, are just
part of the default template and can be
changed to any HTML or web page editing
code you wish. The questions from the
Corvid system will be displayed in the applet
window. As questions are answered, the
content of the applet window will change, but
the overall HTML page will remain the same.

Systems can also be run as standalone
programs (executable programs that are not
in a browser window). Using the optional

B

= CorvidBrowser
e

Exsys . CORVID -, Runtime

EXSYS, Inc.

Capturn K

Exit

Corvid Servlet Runtime which runs on a server, systems can have a more complex user interface or “blend

in” with the look-and-feel of a website.

When you finish running the system, just click the “Exit” button at the bottom of the Runtime window to

return to editing.
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Logic Block Tutorial
The Light Bulb Problem

Action Blocks are a very quick and easy way to build many types of systems like smart questionnaires, but
they are not suitable for problems that call for more tree structured logic. For those, Logic Blocks are a
better alternative.

Logic Blocks are suitable for more problems, and any system that can be built in Action Blocks can also be
built in Logic Blocks. (/n fact, Action Blocks can be converted to the equivalent Logic Block by clicking the
button at the bottom of the Action Block window.)

This tutorial will introduce Logic Blocks and show how to use them to build logic to solve a simple problem. It
also shows how as a problem becomes more complex; a Logic Block can be expanded to cover it.

Exsys Corvid uses IF/THEN rules to describe the decision-making steps and logic to solve a problem. In
Action Blocks, each question value was equivalent to a simple rule, where the IF condition was the value
and the THEN conditions were the associated actions.

IF

Question = Value 1
THEN

Action 1

Action 2

This works for many types of problems, but often you need to have multiple IF conditions to describe the
rule, and specify when the rule applies:

IF
Question1 = Value x
AND Quesiton2 = Value y
AND Quesiton3 = Value z
THEN
Action 1
Action 2

Building a more complex rule such as this requires using Logic Blocks.

The Light Bulb Problem

For this tutorial, you will build a system to advise someone on the very simple issue of what to do when a
light bulb goes out. In the simplest form, this is 2 rules:

IF

The light bulb suddenly goes out
THEN

Replace the bulb
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IF

The light continues to work
THEN

No action required

It will get more involved as you go along, but first you will build these 2 rules.
First start Exsys Corvid. If you are using a demo version, you will see a yellow “Welcome to Exsys

Corvid” window that will show any time or size limitations of the demo version. Just click the OK
button. If you have a fully registered copy of Corvid, you will not see this screen.

In the main Corvid window, start a new system by selecting “New” e
under the “File” menu. & Exsys CORVID
File Registration Help
New Ctrl+n
Open... Ctrl+0 ‘J —I
Open Recent »
Name the new system “Bulb” and put itin a Save @3]
convenient directory. Savein | 3 temp o emerE-
If the folder that you stored “Bulb” in does not already ggcﬁiﬁ;
have a copy of the Corvid Runtime program, Corvid [j
will put a copy in the folder and you will see the Destin
message:

My Documents

Systems must have a copy of the Exsys CORVID Runtime program (ExsysCorvid.jar) in the same directory. ExsysCorvid.jar will be copied to C:\temp
[ i Bub

ﬂ Save
[Comid kB .CvD) ~| Cancel
Click “OK”. This copy of the runtime will be used later
when the system is run and deployed.
The Variables e 8

. . . Hem Cop 1 I 1
To build the 2 rules you will need some variables. —

When a new system is started, Corvid will
automatically display the Variables window.

If the Variables window is closed, it can be displayed
by clicking the Variables icon on the command bar. o ! L L

-
£ Exsys CORVID

File Windows Run Registration Help EgNme | _ Dekie Whew
H BEe = » s =e g
Taeet | g

Variables el .

)Rﬂnmd Options Do

I~ Show Advanced Options

Make sure the “Show Advance Options” button at the bottom of
the window is NOT selected.
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The first variable needed is one to describe the state of
the light bulb. This is a variable with 2 possible values,
so it should be a Static List variable. The prompt will be
“The light bulb” and the possible values that complete
the sentence are “suddenly goes out” and “continues
working”

To add this variable, click the “New” button on the
Variables window.

In the New Variable window, name the variable “Bulb”
and select that it is a Static List variable.

Then click the OK button to add it to the variable list.

Now to add the values to the Static List variable.

There are various ways to phrase the values associated
with a question. Some prefer the prompt to be a full
statement or question, and the values the answers.
Here you will use an approach where the Prompt plus a
value will make a sentence. However, other
approaches that convey the same information could be
used. The actual wording (and even language) used to
build the rules does not matter to the system. Corvid is
only concerned that a particular value for a
particular variable is selected — not the wording
associated with the prompt or the value.

Corvid automatically makes the Prompt the same as the

variable name. Here you want to change “Bulb” to “The light
bulb”. Just click in the Prompt edit box and make the change.

Now to add the values. The first value is “suddenly
goes out”. Click in the Value edit box and enter the text.
Then click the “Add to List” button.

Now enter the second value, “continues to work” in the
Value edit box and click the “Add to List” button again.

The list should now have the 2 values.

One last step for this variable is to make sure only a
single value is ever set, since only one value can be
true at a time. This will become important later in the
system when you start to add backward chaining.
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Show Advanced Options

ﬂNewVariable
New Variable:
Name: ‘me ‘—
Type: + Static List- Predefined list of values
" Dynamic List - List of values set at Runtime
" Numeric value
" String value
" Date value
" Collection / Report - Value is alist of items
" Confidence - Value will be a confidence factor
Cancel
Prompt T ToBe T Options T Link T_
Prompt
The lightbulh  ~eff—

StaticList |_Dynamiclist | Contnunus |

Collechion | Confidence

Value  [uddenly goes oul e — - il ]
Optiorial Shurt Tet. [ Use Selected

Replace |

Static List T Dynamic List T Continuous T

Collection T Confidence

Value  [coninues towork .~

Add to List

Nptional Shot Test |

Use Selected

suddeny goes out

Replace
S

StaticList | Dynamiclist | Continuous |

Collection T Confidence

Value ‘

_pddtolist |

Optional Short Text: |

[Use Selected |

suddenly qoes out

Replace |

continues to work < ffrmm—

|

42



To do this, make sure the “Bulb” variable is the Pompt | ToBe | Options | Lk | AskWith | AlsoAsk | Senviet
active variable — it should be highlighted. If it is not, = Masinun NunberofValues et can be Assigned
click on it to select it. I DefeutValae =5 e

I =l

[~ Never ASK - Use Default Value §&
Click on the “Options” tab in the upper right part of r o =
the Variables window, and then select the “Single " ‘ -
value” radio button. 2

Dstabas=Cind] Bioms=URL |

I I Database Ciid

Confidence Variables

The next 2 variables you will add are Confidence variables. This is a special type of Corvid variable whose
value is a “confidence” or “certainty” that can be set from multiple rules. Confidence variables are very
useful in systems that will select a recommended action from among a group of possible actions. The
various rules will set the “confidence” that a particular action is the correct one based on the system user
input. Some rules will push the confidence for a variable up, and some may push it down. In the end, the
actions with the highest confidence value will be presented to the system user as the recommended

action(s) to take.

Here you have 2 possible actions: “Change the bulb” and “No action required”.

To add these, click the “New” button on the Variables window.

Enter the name “Change bulb” and select “Confidence” as the
type.

Note: when Corvid copies the variable name to the Prompt, it
will have underscore characters in place of the spaces. This
is because a space is illegal in a variable name and Corvid
automatically converts all illegal characters to _in the variable
name.

Then click the OK button.

Now change the Prompt to “Replace the bulb”.

E] New Variable

New Variable:

Type: " Static List- Predefined list of values
" Dynamic List- List of values set at Runtime
" Numericvalue
" String value

" Date value

¢ Collecton / Report - Value 1s a list of tems

—>  ‘Confidence - Value will be a confidence factor:
Cancel

PmmptT ToBe T Options T L

ink

Prompt

Replace the bulb ‘—

Confidence variables have many ways to combine the

Swaiclist | Dynamiclist | Continuous | Collection | Contidence

values that are assigned to produce a final overall
confidence value. The Confidence tab shows some of
the options. For this system, you will only need the
default method of combining confidence, so nothing
needs to be changed.

Input Vaues
I~ Miinn

™ Masimum)|

™ Nound to Integer

Calculation

[Sum

[~ Minimum Value [
™ Masimum Valuo |
I~ Round ta Integer

Make Parameters the Detaut
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Now do the same to add a Confidence variable named “No 3 New Variable
action required” with the Prompt “No action required”. New Variable:
Click OK to add it to the variable list. Name: [No_scion reqired e

Type: " Static List- Predefined list of values

You should now have 3 variables in the list.

¢ Dynamic List - List of values set at Runtime

= ¢ Numericvalue
L;J Yariables

" String value
Copy Prompt T ToBe T Options T_ # DR
Prompt ¢ Collection{ Report - Value is a list of items
No action required —> @ Confidence - Value will be a confidence factor
No_action_required h
_ Cancel |

Click the OK button to close the Variables window.

Adding a Logic Block

Now add the first Logic Block. Click the Logic Block icon on the command
bar to open a new Logic Block window.

£ Exsys CORVID
File Windows Run Registration Help

ae =| »| sl =l

L ) . L. Logic Block
This will also open a new Rule View window. This is a

window that will allow you to see the rule that will be
produced from any branch in a tree in the Logic Block.

<] Edame |

X[ | S o

Logic Blocks provide a way to organize the logic and

rules in a system using a tree diagram structure. A

single Logic Block may have one or —— - -
more trees in it. There is no RS S
“correct” way to set up the blocks in
a system, and you can generally
arrange the content in the logic
blocks in whatever way makes
sense to you. In most cases, all o _—
the logic related to a specific
aspect of the problem should be e [P e
put in the same Logic Block to
make it easier to view and

maintain. a5 (5 _ome |

Cacel |

|

Most Logic Blocks use tree diagrams to organize the rules. Here too, there is generally no “Correct” order to
the trees or branches. The Corvid Inference Engine uses the rule produced by the blocks rather than the
trees themselves. The trees are only used to help the developer organize and structure the logic of the
system. Logic Blocks in a system are automatically named “Logic Block 17, “Logic Block 2”.... While there is
no requirement to change the name, more

descriptive names can make a system £ Logic Block
Logic Block Select Block to Display:

easier to build and maintain. [Logic Block ] _EdtName
20| I | | o | | 5% - \

Click on the “Edit” button next to the Logic
Block name. This will open a window to
edit the name. Change it from “Logic Block 1” to “Replace Bulb” and New Block Name:

click the “Done” button. Replece Bul> <a——

Pancel Done
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Adding Content to the Logic Block

The 2 rules you first want to add to the Logic Block are:

IF

The light bulb suddenly goes out
THEN

Replace the bulb
IF

The light continues to work
THEN

No action required

Since the IF part of both of these is based on the
same variable, they can be added as a group.
Whenever possible, IF conditions should be
added to a tree as a group of nodes that cover
all the possible values that could be assigned or
provided by the user.

To add nodes, click on the “Add” button in the IF
control group.

This is used to build a group of IF nodes that cover
the possible values.

£ Logie Block

Click on the variable “Bulb” to select it in the list on
the left. That will display the 2 values in the list
under the Static List tab.

To add a node for each value, click the “Add Each
Individually” button.

Add Each Individually |

This will create a node for each value in the “Nodes

to Add” list.

Click the “Done” button to add them to the Logic
Block.

Codic Block Select Block o Display
9 [Fepince Bl £
0 g | o o | | | bre
e % N e Find |
a4 L=l ‘ Metatlock_|
I (1
Same Level ote Lo o~
—Beloy | Node - Rule _Go | e
e | <|>| <|>| T Conpress
Done
£ Add To Block X
Building Test Conditions - Enter one or more tests
New/Ede | StalicList | Boewn | Colecton
Select Values ™ Show FullVakus Test
Change_bu aakdory_goes_ouk
No_acton_tequited continues_to_work.
I Each ncivebuchy Ad4AIn One lem |
/ I nor
Nodes to Add
ek Frnd
¥ Static
V' Dynamic
¥ Continuous Frd_| |
; MC I™ Search Prongts /Vakes
S el E® | _ Remove
& Alphabebe: Lokt List Cancel
 Ondet Entered Block Var
Nodes to Add
Bulb = suddenly_goes_out
Bulb = continues_to_work
Edit | Remove
Cancel
Done
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When a group of nodes is added to the Logic Block, they are
connected by a red bracket. The bracket indicates that the nodes
were added at the same time and, usually, are all based on the Bulb = suddenly_goes_out
same variable. The red color of the bracket indicates that there Bulb = continues_to_work
are IF nodes with no associated THEN nodes. As the THEN
nodes are added in, the brackets will change from red to green.

As the tree becomes larger, brackets also make it easier to find the related nodes in the tree.

The node “Bulb = suddenly_goes_out” is a shortened version of the IF statement. In the Logic Block, the
form for IF nodes is:
variable name = value short text

The name of the variable is “Bulb”. The value short text, by default is the text of the value with illegal characters
(such as spaces) replaced with the underscore character. (When values have a long text sting associated with
them, an optional shorter string can be added for the values to make the trees easier to read.)

When there are multiple values in the same node, they are separated by commas. If there was a
variable name Color, and it had possible values of Red, Blue and Green, the node that the “color is red
or blue” would be:

Color = red, blue

In the IF part, when there are multiple values in the same node, they are always combined with OR.
If either value is true, the node is true.

To see the full text of a node just click on it to select it and lit is
displayed in the Rule View window. Click on the top node, “Bulb = Bulb = suddenly_goes_out
suddenly_goes_out” to select it. The currently selected node is [

highlighted in blue.

Bulb = continues_to_work

The Rule View window will show the full text of the node E3Rule View @@
built from the Prompt and full value text. The Rule View Rule View
window makes it easy to read the rules that will be i
generated by any branch in the system. The light bulb suddenly goes out

THEN:

[ Compress io-d;] —F;ulvez_{ Close

The full text of the node can also be seen in the
node section on the Logic Block. This will only Logic Block R 7 catm |
show the individual selected node. The Rule View T ——i— et
will show all the associated nodes that make up [

the rule.

o
3 THEN Ko /

s The bt bl sedderly gous o | i |
Do || | [ =Yeabie] I MetaBlock |

Command |

Same Level Ex |

= H Growp MNode. Rubs
—Above | Together &l>] <l2] I Comoress

GotoLine:[
o | Caxel |

Dore
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Adding a THEN Node
The first rule to add is:

IF

The light bulb suddenly goes out
THEN

Replace the bulb

The IF condition has already been added, so now add the THEN

part. Make sure the top node is selected, and if it is not, click on it to [ Bulb = suddenly_goes_out

select it. Bulb = continues_to_work

To build the THEN part, you will be assigning a value to one of the i i

Confidence variables that were previously added to the system. To do AND )

this, click on the “Variable” button in the “THEN” control group in the Below _ Vaiiable |

lower left of the Logic Block. Above | Command

Same Level

This will display the same window for adding Nodes, but this time it will Below o

be used to build a THEN node. In the IF part, nodes are tests that __ Above | Together

evaluate to true or false based on the value that the variable has. In

the THEN part, nodes assign a value to a variable. — -
THEN Assignment Nodes

Click on the variable “Change_bulb” in the variable list. 1 S e [ e

&

&

!
No_aclun_tecaed

i

Value to assign to [Change_bulb)
Since you are building a THEN node, Corvid
automatically selected the “Expression” tab and enters:

[Change_tulb] =

[Change_bulb] =

Vansies Furcturs

Note: In expressions, a Corvid variable is indicated
in square brackets [ ]. For assignments, this is o & Hodes 1 £dd
used to indicate the variable in [ ] is the value of the
variable.

& Ahsbetcsh _ Umlnt | _ Cael

If there were 3 Corvid variables X, Y and Z, in an IF OuErined v
node, the test expression:

X1=[Y]+[Z] - .
Here you are assigning a value to the Confidence

evaluates to TRUE if the value of the variable X is variable Change_bulb. Since this is a Confidence

equal to the sum of the values of variables Y and variable, the value is a measure of how certain it is

Z, and evaluates to FALSE otherwise. that the action described should be
recommended.

In an assignment in the THEN part,
There are many ways to use Confidence
XI=[Y]+[2] variables, and the actual meaning of the values
depends on the nature of the logic of the system.
Corvid will automatically combine multiple values
assigned to a Confidence variable.

means add the values of Y and Z and assign the
value to the variable X.

Here you are just using a single value to select which Confidence variables should be displayed in the
results. Assign a value of 10. Since this is being used more as a flag value, rather than as an actual
confidence value, any positive value can be used.
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To assign the value, in the Expression tab, enter the value “10” to [ Sliclit | Expression | Colestion |
complete the assignment.
Value to assign to [Change_bulb]

Then click the “Add to List” button.

[Change_bulb] =10 <—
Since there is only a single THEN assignment, this is all that is
needed, so click the “Done” button to add it to the Logic Block.

The Logic Block now looks like: ] !
= I- Bulb - suddenly_goes_oul Variables | | Functions
[Change_bulb] = 10
L Bulb = E:Elnfir'lI.IE‘,:E:_hZI_‘.-".'IZII k e
The THEN condition is indicated by an arrow and by having it ]
indented under the IF node. The upper bracket has changed from £3 Rule View ([(=03]
red to green since it now has a THEN node and will build a complete | Rule View
rule. IF:

The light bulb suddenly goes out

Clicking on the THEN node to select it will display the full rule in the LHEN:
Rule View window.

Replace the bulb: Confidence = 10

Node Rule

|~ Compress <> <> Close

In a Logic Block:

[~ Color = Red
Angle brackets indicate IF nodes. There will be a top and bottom

bracket for the first and last value, and optional other values which
are indicated by a vertical line. Brackets are green when they build
a full rule with both IF and THEN parts. IF there is no THEN
assignments under an IF node, the bracket will be red.

| Color=Blue

| Color =Green

L. Color= Orange

Arrows indicate THEN assignments. The color of the arrow
shows the type of variable being assigned.

- Color = Red
r
=) Static_List =Yes

Variable Type Arrow Color ol | Colorr:EilupT 1

Static List Dark Blue [Numeric] =

Numeric, String and | Light Blue -] Color=Green

Dut Sng gnt =l — [CollectionADD] text
awe - - = Color = Orange

Collection Pink [Confidence] =1

Confidence Yellow

Now build the second rule:

IF

The light continues to work
THEN

No action required
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In the Logic Block:

N Click the “Bulb=continues_to_work” node to
select it.

N Click the “Variables” button under the THEN
control group.

In the window for adding nodes:

U Click the “No_action_required” variable to
select it

N Enter “10” to build the expression
[No_action_required]=10

N Click the “Add to List” button

N Click the “Done” button to add the node to

the Logic Block

The Logic Block

L] Logic Block

Logic Block Select Block to Display.
|Replace Bulb | _EdtName |
| Line: 3
26 | | o o | | == "
ST hr nbihgom
(WG i - continuos to_work IR S
I THEN Heds
AND [The ight babs contirues 1o work Find
Bekow NaRse I MetsBlock |
_fbove ||| commnd ;
Saene Lavel Ed Goto Line: [
tekow_| o | _Cacel |
Giow Node | Rule
Above Together <> <|> ™ Comeress
Do
£ Add To Block
THEN Assignment Nodes
New/Ed | Swclt | Exprossion | Colecn

[Bud
‘cmﬁ bub

Valup to assign to [No_action_roquired]

[No_action_roquired] = 10

Funchons

should now look
like:

=~ Bulb = suddenly_goes_out
[Change_bulb] =10

[
¥ Staic

Nodes to Add

- L Bulb = continues_to_work
[No_action_required] = 10

You now have a
Logic Block that contains the 2 rules needed.

Adding a Command Block

R Onaric
¥ Coobruou Find
¥ Colecton
¥ Corfidence

[ Sesich Prompds /Vaher

ot ™ Limi List

Lt it
Block Vs

ta Remon

@ Alphabaticaly

Cancel |
O Enleved

—»Q

Al Corvid systems must have a Command Block to provide the procedural commands to run the system.

This can be as simple as a few commands or quite extensive when many procedural operations are needed.
Here you will build a Command Block using the Command Builder.

Click the Command Block icon on the command bar.
This will display the Command Block window.

The commands in the Command Block are built with
the Command Builder window. This lets you build
complex commands without having to memorize the

command syntax of Corvid.

To add a command, click the “Add” button.

Command

=
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£ Exsys CORVID
File Windows Run Regitration Help

2 @@ =l » & =

Command Block

£ Command Block

C d Block SelectBlockto Display.

S]]

|Command Block 1

2 || | P | o |

| &%

] _cdiname |
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The Command Builder window has 9 tabs to group the types  [FEEEEE

of commands that can be built. e T T M R E T e e
" SET - Assign & value . o
On each tab, just select the command desired, and fill in any o]
. Derive a value using Backward Chaining and ToBe commands
parameters required for the command. Vaisie

Commands

A1 Corfidence Varisbles
Al variobles ith Final Resuk flag set
81 Collechon Vansbles

Variables fing the Mack:

~ Ask the User for a value

Vaistie:

po—

Cancel |

Command Builder Tabs

Variables Set, Derive and Ask the value (?f.a variable or group of variables. The Derive commands
are used to start backward chaining systems

Blocks Run an Action or Logic Block in forward chaining, or execute a specific Command Block

Reset Clear the value of variables or reset a Block to allow it to be reused. Primarily used for
systems with FOR or WHILE loops

External Read and Write external files of data sources and databases

Control Limit backward chaining to specific Blocks, sleep and special configuration commands

Results Design and display the Results screen, other screens, HTML pages or information items

Title Design and display a title screen

Reports Specify how to create, save, display and delete external report files generated by the
system

Email Automate addressing and sending results in emails (applies only to the Corvid Servlet
Runtime)

You want the system to derive the value for all Goommanes K

Confidence variables. To do this, open the
Command Builder window and click the
“Variables” tab to select it. vaiatle: | =

The middle group of commands on that tab are

the DERIVE commands. These use backward —»1' Z:f:n';m‘cevaﬁames =
chaining to derive the value of the specified e
variable(s). £ tiablos g o k|

" Ask the User for a value
Either a single variable can be specified or a VI =l
group of variables. Since one of the most
common “groups” to derive is all Confidence B |
variables, there is a radio button for this option. __Cencel |
Click that radio button.

The Command edit box at the bottom of the window will show

button to add the command to the Command Block.

Commands

Vanables | Blocks | FReset | Ewemal | Conwol | Resuts | Tie | Repors |  Emai

¢ SET - Acsign a value

Expressions

" Derive a value using Backward Chaining and ToBe commands

£ Command Block:

DERIVE CONF. This is a Corvid command. Click the “OK” Command Block Select BIOCK 10 Display

Command Block 1

x|y | | o | s | %
[DERIVE CONF]
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At the bottom of the Command Block window
is a Comment edit box. You can use it to add
comments to the currently selected command.
The comments do not change how the system
runs. They are simply an explanation of the
command making it easier to maintain, and
are recommended.

If it is not already selected, click on the
DERIVE CONF command in the Command
Block, and enter “Derive the value of all
Confidence variables” in the Comment edit
box. The comment will be displayed to the
right of the command, preceded by // to
indicate it is a comment.

The DERIVE CONF command will cause the
Corvid Inference Engine to run the rules
needed to derive the value for all Confidence
variables. Now you need a command to
display the results. With the DERIVE CONF
command selected, click the “Add Below”
button to
add the next
command.

Command

addabove | Edt |

This will again display the Command Builder
window. This time you want to build a
command to display Results, so click on the
“Results” tab.

Clicking on the “Display Default Results
Screen” adds a command to do just that.
However, unless you add some screen
commands to define the screen, Corvid will
automatically display all the variables that were
set during the run. Here you want to only see
the Confidence variables that were selected.
To add the commands to do this, click the
“Edit” button.

This brings up the Display Commands screen
design window. Now you will add a title to the
results “Recommended Action:” In the “Text”
edit box enter “Recommended Action:” and
click the Add button.

£ command Block

Command Block Select Block tn Display

Command Block 1

0| g e | P ‘ | =% e

=]

EEX

| _EdtName

DENIVE CONF /7 Derive the value of all Confidence variables |

Conlrol Command |
Find |
IF AddBolow |  AddAbove | Edt |
Whic DERIVE CONF
For
Ceenmer Canel |
‘ Deiive the vakie of al Conbdence vansbles
Dore |
£ Commands
Commands
Variables T Blocks T Reset T Extemal T Control T Title T Reports T Email
" Display Default Results Screen:
Servlet Template to Use = [7 Browse Edit
" Display File of Corvid Screen Commands:
| Browse New Edit
Servlet Template to Use = Browse
" Display HTML page
[ Browse
Command: |
Cancel
0K
4 | Display Commands
Commands
| | Replace | | N add | AddLest | Up | Down |
}TEXT "Recommended Action:""
Build
" Variables Prop_|
~| Display | Instead | Fomat | Link
" Image WPG or GIF)
Browse
& Tewt ‘When Clicked on, display a HTML page:
Recommended Action:
" Link to URL
\ {
Browse

" TestFile

Browse.
 Buttons: -

" Display HTML
URL: % Browse
Frame:

& NoLink

Frame:

-~ SetWindow
¥ e [ _choose |
Same Line End Same Line Cancel =
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Now go to the “Variables” dropdown list and select
“CONFIDENCE" to add all Confidence variables that are
selected. Then click the Add button. That is all that is
needed for the Results screen, so click the “OK” button.

You are returned to the Command Builder window. The
command is still RESULTS, but now there are some

screen commands associated with it.

Note: The RESULTS command always
displays the default results screen.
Additional screens similar to the Results
can be displayed by other commands.
The screen commands associated with
the “Default” screen can be edited from
the Command Builder window or by
selecting “Set RESULT Default” under
the Corvid “Windows” menu.

Click the OK button on the Command
return to the Command Block.

This is all that is needed for the
Command Block, so click the “Done”
button.

Running the System

£ Display Commands g]

Now that there is a Command Block you can run the system.
Click the blue Run triangle icon on the command bar.

The Corvid Runtime window is displayed, and it asks the first

question. Select “suddenly goes out” and click OK.

The Results screen shows:

Commands
TEXT “Recommended Acton ™
Replace | \ Add AddLast | Up_| Down
(CONFIDENCE
Duld
& Vesinlies __Pop_|
= Diplyy | Instead |  Fomat |  Link
When Clicked o, display a HTMI puage
" Link w URL
|
Browse
€ TextFie T
Browse J
" Buttons: ‘ j & Nolnk
 Display HTML
URL: Browse
Framec \
~ St Wirndow
Dackpound L] Crooee | ‘
Seme Line Cnd Same Line Cancel ] oK
Commands Help
Variables | Riocks | Reser | Femal | Cowwol | Rests | Tile | Repons | Fmal
©* SFT - Assign a value
Vaisbie: | = [ =]
Crotssion | — B
£ Command Block. E]@E]
Command Block Belect Block 1o Display:
[Cummand Bluck. 1 | rdttiame | =
: Ling. 2
240 |t | | o | | 3= i
DEHIVE CUNF /7 Demve the value of Jl Lonhdence vanables
|
Conrol Command I
Find | |
r AddNdow | addabeve | Tdt |
whis | RESULTS Concel
For
Comment Cancel |
(|
oone |
£ Exsys CORVID
File Windows Run Regstration Help
Dael = » & =?
Run System
The light bulb
 suddenly goes out
" continues to work
0K

Not very profound, but a start. Now you will make the

system smarter.
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Enhancing the Logic

One of the problems with this small system is that it does not consider why the light went out. It assumes
that the only possible cause is the bulb burned out, which is overly simplistic. If the circuit breaker for a
room went out, the system would have you changing all the light bulbs in the room, and if there was a power
failure, you would be changing all the bulbs in the house.

These problems can be avoided by making the system more capable. You need some additional variables
to tell us if the other lights in the room went out at the same time, and if all the lights in the house went out.

To do this, open the Variables window by clicking on the Variables icon on the Flo Widows Run Regetiaton Hob
command bar. Click “New” to add a new variable. E( 0 8l oivl

Variables

Name it “Other lights in the room” and make it a Static
List variable. Then click OK.

2 New Variable

New Variable:

Name: Iothsrlights inthe r0om  <eff—

& Static List- Predefined list of values

Type:
/ " Dynamic List- List of values set at Runtime

" Numericvalue
" String value

" Date value
" Collection / Report - Value is a list of items

¢ Confidence - Value will be a confidence factor

Cancel

Back in the Variables window, change the Prompt to “The other lights in the room.” Add a value “stayed on”
and click the “Add to List” button. Also enter a value “also went out” and click the “Add to List” button.
That is all that is needed for that variable.

Cooy Prompt | ToBe | Opfons | Unk | AskWith | AlsoAsk | Serdet Prompt |_ToBe | Optons | Unk | Askwim | AsoAsk | _Senier )
Prompt

Prompt
The other lights i the room

The omer ights in the room

StaticList | Dynomclist | Coriruous |  Collechon | Confidonce Sobc Ut | Dymomclt | Conmues | Goliecion | Gonkdioncs

Ve [;; - ——l il |
Recia Vakie 5150 went out if—

Optional Shoa Tese [ Use Sected

st Sheet Tee [~

ipedon

EdtName | Dewie Whae
EdiMama | Deletn Whees
Link o Viisbies cortanng I ) |

Aghabencoly Ouesicn, s
Oder Crested Delouis ® Mphabetcaly Queston
By Vatie Trpe Order Creaed Odtaa
B Type = Achs Prevew 21 By Variobl T
By Type + Achs |
I~ Show Advanced Options Dore

Show Advanced Options Oern
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Now add another variable exactly the same way: [ ——

e cup Prompt | ToBo | Opbows | Unk | Awkw | Asoisk | Serdet )

Prompt
mb‘ » NT i the ights i 0 hoU0 g

Name: All the lights
Type: Static List
Prompt: All the lights in the house
Values: - went out
- did not go out

Stawclst | Dymomctsn | Commous | Coloion | Corddencn

frried Plagiacs
Now you'’ll add 2 new Confidence variables to cover the e
possible causes. Ty | e
o | | - eienss N
s o s
Click the “New” button on the Variables window and add
a variable named “Problem with the Circuit Breaker” and make
. . . ew varnaple:
it a Confidence variable.
Name: [Problem with Circuit Breaker
CIle OK to add it to the Varlable ||St Type:  Static List- Pradsfined list of values
" DynamiclList Listofvolues setat Runtime
. . . . " Numeric value
Change the Prompt to “There is a problem with the circuit -
Ing value
breaker for the room. Check the breaker and reset it.” Do e
¢ Collection /Report  Value is a listofitems
Prompt | ToBe | Options | Link | AskWith | AlsoAsk | Servet @ Confidence - Value will be & Confidence factor
Prompt
There is a problem with the circuit breaker for the room. Check the breaker and reset t.

Now add another Confidence variable exactly the same
way.

Name: Call power company

Type: Confidence

Prompt: The power is out to the house. Call the
power company.

Colocion | Gomdence

That is all the variables you will need at the moment, so

click the “Done” button. ey
Now use the new variables [ e "
to expand the Logic Block. | wndous g gegstration teb S =
Click the Logic Block icon a g@e E » &l
to open a Logic Block .

. Losgic Block
window.
By default this will open a new Logic Block :

. {4 Logic Block
window. To get back to the one you had Lgic Block Select Block to Display:
already created, pull down the name list at the JLogic ook x| o |
top of the window and select it. patl I 0 [ [E [ e ace Bt T

[

Note: A short cut to open the last Logic Block you worked on is to hold down the Ctrl key while you click the
Logic Block icon. This will open the most recently worked on Logic Block.
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When the block opens, the nodes will be
compressed. Groups of nodes can be
compressed or expanded individually by
clicking on the + or — next to them. To
expand the entire tree, click on the

£ Logic Block

Select Block 10 Display:

Logic Block
[Replace Rulh

v| _EdtName

X0 e e |

Expand/Compress icon on the right.

Buib = suddenly_goes_out
Bulb = continues_to_work

[ | 57 =

This shows the full tree. The system needs to consider other factors
when the bulb goes out. First change the overly simplistic rule:

=~ Bulb = suddenly_goes_out
[Change_bulb] =10

=L Bub= continues_to_waork
[No_action_required] = 10

IF
The light bulb suddenly goes out
THEN
Replace the bulb
to
IF

The light bulb suddenly goes out
AND The other lights in the room stay on

THEN
Replace the bulb

This will prevent replacing bulbs when the

£31 aglc Rlack EEXR
real problem is the circuit breaker or power Logic Block e i
failure. You will also extend the tree to Ry —— Lno:1
provide advice for the other situations. To do
this, click on the top node,
“Bulb=suddenly_goes_out”, to select it.
You want to add another node in the IF part,
that will be ANDed with the currently selected
node, and the new node will be Below " —
(under) the selected node. This is done by “a }/fm 1| v Eot | o]
clicking the “Below” button in the “AND” ||| S
group under the “IF” group. = e o |
__fbove | Togethor <> <l>]| T Compress |
This will display the same window for adding
nodes_ Select the variable Building Test Conditions - Enter one (::more tests e e _
Other_lights_in_the_room. The 2 values AL = Esslc:;f:cs I~ ShowFul Ve Tex
“stayed_on” and “also_went_out” are e et
displayed in the value list. Picbon vih Cec Bk
To build the individual rule you want, you only
need a node for “The other lights in the room e —
stayed on”. However, when adding nodes " ot
to a tree, it is almost always best to add R —
nodes for all possible values that can
occur. This allows the logic in the tree to Nodus t0 Add
cover all possible situations Pae ||m——
systematically. P comnn | | bma | g |
?"meh iy Limit List = M __ Concel |
© Ocer Friteredt BockVar | |
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A|SO, there already are StaticList | Expiession | Collection

Static List T Expression T Collection

THEN nodes under the I Show FullValue Text
selected
“Bulb=suddenly_goes_out”
node. The “AND-Below”
button will add the new
nodes so that the FIRST
new node will be inserted

between the selected node

SelectValues

also_went_out

Add Allin One Item |

SelectValues I Show Full Value Text

also_went_out

Add Each Individually |

Add All in One Item

Add Each Individually
Add to List

and any nodes already I~ NoT

B

[~ NOT

The other lights in the room stayed on

under it. The other values
will be added below that,
and will not have any nodes

under them. This means
you want the “Nodes to Add” list to have the “Stayed_on” value first.

To make sure this is the first value,

click the “stayed_on” value to select it and then click the “Add to List” button.

This will add the “stayed_on” value. But to make sure the logic is complete (and to allow you to build the

other rules you need in the system) the second value should also be added. This can be done by clicking
the “Add Each Individually” button. (This will add all remaining values to the “Nodes to Add” list as individual
nodes. Since there is only the single value remaining, it will be the only one added.)

The “Nodes to Add” list will show the 2 values, with “stayed_on”
first. Click the “OK” button to add the nodes to the Logic Block
tree.

The tree now includes the new nodes. Notice that the

Nodes to Add

hts_in_the room = stayed on
Other_lights_in_the_room = also_went_out

“Other_lights_in_the_room=stayed_on” is indented under =
“Bulb=suddenly_goes_out”. This indicates it is ANDed with
that node. The “Other_lights_in_the_room=also_went_out” is
at the same level of indentation, indicating it is also ANDed
with the “Bulb=suddenly_goes_out” node, but it does not have

[~ Bulb = suddenly_goes_out
--[~ Other_lights_in_the_room = stayed_on
[Change_bulb] =10
L Other_lights_in_the_room = also_went_out
L Bulb = continues_to_work
[No_action_required] = 10

any nodes under it.

To see the structure more clearly, click on the arrowed
THEN node “[Change_bulb] = 10”. The IF nodes
associated with the selected node are highlighted in dark
red making them easier to see.

=L Bub = c:n:nntl;xue -

=-[~ Bulb = suddenly_goes_out
--[~ Other_lights_in_the_room = stayed_on

[Change_bulb] = 10

lights_in_the_room = also_went_out

[No_action_required] = 10

Also the Rule View window shows the full text of the rule for the
selected node. This is exactly the rule you want.

Click on the

£ Rule View

Rule View
IF:

The light bulb suddenly goes out

AND: The other lights in the room stayed on

THEN:
Replace the bulb: Confidence = 10

Node Rule
I~ Compress | |y <> Close

“Other_lights_in_the_room=also_went_out” node and
it highlights the “Bulb=suddenly_goes_out” node
showing it is ANDed with that node.
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=~ Bulb = suddenly_goes_out
=1 [~ Other_lights_in_the_room = stayed_on
[Change_bulb] =10

[l Other_lights_in_the_room = also_went_out

- L Bulb = continues_to_waork

[No_action_required] = 10
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You want to make the system able to handle problems with the circuit break and power failures. To do this it
will need additional rules:

IF
The light bulb suddenly goes out
AND The other lights in the room also go out
AND All the lights in the house went out
THEN
Call the power company

The light bulb suddenly goes out
AND The other lights in the room also go out
AND All the lights in the house did not go out
THEN
Check the circuit breaker

This can be easily added with the variables you have already defined. If it is not
already selected, click on the “Other_lights_in_the_room=also_went_out” node to 'FAND /
select it. You again want to add a node that is an IF condition, ANDed with the BEET
selected node, and below it. So click the “ IF-And-Below” button to add the nodes. Above
Same Level
__ Below_|
Above
In the window for adding nodes, select the €3 Add To Block ®
“All_the_lights” variable. Build a rule based on each e e
value, but it does not matter what order they are added, [Emom—— m— | soecaas I StowFdVite T
so just click the “Add Each Individually” button. Then e o

Olber_bgis_rbe_sooen
Probisn_wmih_Cecud_Biesker

click the “Done” button to add the nodes to the block.

This will add the nodes to the tree.

A4 ach it A Ore lem
I~ Not
=~ Bulb = suddenly_goes_out [ ‘
=] |- Other_lights_in_the_room = stayed_on
[Change_bulb] =10 S = odos to Add
= L Other_lights_in_the_room = also_went_out i
P e
[ All_the_lights = did_not_gao_out ¥ Cortcercn anch Pangis /Vobas
= L. Bulb = continues_ta_work :.uiwmw R e e = =l Concel_|
[MNo_action_required] = 10 ~ OrderEntered Dockvae | ) |

Click on the “all_the_lights=went_out” node to select it and to
show the associated IF nodes. This may be easier to see in
the Rule View window that shows the full text.

£ Rule View

Rule View
IF:

The light bulb suddenly goes out
AND: The other lights in the room also went out

For this combination of IF conditions, the THEN AND:  Allthe lights in the house did not go out
advice should be to call the power i bl)’ THEN:
company. To add that to the Logic Block, _ Variable_|
click the “THEN-Variable” button. Command wo——
I~ Compress Q_] _(-_{] _El‘:‘il
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In the window for adding nodes, click on the

£ Add To Block gj
“Call_power_company” variable. Since this is a THEN LHENZS o siUNodes
P . . Mewséd | [ Swili ] Fapeession | Colecion |
node, it will assign a value to the variable. Under the T
Expression tab, enter “10” to make the expression: Coth el s ot Pz ren]
|Ottrer b i the._room
[ e e —
[Call_power_company] =10
Then click the “Add to List” button. Since this is the
. « » Vaisbles | Function:
only THEN node for the rule, click the “Done” button.
The tree will now show the rule. Z Call ponr \mw;
=-[~ Bulb = suddenly_goes_out s =7 Nodus o Add
= I' Other_lights_in_the_room = stayed_on rr;f,':;‘ T
[Change_bulb] = 10 o ST R |
=- L Other_lights_in_the_room = also_went_out ;;rm. T iSechBumieYoos
=-[ All_the_lights = went_out Son =y, ——
v | ' e
L All_the_lights = did_not_ga_out SioefEnied —fukve | —
= I_ Bulb = continues_to_work
[No_action_required] = 10
.4 Rule View Q@@
This can also be seen in the Rule View window. T“'e b
F:
The light bulb suddenly goes out
. AND:  The other lights in the room also went out
Now there is one more rule to add: AND:  Allthe lights in the house went out
THEN:
|F Thg power is out kg the house. Call the power company.:
onfidence = 1
The light bulb suddenly goes out r——s
AND The other lights in the room also go out T Compress || 15| | <l | _Close
AND All the lights in the house did not go out
THEN = [T Bulb = suddenly_goes_out
Check the circuit breaker - e edeion it
= I Ulhel_lig—ht_s_in_lhe_loom = also_went_out
The IF part of this rule is already in the tree. Click on the =T ‘“’"—'Ef—l:'ﬂ',"‘s?’"'E"‘:-'”“: o
Call_the_power_company] =
“All_the_lights=did_not_go_out” node to confirm this by L A T
looking at the highlighted nodes and the Rule View window. =L E’““’[; g j']" i
NO_action_required) =
Since these are the IF conditions you want, add a P .
THEN node exactly as above. Click on the “THEN- THEN Assignmont Nodos
Variablesu bUttOn. Mow /Ede Sldiclisl | Fxpression | Colection
Value 10 assign 10
[Problem with_Circuit Breaker]
In the window for adding nodes select the variable Fromiom v Cro Breare] =10
“Problem_with_circuit_breaker”. Make the expression:
[Problem_with_circuit_breaker] = 10
- - - Vaviables Functions.
Click “Add to List". Click “Done”. The tree now has alll
the rules to added. Also notice that all the brackets on
the IF nodes are now green, indicating that all paths o ot
through the tree have associated THEN nodes. et
e [ Seaich Prompts /Vahes
= Bulb = suddenly_goes_out Son N ]
=] r Other_lights_in_the_room = stayed_on © Aghabeiicaly Ll | S _Coxel |
[Change_bulb] =10 € Onde Ertesed __ BockVa | i |
- L Other_lights_in_the_room = also_went_out
= All_the_lights = went_out
[Call_power_company] =10 . « » . “ »
- All_the. lights = did_not_go_out Click the “Done” button to close the Logic Block. Select “Save
under the “File” menu to save the system.
= |_ Bulb = continues_ta_work
on_required] = 10
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Now run the system by clicking on
the blue Run icon on the command Exsys . CORVID .. Runtime
bar. Input various combinations
of symptoms and the system will

give advice consistent with that Recommended Action:
input. There is a problem with the circuit breaker for the room. Check the breaker and resetit. Conf=10.0

Backward Chaining

You will now use the system to explore Backward Chaining and how it can make systems easier to build
and maintain.

Backward chaining is a “Goal Driven” way to use the rules. In Corvid, a “Goal” is defined as a variable that
the system is trying to set the value for. The Corvid Inference Engine looks through the rules to see if there
are any that could provide an answer for the Goal variable — the Goal variable is assigned a value in the
THEN part of the rule. If such a rule is found, the IF conditions are checked. If the system has enough
information to be able to determine that the IF conditions are TRUE, the rule is used and the THEN part
adds some information about the Goal variable. The Inference Engine then continues on, looking for other
rules that would add additional information on the Goal variable.

What makes Backward Chaining so powerful is that if while trying to set the value for the Goal variable,
there is another variable whose value is needed, that variable temporarily becomes the “Goal”, superseding
the original Goal. The process then starts over to set the value for the new Goal. Once the value of that
variable is set, it stops being the active Goal and the original Goal again becomes active. However, while
trying to set the new Goal, another variable may be needed and temporarily becomes the active Goal.
While running in Backward Chaining, the active Goal can change many times.

One of the major benefits of Backward Chaining is that since the system will go and find rules that tell it
“what it needs, when it needs it”, the order of the rules is generally not important. Also, unlike traditional
programming, rules are not explicitly linked to each other — instead the linkages are dynamic and based on
what the system needs to know. This makes it practical to build small groups of rules that set the values of
variables that may be used in many places in the system. Breaking the system up this way makes it easier
to build and maintain.

Actually, the system is already being run in Backward Chaining. The Command Block command used to
start the system was DERIVE CONF. All of the DERIVE commands set the top level Goal for backward
chaining and then tests the rules to see how the value for the Goal variable can be set. The DERIVE CONF
command sequentially makes each of the Confidence variables in the system the top level Goal. Once the
value is set for the first Confidence variable, the next one is made the top level goal, etc.

To illustrate how Backward Chaining can be used to derive a value that is needed, you will add a rule to
derive the value for a variable that will be the temporary Goal. Run the system and answer the questions.

The light bulb suddenly goes out
The other lights in the room also went out

The next question that the system asks is if all the lights in the house went out. You will give the system a
way to derive the value for this variable from another rule. Assume that you normally have a radio in
another room, and can hear it. If the power goes out in that room, the radio will stop. Add a rule that says:

IF
The radio can still be heard
THEN
All the lights in the house did not go out
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This will give the Inference Engine a way to
derive the value for the All_the_lights variable
when it needs it.

To do this, open the Variables window by clicking
on the Variables icon on the command bar. Click
“New” to add a new variable.

Enter a variable with:

Name: Radio
Type: Static List
Prompt: The radio in the other room
Values: - can be heard
- cannot be heard

Click “Done”. Click on
the Logic Block icon
on the command bar ‘
to start a new Logic
Block.

L] Exsys CORVID.
Ble Widows Run Regsliabon Help

@ m@® = » 8 =

Logic Block

Click on the “Edit Name” button and change the
name of the block to “Radio”.

Then click the “Add” button to start the tree.

In the window for adding nodes, click the new
“Radio” variable.

Click the “can be heard” value to select it.
Click the “Add to List” button
Click “Done”.

Normally, nodes are added for all values, but in
this case not hearing the radio does not mean
that the power is out —the radio could be off, the
volume turned down or it could be a quiet section
of music. So, you only can learn something if you
can hear the music, since that can only happen if
there is power.

N | cap || [PromeA)
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All_the_iqhts Frompt
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Call_power_company
Change_bulb

The radio in the other room
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@ Auhsbeicaly Question
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In the tree, the one node that was added should be

Logic Block C:wz‘!morkmo-sma‘f e
selected. ! =]} caien|
x| %= | = = Line:1
| Radio - con_be_head]
Click on the “THEN — Variable” button.
[ THEN i) -
w0 el r o= oemes
—Bebm ||| | = _ Metslock
i || e
Same Lovel E® | Goko L
o e =i
a _ogetrer <> Compress =
This time in the THEN, assign a value to the “All_the T .
_|ights” Variable_ THEN Assignment Nodes

Now /Ede Static List Expression Colecion

I Show FulVakie Test

Click on “All_the_lights” to select it. Click on the “did
not go out” value to select it. Click on “Add to List”.

You only need to assign the single value, so click
"Done”. This will build the tree:

- Radio = can_be_heard

=4 All_the_lights = did_not_go_out e o posestaded

@ Dynssic

W Cortinass
@ Colection
W Corfiderce

Now there is a way to derive the value of o m te | e

& Ahsbelicaly el | Cancel

“All_the_lights”, at least in some cases. e S| —

Run the system again, again answering:

The radio in the other room

The light bulb suddenly goes out © canbe heard
The other lights in the room also went out € cannotbe heard
This time instead of asking if all the lights in the house oK

went out, it asks about the radio.

If you answer that the radio can be heard, it knows that there is power in at least part of the house and does
not ask if all the lights in the house are out. However, if you answer that the radio cannot be heard, that
does not tell the system anything since there is no associated rule. It would then not be able to derive the
value for All_the_lights and would have to ask it of the user. If you add other rules that allow the system to
derive information that it needs, those rules will automatically be used when needed.

IF / THEN/IF

In addition to the standard IF / THEN structure in the rules, Corvid also supports adding additional IF
conditions in the THEN part of trees. This allows a tree to set some values in a THEN, but do additional IF
tests to set more values when they are needed. This approach avoids duplicating assignments that would
have to be repeated on many branches in the tree.

In the system, assume you have decided to only use bulbs of 75 watts or less. If a bulb is being replaced
and itis less than or equal to 75 watts, it is replaced by a bulb of the same wattage, but if it is over 75 watts

it is replaced by a 75 watt bulb when it burns out.

This logic could be put in the tree by adding additional tests under the section where the logic indicates to
replace the bulb.
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This uses the approach of
expanding the logic for the
section where before it was
just “[Change_bulb]=10" to add
another IF test on wattage.
This sets the value for the new
variable
Replacement_wattage, but it
requires repeating the
“[Change_bulb]=10" node

= [~ Bulb = suddenly_goes_out
= r Other_lights_in_the_room = stayed_on
=T [Wattage] > 75
[Change_bulb] =10

[Replacement_wattage] = [Wattage]
= |_ Other_lights_in_the_room = also_went_out

=1 [ All_the_lights = went_out
[Call_power_company] =10

=1L All_the_lights = did_not_go_out
[Problem_with_Circuit_Breaker] = 10

=L Bub= continues_to_work
[No_action_required] = 10

-

New Branches that check the Wattage of the
Bulb, and set the wattage of the replacement.

[Replacement_wattage] = 75
= I [wattage] <= 75 3
[Change_buib] = 10 [Change_bulb] = 10 node repeated twice

regardless of the value of the
variable Wattage. There is

nothing intrinsically wrong with this approach, but it does make the tree more complex.

The alternate way to do it is to use an IF / THEN / IF approach. Once you know the top 2 nodes are true (the
light goes out and the other lights in the room stay on), you know that you need to change the bulb. The

logic for what to replace it with can go under this.

Click the Variable window icon on the command bar and add 2 new variables.

Name:

Wattage tew

Copy

PrumptT ToBe T Options T Link

. All_the_light
Type:  Numeric B

Call_power_company

Prompt

The wattage of the bumed out bulk]

Prompt: The wattage of the burned out bulb

Name: Replacement_wattage
Type: Numeric
Prompt: The wattage to use to replace the bulb

Close the variable window.

Change_bulb
No_action_required
Other_lights_in_the_room
Problem_with_Circuit_Breaker
Radio

New T
All_the_lights

Bulb

Call_power_company

Change_bulb

No_action_required
Other_lights_in_the_room
Problern_with_Circuit_Breaker

Replacement_wattage

Promp(T ToBe T Options T Link
Prompt

The wattage to use to replace the bulb

Open the Logic Block named “Replace Bulb” ] Logic Block EER
. « » = Select Bluck L Display.
and click on the node “[Change_bulb]=10" to i [Rapiecs 3us ] i |
select it. | | | | o | | | =
= [~ Dulb - suddenly_goes_out
= [ Mthes_lightx_in_the_onm = x
Notice that even though there is a THEN node i
selected, the buttons for adding IF nodes are L+
still active. I
IF
. AND
Click the IF-AND-Below S— .
button. M S jacts ,:‘::I:ace the bubs: Coriidence = 10 _Find | _faon |
Same Level %a; ;:; : R
Some Level Fil Gl - |
| 6o | Canced
nsover| tbe | e e | s —
Do
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63

This brings up the standard window for adding IF £ add To lock &
Building Test Conditions - Enter one or more tests
nOdeS. New /Edt Swols | Fupiossion | Colecion
e
B
Add 2 |F nOdeS: Z?m;ww" Boolean Test Expression
i (Wottage]> 75
[Wattage] > 75
[Wattage] <= 75
Vensble: | | Funchons
Click the new Wattage variable to select it. 3
Add “> 75" to build the expression [Wattage] > 75. - - odas 10 Add
el | —
. « . W Continuous. )
Click the “Add to List” button. ¥ Colcion I Soteh i Voo
v Conbdence
ot | Lmlat Ea Remove e
. . . .  Apboteo i = o
Click the new Wattage variable again to copy it to the * O Eriowd Bk |
Expression edit box. 13 0dd ToBlock ®
Building Test Conditions - Enter one or more tests
« » . ) New /Et Swiolit | Fupeession | Colecion
Add “<= 75" to build the expression [Wattage] <= 75.
Boolean Test Expression
H “ . k1) QI roun
Click the “Add to List” button. i WetageT <75
Click the “Done” button to add the nodes to the tree.
= Bulb = suddenly_goes_out == J =
= r Other_lights_in_the_room = stayed_on 3 \
= [Change_bulb] = 10 he watta e bumed out bulb
[[ (R -
The tree now [Wattage] <= 75 Nodes 1o Add
) = L. Other_lights_in_the_rool rnr_n: Fird
shows: [ Al_the_lights = went_out vl ) —
[Call_power_company] = 10 z ;:::“ e
=1 L2 All_the_lights = did_not_go_out P ot [ | I SoschPiones /Vakes
[Pro c reaker] =10 Soa
I Ledlst Ed Remmve
=L Bulb = continues_to_w @ Alghabeticaty Ui Uit —— |
[No_action_required] = 10  Ordes Eriered BlockVar | o~
Notice that the top 2 nodes are IF nodes, followed by  [REZEIES &)
. THEN Assignment Nodes
a THEN node, followed by more IF nodes. Click on — e =
the [Wattage] > 75 to select it. e
Cal_power_compary ‘alue 1o assign leplacement_wat e
R voeto senanto epiecsment el
Now add a THEN assignment — [Fevlocumortvatoge] - 75
under this IF node. Since for bulbs
over 75 watts, you want the Variable
replacement bulb to be 75 watts. Ve s |
P ) . N Command
Click on the “THEN — Variable =
button. o ZZDEY
Nodes to Add
Build a node to assign a value to the new variable 7 o
¥ Continuous Find
Replacement_wattage. 2550 ||| e
L | Lelat P E& | _ Rewve el
) )  Aprobsics i L) =] o
Click on Replacement_wattage to select it.  OurEnirsd Bosvar_| s
Add “75” to make the assignment expression:
[Replacement_wattage] = 75
Click “Add to List”. Click “Done”.
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The tree will look like:

You now have 2 IF nodes, a THEN node, another IF node
and another THEN node.

The first 2 nodes are enough to know that the bulb must be
changed. The following nodes check the wattage.

If you look at the Rule View window, it will show the rule with
all the IF conditions. However, the “Replace the bulb:
Confidence=10" line is preceded with “>>>". This indicates
that while this is the full rule, that line is part of an
IF/THEN/IF and does not necessarily require all the IF
conditions.

Now click on the node “[Replacement_wattage] <=75" to
select it.

Add an assignment under this to set the replacement
wattage as the same as the bulb being replaced.

Click the “THEN - Variable” button to add the THEN part.

Node
[ attage] <4

IF THEN

£HD Variable

Below
__Above | Command
Same Level

__ Below_| Group Node
__ Above | Together <|>]

= [ Bulb = suddenly_goes_out
=] r Other_lights_in_the_room = stayed_on
= [Change_bulb] = 10
-~ [wattage] > 75
[Replacement_wattage] = 75
L [w el <= 75

= |_ Other_lights_
=-I Al_the_ligh
[Call_p
=L Al_the_ligh
[Probl
- |_ Bulb = continues_t
[No_action_required] = 10

Rule View

The light bulb suddenly goes out
AND: The other lights in the room stayed on
AND: [ attage] > 75

[Replacement_wattage] = 75
> Replace the bulb: Confidence =10

Node Rule

I Compress | =S Close

=~ Bulb = suddenly_goes_out
= [' Other_lights_in_the_room = stayed_on
= [Change_bulb] = 10
=-[T [Wattage]
[Replacement_wattage] = 75
L.
= I_ Other_lights_in_the_room = also_went_out

= r All

In the window for building the THEN node, click on ] Add To Block ®
Replacement_wattage to select it. This also copies | ™ =t | (=
it to the Expression window. o e
e B )

You want to assign the variable Fomiocament woroge] -
Replacement_wattage the value of the wattage of
the bulb being replaced. This value is in the
variable Wattage, which will have already been vaisies /] Funcies |
asked due to the IF test. e
You could just type in [Wattage], but it is sometimes = = ‘ Nodes to Add
easier to just pick the variable from a list and have it s :
added to the expression. To do this click the P | | o
“Variables” button under the Expression edit box. on A T

 Abescaty Link it _Cwen |

€ Order Entered — BlockVar | 4
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This window allows you to select the variable you want ~ [RAEEEE 3

and have it added to the expression at the cursor point., [ 5ot 2 venieble and-ifrequired. the LS
For large systems, or ones with long variable names, Lo puehotlos DRSS,
i
this can help prevent typographic errors. —— FROVET - Folin of ot o valie
Change_bulb VALUE - Value only
No_action_required FORMAT# - Formatted value
) . ., ) . P i Ao Bosher TIME - Tie e o
Click on “Wattage” to select it, and click OK. (As a - b o vk e
. . 0 DISPLAY_WITH_RESULTS - Display with Results flag status
shortcut, you can just double click on Wattage.) : " *
—
Notice that on the right side of the window for [Pwattage]
adding variables to the expression are = .
“Properties”. When a variable is added to an s N —
expression in square brackets [ ], it means the
value of the variable. However, each variable ; @
= . 3 Add To Block
also has other properties that can be used in

THEN Assignment Nodes

expressions. Adding [name.property] will add the ontta| [ Swetn T Eresn i
property value to the expression. Properties
greatly extend what can be done with variables to
format the value and display other information /
about the variable. Properties are discussed in

the full Exsys Corvid manual.

Value to assiqn to [Replacemont_wattage]

(Replacement watiage] - (Watage]

Varisbies | Funcions |

Nodes to Add

The variable will be added to the expression. o e
7 o | | ]
Aol ™ Search Promets / Vaes

H “ H ” W Corfidence

Click “Add to List”. =
& Aghsbebaly i Lmalit | o L Concel
s T

Click “Done” to add the node to the tree.

=~ Bulb = suddenly_goes_out
= |' Other_lights_in_the_room = stayed_on

The tree now looks like: = [Cha"g'fjjbf;',_b]_; L
= dattage| > 72
[Replacement_wattage] = 75
This adds the logic needed to set the value for the -- L. [Wattage] <= 75
replacement bulb in a way that did not require Lore [Replacement_wattage] = [Wattage]
. = Uther_lights_in_the_room S0_W

repeating nodes. = Al the_ i %

[Call_power_company] =10

= L AI_the_lights = did_not_go_out
[Problem_with_Circuit_Breaker] =10
= Bulb = continues_ta_work
L

[No_action_required] = 10

Double Square Bracket Embedding
There is one last step to finish the system. The logic you just added calculates the value of the variable

Replacement_wattage when you are going to change the bulb, but it is never displayed. In fact, try running
the system and answer:

The bulb suddenly goes out
The other lights in the room stay on

It will not even ask about the wattage or display anything about the replacement wattage in the results.
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While the system has a way to get this information, you have not done anything to make the system need
that information. The Command Block uses the DERIVE CONF command to backward chain on all
confidence variables, but the Wattage and Replacement_wattage are not confidence variables, so the
system does not “need” values for those variables. For a rule to be used in a backward chaining
system, just having it in the system is not enough - there needs to be a reason for the system to use
the rule.

There are various ways you could force the system to need to use the wattage rules. You could add a
command to backward chain on the variable Replacement_wattage — but that would force the wattage rules
to fire even if you are not replacing the bulb, and you only want those rules to be used if the bulb is to be
replaced. You could add a more complex command block, but there is a much easier way to make the new
variables needed in the system.

If the name of a variable in double square brackets, [[name]], is put in any text in the system, the
[[name]] will be replaced by the value of the variable when that text is “used” — and the value of the
embedded variable will be obtained by backward chaining. In this case “used” means any time that
the system needs the text to display it, add it to a report or any other place where the full text is needed.
Variable values can be embedded in the prompts of other variables, values, text added to collections, and
essentially any other place where Corvid uses text strings.

Double square bracket embedding is a very flexible and powerful way to make systems that give precise
advice based on the input data or values calculated by the system.

Use it here to make the system results much more precise, and to cause the runtime program to have a
reason to fire the new rules.

Click on the Variables icon on the command bar. Click on

the variable Change_the_bulb to select it. The Prompt is New_| coy || [ Prompt | ToBe | Opions ||
currently “Replace the bulb”. A the_ights Prompt
Replace the bulb

You will use double square bracket embedding to make Dt ighs, I he. room
the recommendations more precise. P -Creu Brester

Replacement_wattage
Change the Prompt to: Watage ?
Replace the bulb. Use a Prompt | ToBe | Optons | Link | AskWith | |
[[Replacement_wattage]] watt bulb. Prompt

The “[[Replacement_wattage]]” will be replaced
by the value of that variable. This textis ONLY
displayed if the logic indicates that the bulb should be changed, so the embedded variable will only be
needed in that case. When the value of Replacement_wattage is needed, Corvid will automatically
backward chain to derive the value, which will cause the new rules you added to be used to set the value.

If you are more accustomed to traditional programming, this may seem a bit unusual since so much is
happening automatically — but that is the power of the Corvid Inference Engine, which will apply the rules as
needed to achieve the results you have asked for.

Close the variable window and run the system by clicking on the blue Run triangle.

Answer:

The bulb suddenly goes out
The other lights in the room stay on
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Now you will be asked about the wattage of the bulb
being replaced. The wattage of the burned out bulb:

Enter a value of 60.

The results will be displayed: Recommended Action:
Replace the bulb. Use a 60.0 watt hulh. Conf=10.0

Notice that the value you input for Wattage was assigned to the variable Replacement_wattage by the rules,
and that value was embedded into the recommendations.

The only problems are:

N The value for Replacement_wattage is shown as “60.0”, which is unnecessarily precise for light
bulbs. It would be better to have it be an integer value, such as “60”.

N The “Conf=10" might be confusing to system users since it was only used as a flag to select
variables, and has no actual meaning.

Both of these issues can be easily fixed. You can format the embedded value by using a property of the
variable. Instead of embedding the value with the default format using [[name]], you can use
[[name.property]] to format the value or provide other information about the variable.

Open the variable window and click Change_bulb to select it.
In the Prompt text change:
[[Replacement_wattage]]

to

[[Replacement_wattage.Format #]]

(Be sure to put only a period between “Replacement_wattage” and “Format”, and a space between “Format”
and the “#”.)

The Format property provides a way to format the value in various ways, including controlling the number of
characters right of the decimal point. The “#” means just show the integer value. (For details on all of the
options for the Format and other properties, see the full Corvid manual.)

Now run the system again with the same input as
above. This time the results look like: Recommended Action:
Replace the bulb. Use a 60 watt bulb. Canf=10.0
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Now to get rid of the “Conf=10.0"

Go to the Corvid menu and under “Windows” select “Set RESULTS

Default”

When you added the RESULTS command in the Command Block, you
added some commands to format the Results screen. These will be

displayed.

Click on the second command “CONFIDENCE” to
selectit. This is the command that displays all the
confidence variables that are set during the run.

Click the “Edit/Build” button.

The command will be copied to the edit window for
modification. Edits can be typed in directly, butitis a
better idea to build the command with the other
controls to make sure it is syntactically correct.

Click on the “Format” tab to select it.

Click on the “Prompt Only — No value” check box to
selectit. This will display only the Prompt in the
Results. The “Conf=10" is actually the value for the
confidence variable, and this option will cause that
not to be displayed.

The Command should now look like:

£ Display Commands

File | wWindows Run Registration Help g

4“ Logic Block ﬁ &

——= v Rule View

Command Block
Variables

Action Block

‘Where

Set RESULT Default

Commands
TEXT "Recommended Action:"

Delete Edit/Build ” | | Fomat | |
[

£ Display Commands %)

Insett | AddLast | Up

Delete Edi/Buld | Replsce | Foma |

CONFIDENCE

Duid
@ Vanables Piop_|
[CONFIDENCE ~|

" Image UG or GIT)

Display | Instesd | © Fomat | Link

Text Format:
 Tewt

{— | ca

Tor Variables:

© TextFie I~ Use short tewt for prompt

[ Use short text foc vahoe

/ Pl ol o vabd

Browse

 Buttons: v
" Diplay HIML
URL [T Browse
Flae [

~ Set Winde
© Backgound | [ s |
Same Line End Same Line _Lancal_| o |

3
£ Display Commands g

Commands

Click the Replace button to replace the
selected command with the new one.

Click “OK” to close the window. Now run the
system again with the same input.

TEXT "Recommended Action:"

Delete |

Edit/Buld |  Replace” |  Format | Insert Add Last Up

This time the results are what are wanted.

Try running with other input to see the

|CDNF\DENCE FORMAT: PROMPT_ONLY ‘—

results.

There are many other ways the questions
and results could be formatted. Some of
these are covered in other tutorials and
demos. Save the system, and then try

Recommended Action:
Replace the bulb. Use a 60 watt bulb.

experimenting with the various formatting
options for the system.
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. / Action Block Tutorial ™
/ Financial Smart Questionnairé®

Working with Action Blocks

Exsys Corvid Action Blocks provide another way to describe decision-making logic. They are an alternative to
Logic Blocks for certain types of systems, and can often be used in conjunction with Logic Blocks. They utilize
a series of questions along with possible values that may be selected, or Boolean expressions that will be true
or false based on the system users’ input. Each value/expression can have one or more associated actions
such as setting values, skipping over questions, running other Logic, Action or Command Blocks, executing
Corvid commands, etc. This is a very simple way to describe logic that can be rapidly learned, and it is
applicable to a wide range of problems — especially when combined with Logic Blocks’ capabilities.

Representing simple forward-chaining logic, Action Blocks are ideal for:

N Smart Questionnaires
A Surveys
Dichotomous keys
N Anywhere a more structured approach to the system user interaction is needed

The best way to see how Action Blocks work and how easy they are to use, is to go through the following
Action Blocks tutorial. A more in-depth overview of all Logic Block capabilities can be found in Chapter 8 of
the Exsys Corvid manual.

The Tutorial System

For this tutorial, you will build a system that will give a user advice on their financial status. This will be
done using a “smart questionnaire” as a financial assessment created with Action Blocks. For credit cards,
the system will consider how many cards the user has, their credit balance and income. It will generate a
report on any potential problem areas.

Starting a System

Open Corvid and select “New” from the “File” menu. Name the system “AB_demo”. It can be putin any
convenient directory, or create a new one.

Adding Variables

The system will need some variables to
ask questions of the user, perform
calculations and build reports.

£ Exsys CORVID

Fie Windows Run Registration Help

=ld E| »| 8 =2

Click on the Variables icon on the command bar to display the
Variables window. The Variables window is used to add and edit
variables in the system.

oy

Make sure the “Show Advanced Options” checkbox is NOT

I~ Show Advanced Options
selected.
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Variables can be used to directly ask the user for information that will be used in the system, for internal use
to do calculations, hold values or build reports. The questions you want the system to ask the user are:

N Do you have credit cards?

N How many cards do they have?

N Whatis the total balance on the cards?
N Whatis your annual income?

In addition, checking account questions will be used to start the next section.
The system also needs a variable to hold the ratio of debt to annual income, and a variable to build a report
on status. Each variable has:

N A Name that describes the variable. Names should be short, but descriptive and clear. Names
cannot include spaces and some other special characters, but Corvid will automatically convert any
illegal characters to underscores. (Underscores are not visible to the systems user.)

N A Prompt to use when asking the user for data or in reports.

N A Type that determines what type of value will be assigned to the variable. The most common
types of Corvid variables are:

®  Static List - Has a multiple choice list of values

" Numeric - Assigns a value that is a number

®  Collection - Assigns pieces of text that will build up a report

The variables in the system will be:

Name Prompt Type

Credit_Card Do you have any credit cards? Static List Values: Yes/No
Number_of_Cards How many credit cards do you have? Numeric

Card_Balance What is the total balance on all credit cards? | Numeric

Annual_Income What is your annual income? Numeric

Has_A_Checking_Acct

Do you have a checking account?

Static List Values: Yes/No

Debt_ratio

Ratio of credit card debt to annual income

Numeric

Report Report Collection
To add a new variable, in the Variables window click the “New” button. < ||IF :
This will open a window to enter the name and type for the new
variable. Variable names must be unique and cannot include spaces,
or the characters:

[l~t@"&*()-+="72><.,/:5{}|\"]

However, if spaces or any illegal character is included in the name,
Corvid will automatically convert it to an underscore character. e

Enter “Credit card” as the name, and Corvid will convert it to

“Credit_card”.

Since this is a question that will have only 2 possible values, “Yes” and
“No”, the type should be Static List. Make sure “Static List” is selected

and click the OK button.
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This will add the variable to the variable window. The Prompt is
automatically set to the variable name. For variables that will be
asked of the end user, the Prompt should be changed to a
question that will be easy to answer. Here change the Prompt text
to “Do you have a credit card?”

For Static List variables, the list of possible values must be
defined. This question will have only “Yes” and “No” as values.
Enter “Yes” in the green value edit box and click the “Add to List”
button. This will add “Yes” in the list box below.

Now enter “No” in the value edit box and click the “Add to List”
button again, to add that value to the list.

That is all that is needed to define the first variable.

As soon as a change is made to any parameter it is
immediately applied to the selected variable.

The next variable is a Numeric variable. These are even easier to
add.

Click the “New” button in the Variables window to bring up the
windows for entering the name and type of the new variable.

Enter a name of “Number of cards” and set the type to “Numeric”.
Click the OK button.

Change the Prompt to “How many credit cards do you have?”
Since this is a Numeric variable, it does not have a specific value
list, and it is fully defined.

Follow the same steps to add the next 4 variables:

PromptT ToBe T Options T Link

Do you have a credit card?

Prompt

StaticList | _DynomicList | Contnuous | Collecion | Conéidence

Voo [Vos
Optional Short Tet:

StaicList |_Oynomiclst | Comtnuous | Collection | _ Confidence
Vohve (N0 —~a—
Uphonsl Shod Test [ Use Seleched
Replacs
New Variable:

Name: [Numbwr of s <a—

Type: ¢ StaticList-Pradefinad list of values
¢ Dynemic:List - List of vishues sel ot Runtime:

/ & Numeric value

" Collection/Report - Volue is alistof items

Stnng value

" Date value

¢ Confidence = Value will b a confidencs facon

Cancel |

PromptT ToBe T Options T_
Prompt

How many credit cards do you hawve?

Name Prompt Type
Card_Balance What is the total balance on all credit cards? Numeric
Annual_Income What is your annual income? Numeric

Has_A_Checking_Acct | Do you have a checking account?

Static List Values:
Yes / No

Debt_ratio

Ratio of credit card debt to annual income

Numeric

Once they are added the variable window should look like:
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Annual_income
Card_balance
Checking_Account
Credit_card

Number_of_cards
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The last variable to add is a Collection variable that will be used to £ New Variable

build a report. It's name is “Report”. Itis added just like the other
variables, but the Type is “Collection / Report”. In this case the

Prompt can be left as “Report”.

New Variable:

Name: [Repont e

© Numeric value

That is all the variables needed for this tutorial. When you build € Stingvalue

your own systems, it is not required to add all variables at the start.
Additional variables can be added at any time. Also, all properties
of the variable can be changed at any time — except the Type. The
Type can be changed until the variable has been used in one of the
Action Blocks. Close the Variables window by clicking the “Done”

button.

Building Rules in an Action Block

Now that the variables are entered, the next step is to build
the rules in the Action Block.

Open a new Action Block by x IE! @ = »

clicking on the Action Block icon on
the command bar. Action Block

Click on the “Add Question” button to add the first question
in the block.

This will display the window for adding content to both
Action Blocks and Logic Blocks. The variables in the list are
ordered alphabetically. Since the variables were entered in
roughly the order that you plan to use them, it would be
more convenient to arrange them in the order that they
were entered.

To do this, in the “Sort” control

group in the lower left, click the sot

“Order Entered” radio button. \ ¢ Alphabetically
This will display the list in the o

order that they were added.

Click on the “Credit_card” variable in the list to select it.
The “Yes” and “No” values for the variable are displayed in
the right list box.

You want a separate rule for each value. Click the
“Add Each Individually” button.

Add Each Individually |
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Cancel
Done
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SelectValues
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Caerren

=
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The 2 values are now seen in the “Nodes to Add” list at the bottom Nodes to Add
Credit_card = Yes

right. Click the “Done” button to add the nodes to the Action Block. Credi_card =No

Two lines have been added to the Action Block spreadsheet for the 2
. . . Edit Remove
possible answers that the end user may provide. Now assign the Cancel

action.

Label Question Values Action To Content
1 Do you have a credit card? Yes None i‘
2 No None v

If they don’t have any credit cards, there is no reason to ask more questions about them. So, the action for
the “No” value should be to skip over the questions you will be adding on credit cards in the next section.

Click on the Action dropdown list next to the “No” Label Queston Values Action To

1 Credit_card Do you have a credit card? Yes

in the values column. (Be sure you are on the 2 No
second row next to the “No”)

Select “Goto Label”.

Label Question Values Action To

1 Credit_card Do you have a credit card? Yes None v
2 ’ ey |
The cell in the “To” column will turn red to remind
Label Question WValues
you that a value needs to be entered there. 1 |Credit_card Do you have a credit card? G
7 o

However, the other questions have not been
entered yet, so just leave this as a reminder to
select a label later.

Now for the “Yes” value. There are various ways this can be approached. One option would be to not have
any action associated with this value. If the user says “Yes”, it would not do anything, but would just move
on to the next question that you will add. If they said “No”, the Goto Label action would skip over the credit
card questions.

Here you will use a more advanced approach Label Quesion Values Action To

. . 1 Credit_card Do you have a credit card? Yes v
using the Set action to calculate a value that can 2 No Goto Label | ~ |
be used later. In the Action column next to the
“Yes” value, click the dropdown list and select Dotk sard [Doyouhere acmaat? N

=

“Set”. The “To” column turned red to remind you
that the variable to be “Set” needs to be
Selected Debt_ratio

The “To” cell also became a

. Label Question Values Action To Content
dro pd own list of all the 1 Credt_card Do you have a credit card? Yes Set v | Debt_ratio -
2 No Goto Label Y .

variables in the system. Pull
down the dropdown list and
select “Debt_ratio”.

If you need to make the “To” column wider, click on the vertical divider just right of the “To” in the
header, and drag it to the right.

Now add the value to assign to the variable Debt_ratio. For this system, the debt ratio is the balance on all

the cards divided by the annual income. The variables Card_balance and Annual_income were already
added to the system to do this calculation.
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In Corvid, expressions can include the value of any variable by putting the name of the variable in double
brackets []. Corvid supports standard algebraic operators along with many functions. All that is needed
here is division. The expression:

[Card_balance] / [Annual_income]

will calculate the value of the variable Debt_ratio.
Click on the Content column in the row for the “Yes” value.

Whenever a row is selected, the lower right section of the window displays the question, value, action and
content.

The content text can be entered either directly in the
spreadsheet, or in the Content edit box. In most cases, it

Question: Do you have a credit card?

is easier to add and build expressions in the edit box Voluo: e
because a special window to add variable names can be Aotn: S Dabn
_—

called. This makes it easier to build expressions and
reduced the chance of a typographical error.

Click in the Content edit box to put the cursor there.
The expression you want to add is:

[Card_balance] / [Annual_income]

This can be just typed in, but use the window for filling in the variable’s name.

Hold the Ctrl and Alt keys down and hit the “V” key (Ctrl- Elvariabes &
Alt-v). This will display a window that will add the name of E LR G LA A L

the variable to the expression. Click on “Card_balance”. ponees s s

The properties for the variable will be displayed on the FROUET - ol o ompt i v

redit_car " VALUE - Value only
right, but you do not need those at the moment. Click OK. Nonte 5 o FRORVATs P amatd ke
You can also just double click on “Card_balance”, which is

AGE - msec since the value was set
quicker in cases where a property is not needed.

HOW - How was the value was set
DISPLAY_WITH_RESULTS - Display with esuls flag status

The name of the variable in [ ] will be added to the

expression window. Don’t worry about the red underline of (Carbotnce]

the name, that is the spelling checker, which will be ot =
discussed later. * Orratto e o
The cursor should now be just right of the closing ]. L

Type in the division sign / Now hit Ctrl-Alt-v again to bring up the variable
window and double click on “Annual_income”. This will add that variable to
the content field.

Content:

Notice that any text entered in the Content edit box also appears in the

[qud ba]gnge] / [Anrjuql vi‘ntv:‘orvne]
Content cell in the spreadsheet.

Label Question Values Action To Content

1 Credit_card Do you have a credit card? Yes Set v |Debt_ratio v |[[Card_balance] / [Annual_income]
2 No GotoLabel ~]

You now have the 2 actions for the first question. If the user answers “Yes”, Corvid will evaluate the expression
and assign the result to the variable Debt_ratio. To do this Corvid will need to know the values of the variables
Card_balance and Annual_income. Because these values are needed to do the calculation, Corvid will
automatically ask the user for the values. Whenever the value of a variable is needed, Corvid will do
whatever is necessary to get the value. Here Corvid will ask the user for the information. If you had provided
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other rules to derive the value, or provided a way to obtain the information from an external source such as a
database, that would be used instead, but here the user will be asked.

It is important to remember that Corvid will ask the user questions to obtain the data it needs, when
it needs it, but will only ask if it is necessary and can’t get the information from other sources.

Using Variables that Already Have a Value

Now add some rules that make use of the debt_ratio that
was calculated in the first rule. If the user answers “No” to

the first question, the Goto Label will skip over this question.

To add a new question at the end of the list, click the “Add
to End button.

This will display the same windows you used before to add
the IF conditions. This time you want to consider the value
of the numeric variable Debt_ratio, and test which range it
falls into.

Click on the variable Debt_ratio in the left list to select it.
Since it is a numeric variable, the “Expression” tab is
automatically selected and the variable name in [ ] is copied
over there so it can be used to build a Boolean expression.

Since the expressions you are building will become the IF
parts of rules, they must be tested to evaluate to true or
false. The first test if the ratio is less than 20% (.2).

3 Acton Block EER
Fra
Block: [Action Block 1 7] _te p—
Ll Qumin T o Cort
1 [ms coaJoorounaves PR (T ﬂ 1/ o
2 o ,‘:h =
L] ¥
Questions / Question:
Addto Erd
Volue:
Action
Content
Ac
A Hesdery 10 Loge Eioch Dot Biock Carcel Dore
£3Add To Block X]

Building Test Conditions - Enter one of more tests

Nodos to Add

To do this enter < .2 after the variable
name. Then click the “Add to List”
button. The test will appear in the
“Nodes to Add” list.

Nodes to Add
Debt ratio] < .2

Static List Collection

Expression

Boolean Test Expression

In order to consider various values of
the variable, you will add 3 tests:

[debt_ratio] < .2

([debt_ratio] >= .2) & ([debt_ratio] < .3)
[debt _ratio] >= .3

In Corvid, as with most computer languages, the & is a logical AND.
It combines 2 Boolean tests, and will be true only if both of the individual

tests are true.

You have already added the first. Now to add the second. Go back to
edit box under the Expression tab, and type in the second expression.

Remember: Variables can be added to the expression by clicking

[Deht_ratio] < .2

Variables | |

Add to List

Static List

Functions

Expression [

Boolean Test Expression

[Debt_ratio] < .2

the “Variables” button or using Ctrl-Alt-V to display the variables window.
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Once ([debt_ratio] >= .2) & ([debt_ratio] < .3) is entered,
click the “Add to List” button.

Whenever an expression is entered, Corvid checks the syntax
to make sure it is correct. If there are no errors, it will be
added. If any errors are found, Corvid will display a window
indicating the error so you can make corrections. If the
expression was correct, you should not see this window. If itis
displayed, correct the text and click the “Recheck”. (In this
sample one of the parenthesis was left off.)

Now add the third expression, [debt_ratio] >= .3 and click the “Add to List”

button. The list of added nodes should look like:

Click the “Done” button to add the tests to the Action Block.

| Expression Synlax Error

Cxpression Syntax Crror:

([Debt_ratio] >= 2) & [Debt_ratio] < .3)

Vaiables

|Parenthesis do not match

Furitivrs

Either.
Edit expression and recheck
NR. Seleat b 1se exp is
(This may resukt in a Runiime eror.)

Lancel

Use Asls

Nodes to Add
[Debt_ratin] < .2
[Drebt

Label Question Values Action To Content
1 Credit_card Do you have a credit card?  Yes Set Debt_ratio w |[Card_balance] / [Annual_income]
2 No Goto Label v
Debt_ratio  |Ratio of credit card debtto  [Debt_ratio] < .2 None
g annual income
4 ([Debt_ratio] >=.2) & MNone
([Debt_ratio] < .3)
5 [Debt_ratio] > .3 None
NOW yOU WI" Start bu"dlng Up a report Label Question Values Action To
H . 1 Credit_card Do you have a credit card? Yes Set w |Debt_ratio  w [[Card_balan
based on the information the user tells 5 e foto Label
yOU. TO do thIS C|ICk on the ACtIOﬂ 3 Debt_ratio Zl::‘i:a?firzg::;cavd debtto [Debt_ratio] < .2
column in line 3 next to [debt_ratio] < 4 H -l
.2 and select the Action “Add to 5 (Dbt rofol> 3
Report/Collection”.

The “Add to Report/Collection” action

requires that the “To” column be a “Collection variable”. Since there is only one Collection variable defined,
it is automatically selected. The Content column is the text that will be added to the report. It is

automatically set to the value that was used.

In this case, what you want to add to the
report is the note: “The amount on the credit

Question: Ratio of credit card debt to annual income

cards is reasonable considering the income.”
To do this, click the Content cell for the row.

Content:

Value: |[Debt_lalio] <.2

Action: Add to Report/Collection: Report

This will display the information for this row.

Change the text in the Content edit box to:

The amount on the credit cards is reasonable considering the income.

Note: This text could also be directly entered in the spreadsheet cell, but it is better to use the edit

box for text since it provides spell checking.

The changes made in the edit box will also appear in the spreadsheet.

Label Question Values
1 |Credit_card Do you have a credit card? Yes
2 No
3 Debt_ratio  Ratio of credit card debt to  [Debt_ratio] < .2
annual income:
4 ([Debt_ratio] >=.2) &
([Debt_ratio] < .3)
5 [Debt_ratio] > .3

Action
Set v
Goto Label
Add to Report/Collection

To

Content
[Card_balance] / [Annual_income]

Report  |[The amount on the credit cards is
reasonable considering the income.

Debt_ratio v

None

None
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Now do the same thing for the next 2 rows, adding Content text to the Report variable.

Value Text to Add
([debt_ratio] >= .2) & ([debt_ratio] < .3) | The amount of credit card debt is a little high, and should be
reduced.
[debt_ratio] >= .3
When done the spreadsheet will look like:
Label Question Values Action To Content
1 Credit_card Do you have a credit card? Yes Set v |Debt_ratio v [[Card_balance] / [Annual_income]
2 No Goto Label - |
3 Debt_ratio  Ratio of credit card debt to  [Debt_ratio] < .2 Add to Report/Collection » Report " The amount on the credit cards is
annual income __|reasonable considering the income.
4 ([Debt_ratio] >=.2) &  Add to Report/Collection - Report = The amount of credit card debt is a little
([Debt_ratio] < .3) high, and should be reduced.
5 [Debt_ratio] > .3 Add to Report/Collection _ [Report + [[The amount of credit card debt is quite
high. Reducing this should be a priority.

Remember, when this runs, users will be asked: “Do you have a credit card?” first. If they answer “Yes”,
they will be asked for the Card_balance and Annual_income because these are needed to set the value for
Debt_ratio. They will never be asked the debt_ratio directly. If it is needed, it will be calculated.

Adding Another Question
Now you will add one more question on the number of cards the user has. You will use the

Number_of_cards variable that was added at the start of the system. Click the “Add to End” button and in
the window for building test conditions, add 3 tests:

[Number_of_cards] <= 6
(INumber_of_cards] > 6) & ([Number_of_cards] <= 10)
[Number_of_cards] > 10

Now for each value expression, add some text to the Report. For each, select the Action “Add to
Report/Collection” and add the text:

Value

Text to Add

[Number_of_cards] <=6

The number of credit cards is reasonable.

([Number_of _cards] > 6) &
([Number_of_cards] <= 10)

The number of credit cards is a little high.

[Number_of cards] > 10

The number of credit cards is quite high. It would be a good idea to
consolidate on a few cards and gradually close the ones that are not

needed.
The
Label Question Values Action To Content
Spl’eadSheet Credit_card Do you have a credit card? Yes Set v |Debt_ratio v |[Card_balance] / [Annual_income]
No Goto Label v -
ShOUId now Debt_ratio  Ratio of credit card debt to  [Debt_ratio] < .2 Add to Report/Collection - Report . The amount on the credit cards is
|OOk ||ke - annual income | __|reasonable considering the income.
) [[Debt_ratio] >=.2) & Add to Report/Collection . Report - The amount of credit card debt is a little
([Debt_ratio] < .3) 11 __|high, and should be reduced.
[Debt_ratio] > .3 Add to Report/Collection - Report & The amount of credit card debt is quite
1) _|high. Reducing this should be a priority.
Number_of_ How many credit cards do  [Number_of_cards] <=6  Add to Report/Collection - Report - The number of credit cards is
cards you have? 1 __|reasonable.
[[Number_of_cards] > 6] & Add to Report/Collection = Report z The number of credit cards is a little
([Number_of_cards] <=10] 124 high.
[Number_of_cards] > 10 Add to Report/Collection Report The number of credit cards is quite high.
- It would be a good idea to consolidate
on a few cards and gradually close the
_ __|lones that are not needed.
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Adding Headings

That s all you will do with credit cards in this s . —

demo. If the system was to examine many R R =

aspects of the user’s finances, it could cover 3 DR Rondoescadutio Dau 2 Astwnesedn

credit cards, checking accounts, loans, : Bagacyt  Te—

investments, IRAs, etc. For this demo, we will 5 Mimbo_cl_ Honmary it cardo_anbor_ol_cas] =5 Ao Ropar/Clucton [ Roper

just show how to start the next section, but you ? Eore G ——

will not fully build it. ’

Headings are a way to divide up the

spreadsheet to make it more readable. ~ o

They do not have any effect on the logic of QL e T

the system. = ;‘ T S o
| Action: Add to Repast/Collection Repart

To add a heading, click the “Add Heading” s L (e e

button at the bottom left corner of the Action Pl e

Block window. by | | o = —

This will display a window asking for  [CEEA Label Question

the text of the heading and asking if Heading 1 {Crock cord Do vou have o creck crd? {Fes

the heading should be added at the \ G O [P of crodk card debitto | IDeb et

end of the list of questions or added e il 4 fDehira

before the currently selected e 5 [Debt_rat

question. Enter the text “Checking ER = [ oy cn saxc o NumpeL

Account” and select to add to the . e

end of the list. Click the “OK” button | ,aqing N

to add the heading to the Action [Erecing caurt 8

Block. The heading appears in the e e e B

Question column and is the only text e o | : Account

on row 9.

USlng the GOtO Label ACtIOﬂ k3 Add To Block

There is only one step left in the Action Block
(at least for this tutorial). The spreadsheet still
has the red cell on row 2. Red cells indicate a
cell that requires some input. Here you are not
able to select the label to go to, since you do
not have the other questions in place.

Now add a question under the “Checking
Account” heading.

Click the “Add to End” button. Select the
variable Checking_account, and click the “Add
Each Individually” to add a row for each value,
and click the “Done” button.

Building Test Conditions  Fnter one or more tests

New /Edh |

AnnuaLincome
Card_balance

Credi_card

Dkt raho
Number_ct_cards
Ryl

Do you have o checking account?

[ Find
& Swic

% Dynaric !

W Corlitunass _fnd | |
¥ Laliechon ]

il I~ Search Prompts /Values
Sl e

@ Aphabeicaly Lini Lt
O Entered Block Vs

Static List

Esprestion Colaction

SelectVolues I~ Shom Ful Vake Test

Add Cach Indiiduslly |

Nodes ta Add

Checking Account - Yes
Checking_frannl = No
| __Remove
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The Label Question Values Action To
spre adsheet 1 Credit_card Do you have a credit card? Yes Set v | Debt_ratio
2 No Goto Label v
ShOU Id now 3 Debt_ratio Ratio of credit card debt to  [Debt_ratio] < .2 Add to Report/Collection  _ |Report
. annual income |
look like: 7 ((Debt_ratio] >= 21t AddtoRepo/Collsction _ | Report
([Debt_ratio] < .3) |
5 [Debt_ratio] > .3 Add to Report/Collection  _ |Report
G Number_of_cards ~ How many credit cards do  [Number_of_cards] <=6  Add to Report/Collection ] Report
you have? L
([Number_of_cards] > 6) & Add to Report/Collection Report
7 [[Number_of_cards] <= v
10) |
[Number_of_cards] > 10 Add to Report/Collection Report
8 v
¢ Checking
Account
10 Checking_Account Do you have a checking  Yes None -
account? |
11 No None hd

v
v
v
v
v
-

Content
[Card_balance] / [Annual_income]

The amount on the credit cards is
reasonable considering the income.
The amount of credit card debt is a litle
high, and should be reduced.

The amount of credit card debt is quite
high. Reducing this should be a priority.
The number of credit cards is
reasonable.

The number of credit cards is a litle

w [high.

The number of credit cards is quite high|
It would be a good idea to consolidate
on a few cards and gradually close the

__|lones that are not needed.

This demo does not fill out the section on the Checking Account, but now you have a row to go to from
row 2. If the user answers they do not have a credit card, you want to skip the other credit card questions
and go to the Checking_Account question.

To do this, click the “To” column in row 2 and select

. l5 3
the label for row 10 “Checking_Account”. s Action _To
Set w |Debt_ratio v |[Card|
Goto Label Checking_Account
2 Add to Report/Collection . Number_of cards
. . i Checking_sccount
That completes the Action Block for this tutorial. -
E.2) & Add to Report/Collection
2
Label Question Values Action To Content
1 Do you have a credit card? Yes Set _v |Debt_ratio _v |[Card_balance] / [Annual_income]
2 No Goto Label _v |Checking_Account v |
3 Debt_ratio Ratio of credit card debtto  [Debt_ratio] < .2 Add to Report/Collection =z Report z The amount on the credit cards is
annual income _ __|reasonable considering the income.
4 ([Debt_ratia] >=.2) & Addto Report/Collection _ |Report | The amount of credit card debt is a litle
([Debt_ratia] < .3) | __|high, and should be reduced.
5 [Debt_ratio] > .3 Add to Report/Collection e Report = The amount of credit card debt is quite
M __|high. Reducing this should be a priority.
I Number_of_cards  How many credit cards do  [Number_of_cards] <=6  Add to Report/Collection - Report - The number of credit cards is
you have? _ __|reasonable.
((Number_of_cards] > 6) & Add to Report/Collection Report The number of credit cards is a litle
17 ([Number_of_cards] <= v v |high.
10
[Number_of_cards] > 10 Add to Report/Collection Report The number of credit cards is quite high.
3 = & It would be a good idea to consolidate
on a few cards and gradually close the
| __|ones that are not needed.
g Checking
Account
10 Checking_Account Do you have a checking  Yes None -
account? _
11 No None |

Running the System

Now you can run the system. To run a system, click the blue triangle icon in the

command bar.

At this point you get a warning that there is no Command Block.

Dael = »

Run System

All systems MUST have a Command Block to run. For systems that require particular ways to run the rules,
the Command Block must be built in the Command Block building window. However, here all you want to
do is run the Action Block in forward chaining and display the results. Corvid can automatically build a
simple Command Block to do this.
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i Huild Comamnd File
B

Click the “Forward Chaining” radio button and then the
“Build Command Block” button.

EIEX

The System Does Not Have a Command Block

All systems MUST have a Command Block to control how the rules will be used. A simple default Command
Ulock can be built automatically. This will allow you to run the rules, but most systems will require modiying the
Command Block based on the system details.

The simple Command Block it will build can be later
edited if needed. Corvid reminds you that the default
Command Block is not ideal for all systems, but it will
work well in this case, so click the OK button.

Select the type of Command Block to use:

- Bnrkword chain 1n setthe values for oll Confidenca varinhles (Usa this only it the system uses one
ormore Confidence variables, and the goal of the system is to set the confidence values.)

+ Forward Chaing il Lo

id Action Blocks. The blocks vill be testad

 Other - will build the Command Block mysell befure running the system.

A dufault Results screen will be displayed atthe end of the rn. This will heve the valus (o all varisbles used.
The Result screen can be madied in display only specicvanables, and tn add tormating of the datn by
selecting *Set RESULT Default® under the Condd "Windows" menu.

= iluid Command flinck |

oot without buidng Unmamand Hisck

Now that there is a Command Block, Corvid will build an | -

HTML page that uses the applet runtime to load and run
the system. The HTML page is displayed in a browser
window. Actually, this page is the same core program as
in Internet Explorer but without browser navaigation
buttons.

7

> |5

Exsys.CORVID .. Runtime

Note: Exsys Corvid systems can be run in any
browser that supports Java.

The blue portion of the window is just a standard HTML
template that can be easily modified with any HTML
editor. The white rectangle is the Corvid Applet
Runtime that is running the system.

As expected the first question asks if you have a credit card. Do you have a credit card?

Click the “Yes” radio button and then the OK button. o Yes
“ No

0K
Corvid now asks about the balance on the credit cards. This ¥ihatis the total balance;on all credif cards?
is needed to set the Debt_ratio variable. Input 5000 and
click OK. Note: do not use commas. -
The system also needs the annual income to set Debt_ratio, ¥ihatis your snnual Incomes
so that is asked next. Input 65000 and click OK.

oK

. ) i How many credit cards do you have?

The last credit card question the system needs to ask is the
number of credit cards. Enter 5 and click OK.

0K
The system now moves on to the checking account Do you have a checking account?
questions. Since there are not really any rules for this & es
section, you can select either answer and click OK. © No

0K
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The system now displays a default
“Results” screen. This screen shows the
values of all the variables used in the
system. The first 5 are the variables that
were asked directly of the user. The next
line is the Debt_ratio that the system
calculated. The last 2 lines are the report

that the system generated.

Try running the system with other values to
see how the system produces different

results based on the input.

While the Results screen has all the data, it is not formatted the way you would want in a system that was

Do you have a credit card? Yes

How many credit cards do you have? 5.0
What is the total halance on all credit cards? 5000.0

What is your annual income? 65000.0

Do you have a checking account? Yes

Ratio of credit card dehbt to annual income 0.07692307692307693

The amount on the credit cards is reasonable considering the income.

The number of credit cards is reasonahle.

going to be fielded. You will next see how to format both the questions and the results.

Formatting the Results

When using the Corvid Applet Runtime, screens are formatted using the Corvid Screen Commands. These

allow formatting text and images when asking questions and presenting results. (When using the optional

Corvid Servilet Runtime, screens are designed using HTML, which supports the commands needed for more

complex screens.)

First you will change the results screen. The default Command Block you
built uses the “default” results screen. In it’'s simplest form, it just has the
value of every variable used in the session. This can be changed by
selecting “Set RESULT Default” under the Corvid “Windows” menu.

This will display the window for building screen

commands:

There are various items that can be added, but here you
just want the results to have a title line and then just the —

content of the report the system built.

First select “Text” on the left side and type:
“Recommendations” in the edit box.

Notice that whatever
you enter in the box is
repeated in the top edit
box, along with the
“TEXT” command.

£ Fxsys CORVID
File Windows Run Registration Help

| LosicEiock > 8 =2

== v Rule View

Command Block
Yariables

Action Block.

Where

This would add the text, but it would be in the default font.

tab.

L3 visplay Commands
o
EdwBuld | _Regoce | _Fomet | __4dd | Asdiaw | _Up |Down]
u’u/,uu(; Prop
=] [ Osply | instesd | Fomat | ek
Image WPG o« GIF)
Drowws Text Format:
| Edt
Recommendations: = WD
™ Promot only - no value
T™ML
b [ _Chooss |
Same Line End Sama Line Cancel oK
Ospley | Intesd | Fomat | Lok
To change that, click the “Format” tab, and then click the “Edit” button on that Tos Fomat
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This will display the window that is used to format text. ' )
Font Defaults
To format the text: I~ EontNans] [SareSert = | | Retosd consid
Qi B At P I size: 12 I~ Style: [Plain ~ )
1. Inthe “Size” edit box enter “14 Make k3
2. Inthe “Style” dropdown list select “Bold&ltalic” et jone JEEEDT) | S
[~ Background Color:  [255 255 255 [ _choose Defaut
3. Click the “Choose” button right of “Foreground B - et
” Char/line= [
Color”, and select a dark blue " TotWidh- [ S
I Control Width - 125 I Horizontal Scrollbar
v Size: |14 v Style: |Boldiltalic - I~ Conteol Rows = [ {_iyericalscntbe
Buttons:
| 15 S uroni BACK button
|v Foreground Color:  [0,64,128 [ a“,fg‘%lbo‘f'l‘;';t"'u‘“kb‘”‘ [~ MoRESTART button Cancel |
I” Background Color:  |255 255,255 D Choose ™ ey Pusiion. [ <] I Last Screen (No OK) L
Then click the OK button to close the Format window.
The Screen Command window should now
have the full command in the edit box. Click
the “Add” button to add it to the command list:
| | _ Replace | | Add | AddLast | Up | Down
|TE><T “Recommendations:" FORMAT: SIZE=14 STYLE=Boldkltalic FCOLOR=0,64,128 -
The command list now has the first command. -
£ Display Commands
Commands:
TEXT "Recommendations:" FORMAT: SIZE=14 STYLE=Bold&ltalic FCOLOR=0,64,128
| Up | Down|
[
Now add a space below the title. Go back into Commands
TEXT “"Recommendations:" FORMAT: SIZE=14 STYLE=Boldltalic FCOLOR=0,64,128
the “Text” edit box and type a space. This will
add a blank line to the results. The command
TEXT “” will be displayed in the top edit
window. Click the “Add” button to add it to the | | T | e
list. [TEXT™" <t
Build
" Variables Pop |
~ Disply | Instead |  Format | Lk
" Image (PG or GIF)
Browse | | 1ot Format:
* Text ‘
~af}—— Type aspace Edit

Now to add the content of the variable REPORT that was built
during the run. To do this go to the dropdown under

“Variables”, scroll to the bottom and select “[Report]”. ||

Note: Some of the variable options are individual variables and
some are types. If you want all the variables of a particular
type, they can be added as a group. Here only the single

variable REPORT is needed.

" Variables w
~ VARIABLE A~

Exsys Corvid Quick-Start Guide - Fundamentals & Tutorials

82




This could be formatted with the same format
commands as were added to text, but here just
click the “Add” button to add it to the command
list.

The command list should look like:

Click the “OK” button to close the Screen
Command window.

Run the system by clicking the Blue Triangle in
the command bar. Input some values and the

results will now look like:

This is an improvement. Next format the way the
questions are asked.

Formatting the Questions

Commands

TEXT "Recommendations:” FORMAT: SIZE=14 STYLE=Bolditalic FCOLOR=0,64,128
TEXT "™

AN

| | Replace | | Add | AddLast | Up | Down |
[IReport]  <a—
Buid
 Vaiables Prop
[ 7z ~| Display Instead Format Link
Commands

TEXT "Recommendations:" FORMAT: SIZE=14 STYLE=Bolditalic FCOLOR=0,64,128
TEXT""
[Report]

Recommendations:

The amount on the credit cards is reasonable considering the income.
The number of credit cards is reasonable.

LK
Restart
Back

One final step in the system is to format the way questions are asked. There are several ways to do this.
Individual questions can be individually formatted, but you will use a technique that changes the look of all
the questions in a consistent way that is easy to implement.

Curre.ntly the Do you have a credit card? L3 Exsys CORVID
qUeStlonS are asked © es File Windows Run Registration Help
in the default format. Mo oo | & ?
To change this, open
the Variables window _ok |
by clicking on the
Variables icon on the tool bar.

®
This will open the Variables window. Click the “Question s | aaa]
Defaults” button.
This will open a window for setting the default formatting
for all questions.

] ov ] contiauous I con |

This window allows you to set the formatting and
design for the parts T iin i
of the question screen. '
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A question screen has 5 parts, although some are optional.

Header Optional text and images displayed at the top of the screen.
. The format for the question prompt. A screen may have a single question or may have
Question . .
multiple questions.
Values The format for the values. This is also controlled by the type of control used to ask the
question.
Separator An optional image that is placed between questions when there are multiple questions on
P the same screen.
Footer Optional text and images displayed at the bottom of the screen.

For this system, you will add a header line, format the =, Default Variable Formats
question prompt and indent the values. Defaull Formal lo Use Asking for a Variable
Dme%amnu \
First click on the “Header” radio button, and then click the S %
“Edit” button. i
This will display the same window as you used for designing | ™™™ ! —FM‘
. ) ) Valuo Format: [ Cdt
the Results screen. Enter the text “Financial Appraisal
System” in the “Text” edit box. Click the “Format” tab to - &WWTM ‘ __Comcel |
select it and click the Edit button. oK
This is the same window used before to format text. Set the P
“Size” to 14 and the “Style” to Bold. Click the “Choose”
button next to “Foreground Color” and select a dark green.
Then Click “OK™. 00 S i i o
£ Edit Format P g
Font. o Defaults Bmv e B
L {fonhme uEcil R invid | - mﬂ Doy | et | Fomal |__ ek
¥ Sie: [11 @ Stye: [Bois / o | ~ Imogn (PG ot GIF)
Make KB 1owse.
Rpry . / | TextFomat
¥ Foroaound Color:  [1520 ] | T e [ \
I~ Reckgronend Dol 255,265,255 L1 Defoult &
I~ Position: |Leit v 1™+ Use TrodBara Box
Chaifline = [ Ted File Ly
L SlomWihe Lines = * Broee |
I Conkol kA o5 I Hosizortal Scrolbar i = -
P iR — I~ Verbcal Serolbar 2 DS:EWFM sy
I {indert= 5 Bur”“r‘ll BACK button linars
[ [haoabibraod bt I NoRESTART button Lored_| SaWeron [———— [ _thoous
I~ Image Postion: ’—j I Last Screen [No OK) L zszLJ isil..,; Scas] —UK
Click the “Add” button to add the command to ‘ \
Command list. Then click the “OK” button to close | _ Replece \ Add_ | Addlest | _Up | Down|

the screen command window. This will put the

command in the Header list.

‘TEXT “Financial Appraisal System' FORMAT: SIZE=14 STYLE=Bold FCOLOR=0,64,0

Now click the “Edit” button to the right of “Prompt Format”.
This will display the text formatting window again, but this time

it is to set the format for the Prompt.
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® Default Variable Formats X

Default Format to Use Asking for a Variable

fither Graphics and Text

TEXT "Financial Appraisal System™ FORMAT: SIZE=14 STYLE=Bold FCOLO

@ Header

 Footer '

CEGCY

Promet Fomat: | Edil
Value Fomat: [ Edt |
Separate Multple Uuestions on Same S #h JFG
eparate Multiple Uusshions on 5ame Scieen wi Concel
Select |
0K



Set the “Style” to Bold&ltalic, and a dark blue
foreground color.

Then click “OK”.

Now click the edit button next to the “Value Format”.

This time slightly indent the value controls from the
Prompt.

Change the “Indent” value from 5 to 15.

Click the OK button.

This formatting will be applied to each question,
presenting a consistent look-and-feel that can easily
be edited later.

Click the “OK” button to return to the Variables
window, and then click “Done” to return to the main
Corvid window.

o Edit Format @

Font < Defauits
Font Name: i i~
I~ FontName: [Sansseif = Reload Corvid
Default
I~ Size: |12 v Stle: 54
Make KB
Default
v Fi d Color: Ch
¥ Foregiound Color:  [0,64,128 ] i Load KE
[~ Backgiound Color:  [255,285 255 [ _ Choose Default
[~ Position: |Left > [™ | Use Texthrea Box
Char/Line =
[ TestWidth = e [—
I Control Width = |25 I Horizontal Scrollbar

I Vertical Scrollbar

|~ Control Rows = |5

Buttons:
L ildens 2 I~ NoBACK buton
r Radio button or Checkbox I NoRESTART button Cancel
to right of text
r
I Image Postior: [ <] e o) K

~| Default Variable Formats 3]

Default Format to Use Asking for a Variable

Other Graphics and Text:
TEXT "Financial Appraisal System” FORMAT: SIZE=14 STYLE=Bold FCOLO

@ Header
Edit
" Footer
Prompt Format: | STYLE=Bolddtalic FCOLOR=0,64,128 Edit
Value Format: | Edit
[~ Separate Multiple Questions on Same Screen with JPG
Cancel

[ _ Sekat
0K

. Edit Format @

Font Defaults
Font Name: i -
I~ FontName: [SansSert ~| R
Default
I~ Size: |12 [ Style: | Plain -
Make KB
Default
I~ Foregiound Color: (0,00 . _ Choose | Load KB
0a
I~ Backgiound Color:  [255,255,255 [ _ Choose Default
I~ Position: |Left S [ Use Textdrea Box
Char/Line =
I~ TetWidh= [ T
I™ Control Width = |25 [ Horizontal Sciolbar
— [ Vetical Sciollbar
I ControlRows = |5
Buttans:
Mz 12 [ NoBACK button
Radi buton or Cheokbot I NoRESTART button (=]
o right of text
™ LastS [No OK]
I Image Position: [—L| IREEEN BN 0K

~| Default Variable Formats 3]

Default Format to Use Asking for a Variable

Other Graphics and Text:
TEXT "Financial Appraisal System™ FORMAT: SIZE=14 STYLE=Bold FCOLO

* Header

Edit
" Footer
Prompt Format: [ STYLE=Bolditalic FCOLOR=0.64,128 Edit
Value Fomat: | INDENT=15
[~ Separate Multiple Questions on Same Screen with JPG
Cancel

[ sekat
oK
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Now run the system again by clicking the Blue

Financial Appraisal System

Triangle in the tool bar. This time your - aa
question screen shows the formatting that you c e
set. -

Experiment with other formatting options to
see how they change the question and results
screens.

Formatting Individual Variables

Setting the default format parameters for the system is all that is needed for most applications. However, if
there are individual questions that need modifications to the formatting:

1. Open the Variables window.

Prompt | ToBe | Options |  Link | AskWith| | AlsoAsk | _Senet

Use Anange
& RadoButton ( Drop Down § pffe 35 Promot

2. Click on the variable you want to
format to select it.

Click on the “Ask With” tab

Use Image Fies
PG O GIF
Checkbax & One petine

List Bullon Niios Ne

InspeMso Edtm Alonons ins
e o Preven

Other Graphics

4. Atthe bottom of the tab are the i /
same type of format controls for gy =
the Prompt and Value formats. If e L B il s 1l Giee 1 S
format commands are added Voluo

here, they will be used in addition
to any that come from the
Question Defaults that were set. (The format options chosen here will supersede the defaults,
however if not superseded, the defaults will still apply. For example, if the default format for the
prompt is 14 point, Bold and Red, and here you change the color to blue, the 14 point Bold will still

apply.)

Fielding the System

Every time you run the system, Corvid builds all the files needed to field the system on a server. If you
named the system “AB_demo”, Corvid will have built 4 files:

AB_demo.CVD - The Corvid system file. This is used to edit and maintain the system.
AB_demo.cvR - The Corvid Runtime file used to run the system.

AB_demo.cvRu - An alternate form of the runtime file for some older browsers (rarely needed)
AB_demo.html — The HTML page that the system runs in.

You will also find the file ExsysCorvid.jar in the same folder. This is the Corvid Applet Runtime program. It
was copied to the folder by Corvid when the system was run.

If you move the files: AB_demo.cvR, AB_demo.cvRu, AB_demo.html, ExsysCorvid.jar to a web server
and use your browser to go to the AB_demo.html page, your system will run over the Web.

The HTML page can be edited with any HTML editor. Make sure not to modify the APPLET tag on the

page, but all the other content of the page can be modified as needed. As long as the APPLET tag is in the
page, it will run the system.
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Building Knowledge Automation Systems with Exsys® Corvid®

This fundamentals and tutorial document describes Exsys Corvid software which is furnished under license
and may be used or copied only in accordance with the terms of such license. This content is furnished for
informational use only, is subject to change without notice, and should not be construed as a commitment by
Exsys Inc. Exsys Inc assumes no responsibility of or liability for any errors or inaccuracies that may appear
in this documentation.

Any references to company names in samples or exercises are for demonstration purposes only and are not
intended to refer to any actual organization.

Exsys, the Exsys logo, Corvid, the Corvid logo, Exsys RuleBook, the Exsys RuleBook logos and WINK
(What | Need to Know) are either registered trademarks or trademarks of Exsys Inc. in the United States and
/or other countries.

Notice to U.S. government end users. The software and documentation are “commercial items,” as that term
is defined at 48 C.F.R. §2.101, consisting of “commercial computer software” and “commercial computer
software documentation,” as such terms are used in 48 C.F.R. §12.212 or 48 C.F.R. §227.7202, as
applicable. Consistent with 48 C.F.R. §12.212 or 48 C.F.R. §§227.7202-1 through 227.7202-4, as
applicable, the commercial computer software and commercial computer software documentation are being
licensed to U.S. government end users (A) only as commercial items and (B) with only those rights as are
granted to all other end users pursuant to the terms and conditions set forth in the EXSYS standard
licensing agreement for this software. Unpublished rights reserved under the copyright laws of the United
States.

Exsys Inc.
Albuquerque, NM U.S.A.

Tel: +1 (505) 888-9494
WWW.exsys.com

© 2007 Exsys Inc.
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