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Exploring Exsys Corvid®
Advanced Tutorial

Before starting this tutorial it is highly recommended that you review the Corvid
QuickStart Guide and Tutorials. It provides a more detailed explanation of the
development environment fundamentals, knowledge automation basics, system
approaches and concepts.

Exsys Corvid is easy to learn and use. |t is also a very powerful expert system
development tool capable of handling a wide range of problems. Consequently, it
has many options and controls that are used for advanced systems and special
situations. Many of these advanced features are not typically needed for most
systems. This guide will utilize the common controls that are used to build most
systems, and help you develop a more complex system than those in the Corvid
Quick Start Guide Tutorials.

Selecting an Appropriate Problem

Exsys Corvid is designed to help you describe the logical steps in a decision-
making process in a way that allows the knowledge to be delivered to others as if
they were interacting with a human expert. This is actually very similar to the way
you would explain how to solve a problem to a person.

The first step in building a Corvid application is to select a problem that can be
broken into logical steps or pieces. As you become more experienced with Corvid,
you will learn advanced ways to approach complex problems, but for your first
system select a simple problem that can be described in a few dozen rules.

The problem should be able to be solved using logic that can be explained to a
person using statements in the form: "IF .... THEN...", or "SINCE .... | KNEW
THAT...... ". The "IF", or "SINCE", part may involve several conditions that are
combined. For example:

IF it is raining THEN wear a raincoat.

IF the car will not start AND the gas gage is on empty THEN the car is out of gas.
SINCE the light was on | KNEW the computer was getting power.

SINCE it is Saturday AND it is sunny | KNEW Fred was probably playing golf.

Describing a problem in this way puts it in the correct form for input into Corvid. Notice
that the last example used "probably"”. As you will see, Corvid systems have many ways
to handle probability. One of the best uses of Corvid is for solving problems that involve
selecting the "best" solution when there are multiple possible solutions.
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Sample Problem — What’s
the Best Way to Drive to
Work?

In this tutorial, you will build a small
Corvid system to make a decision.
The sample problem is a simple one,
but will still demonstrate many of the
fundamental features of Corvid,
especially Confidence Variables.

You will decide how to drive from
home to work. There are 3 routes to consider:

1. The Highway - This is the fastest way to go, as long as there are no
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traffic problems. If there is extra heavy traffic, it is very slow. It also does not

have any gas stations, and you do not want to run out of gas.

2. The City Streets - This is a slow, but reliable way to go. There are plenty

of gas stations that are always open. Even if there is a traffic problem, there
are plenty of alternate roads, so it is a very reliable way to go.

3. The Coastal Road - This is a scenic road along the coast. Itis a very
pretty and nice drive in good weather, but difficult in bad weather or at night.
It takes about the same amount time as going on the city streets. It has no
gas stations. When practical, it is the preferred way to go.




Putting it in IF/THEN Rules

To start, state the problem-solving steps in IF / THEN form. These should be
simple statements about different aspects of the decision. They do not need to be
combined. The Corvid's Inference Engine will automatically combine the various
factors into an overall system.

1. The only route that has gas stations is the City Streets, and it takes 2 gallons of
gas by any of the routes.

IF there is less than 2 gallons of gas
THEN City Streets are the only possibility

2. If driving conditions are bad, the Coast Road is difficult and should not be taken.

IF driving conditions are bad
THEN do not take the Coast Road

3. The highway is the fastest way to go, and if you are in a hurry, this is the best
route. However, if there is a traffic problem, it becomes the slowest way.

IF you need to get to work quickly
AND there are no traffic problems on the highway
THEN take the highway

IF you need to get to work quickly
AND there are traffic problems on the highway
THEN do not take the highway

4. If you have time, the way you prefer to go is the Coast Road.
IF you do not need to get to work quickly

THEN the Coast Road is preferred

These 5 rules describe the logic of the decision-making process. They are in an
IF/THEN form that will make them easy to input in Corvid.

Corvid Variables

All the logic in Corvid is defined using Corvid Variables. Variables are the building
blocks that Corvid uses to build rules and describe the logic. When the system is
run, variables used in the IF part of rules will need to be assigned a value. The
value may come from:

* Directly asking the system user to provide a value
* Being derived from other rules
e Other sources such as a database

There are 7 types of variables, but most systems can be built using just 3 types.

1. Static List Variable

This is a simple multiple-choice list. It is the most commonly used Corvid variable
and is the first choice to use whenever possible. Itis made up of a statement, and 2
or more possible values. This can be a simple Yes/No:

The highway has traffic problems? YES/NO

In this case, the variable has values of "YES" and "NO". When building the rules,
an IF statement will be made using one, or some, of the values. For example:

Traffic problems on highway: YES

To determine if that statement is true, the system user will be asked a question and
presented with the possible values to select among. Their answer will determine if
the IF statement is true or false.

A static list can also have many values. For example, the statement could be:
The state you live in is... Each of the 50 US states is a possible value.

Static list variables make it easy to write logic that covers all the possible values, and
automatically creates a user interface that limits the values that the user can select.

2. Numeric Variable

This type of variable can have a range of numeric values. The value will be a
specific number, but there are too many possible values to list in a static list. For
example, the statement could be: The amount of gas in the car is (in gallons)...
The rules can use numeric variables in algebraic expressions that test the value.



For example:
IF amount_of_gas <2
THEN City Streets are the only possibility

When the system is run, the system user will be asked to input the numeric value
for the amount of gas in the car.

3. Confidence Variable

These variables are usually the possible options that the system will select among.
They can be assigned a "Confidence Value" that determines if they are an
appropriate, or inappropriate recommendation based on the end user's input.
Corvid provides many ways to work with confidence values to select the best
recommendation(s) to give.

Many rules have a form similar to:

IF ... THEN X is a good choice

IF ... THEN X is likely to be the cause
IF ... THEN X should not be used

IF ... THEN X is better than Y

This is the best type of variable to use if an item is being selected, rejected, or

indicated to be more likely. In these cases, X and Y should be Confidence Variables.

For simple systems, the items that the system decides among should be
Confidence Variables. These are items that only appear in the THEN part of
the rules. (As you getto more advanced system, this is not always true, butit is a
good approach for many systems.)

Corvid provides many ways to work with Confidence variables, especially when
there are various independent factors that must be combined, and where some of
the factors are more important than others.

Confidence Values

Confidence Variables are given "confidence values" in the rules. The numeric value
assigned indicates if that choice is "good" or "bad" based on the logic of the rule
and the end user's input. A specific variable may be assigned values by many
rules. These values are combined from all the rules to determine the overall
confidence value for the variable - which determines if that variable is the best
recommendation.

This may sound complicated at first, but it is actually pretty simple. Corvid provides
many ways to combine confidence values, but the simplest is just to sum them up.
One way is to think of the value as "points" added to or taken from the “score” for the
item or recommendation. In a rule, the Confidence Variables are assigned a value
in the THEN part. This is indicated in the rule by an " =" followed by the value to
assign. For example, if a system is trying to help decide what to wear, and it has a
Confidence Variable "Jacket", there could be rules:

IF it is below 50 degrees THEN Jacket =10
IF it is raining THEN Jacket=15

The first rule means that if it is below 50 degrees, assign a confidence value of 10 to
the Confidence Variable "Jacket", or give "Jacket" 10 points. Likewise, the second
rule would assign a value of 15, or add another 15 points. If the system used both
rules, the overall confidence for "Jacket" would be 10+15 or 25 points. If there were
other rules that fired, which assigned a value to "Jacket", their values would be
added to the overall sum.

There could also be a rule,

IF it is below 10 degrees
THEN Jacket= -100 AND Coat=50

which would mean if it is very cold (below 10 degrees), then a jacket is not
appropriate, so it is given a large negative value (-100) to greatly reduce its overall
confidence value and eliminate it. This would be a deduction of 100 points. At the
same time, another Confidence Variable "Coat" is given a value of 50.

At the end of a run, the Confidence Variable(s) with the highest overall point score
will be displayed in the results as the "Best" option(s) based on the input. However,
remember there are other ways to combine the values besides summing them up.
(See the full Exsys Corvid manual for a description of the various formulas for
computing Confidence Variables.)

The actual values to assign can be any number. They should be scaled
appropriately relative to each other. If a rule should slightly increase the likelihood
of a particular Confidence Variable, it can be given a few points. If it is a more
significant factor, it could increase it by a many of points. Rules that indicate that a
Confidence Variable is not appropriate should assign similar negative values to
decrease its likelihood. Adding a value of hundreds will assure that a variable is in
the recommendations, and large negative values (-hundreds) will eliminate a
variable from the results.



This simple approach allows competing factors to combine to give an overall best

recommendation, even when a particular variable may not be perfect in all respects.

Corvid provides a wide range of other mathematical approaches to combining the
individual values assigned to Confidence Variables. You can even use different
methods for each individual Confidence Variable. This is very useful when building
more complex systems.

5 Variables in the Sample System

The sample system rules needs several items of data to make the decision:

Are the driving conditions bad?

Do you need to get to work quickly?

Are there traffic problems on the highway?
How much gas is in the car?

Corvid uses variables for each item of data. This provides a way to build the rule,
and defines the questions that will be asked of the system user.

1. Driving conditions
One of the sample system rules is:

IF driving conditions are bad
THEN do not take the Coast Road

This is a multiple-choice list and easy to implement as a Static List variable. Corvid
requires that each variable have a name. To make the system simple, the variable
"Driving conditions" will have only 2 values: "Bad" and "Good".

2. Get to work quickly?

In the same way, the rules use information on how quickly you need to get to work.
This can also be defined as a Static List variable - "Need to get to work quickly" with
values: "Yes" and "No".

3. Traffic problem on highway?
The question of traffic problems on the highway can be handled the same way as a
Static List variable. "Traffic problems on highway" with values: "Yes" and "No".

4. Amount of gas in the car

The system will need to know the amount of gas in the car. Since the rule tests if
the amount is greater than a numeric value (2 gallons), the system will use a
numeric variable. (This question could also be asked in a different way since most
gas gauges do not show the actual number of gallons, but the sample system is
intended to show you how to use a numeric variable.)

5. Routes

In addition to the variables that are needed in the IF parts of the rules, there are the
3 possible routes that the system will select among. Since each of these is
independent of the others, and more than one may be possible, each should be a
separate Confidence Variable. In the sample system, the 3 possible routes are the
options to decide among, and they appear only in the THEN part of the rules. Each
route will be a Confidence Variable:

Highway
City Streets
Coast Road

The Rules Using the New Variables

Restating the sample system in IF /THEN rules with the new variables:

IF amount of gas is less than 2 gallons
THEN City Streets are the only possibility

IF
Amount_of gas <2
THEN
City Streets = 100
Highway = -100
Coast Road =-100

The only route that has gas stations is the City Streets. Taking the other routes
without enough gas is not an acceptable recommendation. This rule, assigns a
high confidence to the City Streets variable making sure it will have an overall high
score. Large negative values are given to the other two routes to eliminate them
regardless of other values they may get from other rules.

IF there is 2 gallons or more
THEN any route can be taken



Amount_of gas >=2
THEN

City Streets = 10

Highway = 10

Coast Road = 10

When there is 2 or more gallons of gas, any of the routes can be taken. This rule
will assure that all the routes will be given the same number of initial points. The
actual amount of points is kept small, since there will be other rules that will decide
which route is actually taken.

IF driving conditions are bad
THEN do not take the Coast Road

IF

Driving conditions: Bad
THEN

Coast Road = -100

The Coast Road should be eliminated in bad conditions, so the rule assigns a large
negative number. Bad conditions are not as much of a problem on the other roads,
so the rule does not assign anything to those variables. Itis NOT necessary to
have every rule assign a value to each Confidence Variable. Only assign values
when there is a logical reason to do so.

IF you need to get to work quickly
AND there are no traffic problems on the highway
THEN take the highway

IF
Need to get to work quickly: YES
Traffic problems on highway: NO
THEN
Highway = 20

This rule recommends the highway for speed when there is no traffic problem, but it
only assigns a value of 20. This is because it is a rule that recommends the
highway, but other factors have to be considered, such as gas. If this rule fires, but
there is not enough gas in the car, the system should not recommend the highway.
The value of 20 will push the "Highway" variable up in the recommendations, but

will not override a possible -100 from other factors. It is important to keep
confidence factors scaled relative to each other.

IF you need to get to work quickly
AND there are traffic problems on the highway
THEN do not take the highway

IF
Need to get to work quickly: YES
Traffic problems on highway: YES
THEN
Highway = -100

In this rule, the Highway should be eliminated so it can safely be given
-100.

IF you do not need to get to work quickly
THEN the Coast Road is preferred

IF

Need to get to work quickly: NO
THEN

Coast Road = 20

This rule suggests the "Coast Road", but adds a lower value since there might be
other (weather) reasons that would eliminate it.

The system now has the 5 rules defined in terms of variables, and in a form that will
make them easy to add into Corvid.



Starting Exsys Corvid
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For this tutorial, start a new system. Select New under the File menu.

File “indows Hun  Registration H
New Cel+M b
Open... Ctrl+0 —] =

This will display the standard MS Windows Open File dialog. Select a name for
your tutorial system such as “demo”. Corvid will automatically make this a .CVD
file, which is the extension for Corvid knowledge base files.

The Corvid Variable Window

Variables are added, and edited, in Corvid using the Variables window. This
window is displayed by selecting "Variables" under the "Windows" menu. Or you
can click on the Variable Window icon at the top of the Corvid window.

File rﬂindows Bun Redgistration Help

g“ Loagic Block J @] | ? |

——= v RuleView =

LCommand Block

Where

Set RESULT Default
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This will display the Variable window.

[ variables

New

Copy

[ I

—

Prompt

Limit to Variables containing

Sort
& Alphabeticaly
" Drder Created
© ByVariable Type
By Type +Alpha

Edit Name Delete ‘Where

Update

Question
Defaults

Preview All

[

Value |

Optional Short Test: |

Tl

[~ Show Advanced Options

Done

Make sure that the “Show Advanced Options” checkbox at the bottom of the
window is NOT checked. Selecting this will display many other control options in
the window. While these controls are used for some very powerful features in
Corvid, they are not needed for most systems and are not needed for this tutorial.
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Click on the "New" button to create a new Corvid variable.

£ variables

B Prompt

[ [ [ I

Vako [

Optional Shont Text |

Edit Name Delete Whete |

Limi o Varisbles contaiing
|

Sont
 Alphsbebcaly Question
Ordes Created Defauts

I~ Show Advanced Options Dons

This brings up the “New Variable” window.

Each new variable must have a name and a "type". The name will be used to refer
to the variable throughout the system. The name must be unique - not already used
as the name for another variable in the system. It should be fairly short, but
adequately descriptive to be able to remember what it means. A cryptic name may
make sense now, but not in 6 months when you go in to update the system.

The name of the new variable
(Short and notalready used in the system)

[ ) New Variable r x|
New Variable:
Variable is a Static List Neme: |
(Multiple Choice List of values)
Type: @ Static List- Predefined list of values
Variable is Numeric ¢ Dynamic List- List of values set at Runtime
(The value is a number) -—___ﬂ " Numetic value
" String value
" Date value
Variable a Confidence Variable " Caollection - Value is a group of items added dynamically
(One of the options that the system  ——————Jmm = Confidence - Value will be & confidence factor
will select among)
Cancel

z

Add the new Variable

There are 7 types of variables in Corvid, but most systems can be built using only 3.
These 3 types are highlighted in the illustration above. They are Static Lists,
Numeric and Confidence. The other variable types are very powerful for certain
systems but not needed as often.

Adding Static List Variables
First add the Static List variable on "Driving conditions". In the new Variable
window:

1. In the Name edit box, enter "Driving conditions". This is a good name. It is
short, but descriptive of the meaning of the variable.

2. Select the "Static List" radio button

3. Click the "OK" button.



New Variable: 1
Name: IDriving conditions /

Type: + Static List- Predefined list of values

This will return you to the Variables Window. The variable "Driving_conditions" has
been added to the list on the left. Notice that the space in the name has been
converted to an underscore character. Spaces are not a legal character for variable
names. Corvid will automatically convert any illegal characters to an underscore.

=

Variables

o) Prompt |__ToBe | Options | Lk | AskWih | AlsoAsk | Sendet

Prompt

[Diving condiions

StaticList | Dynomiclist | Connuous |  Collecon | Confidence
Value | il
Optiooni Shoa Test [
s
|
ST |
Ed Name Delete. ‘Whese
Ui o Viohls conisinig [
—Updse |
Sot
& Nghabetcaly Quastion
" Osder Created Defouits
By Vasishie Typs

" By Type + Alpha Preview Al

I~ Show Advanced Oplions Done
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There are 2 groups of tabs on the right. The upper group sets the options for how
the variable will be asked and displayed. All of these tabs apply to all types of
variables, though typically only a few are actually used. For this system the only
one you need to use is the "Prompt".

Prompt | ToBe | Options | Link | AskWih | |
- Prompt

The driving conditions are

The Prompt is the text that will be displayed to ask questions of the system user
and, sometimes, to display the variable in the final results. (Corvid automatically
sets the Prompt text to be the same as the variable name, and in many cases this
does not need to be changed.) Since this is a Static List, there will be a list of
possible values - in this case "good" and "bad". The Prompt text should combine
with the value text to make a readable statement. In this case, make the Prompt:
"The driving conditions are".

When combined with the value text, this will make the statements: "The driving
conditions are good" and, "The driving conditions are bad". To change the Prompt
text, just click in the edit box and type in the changes.

Since this is a Static List variable, the "Static List" tab is selected in the tabs on the
lower right. This tab will be set automatically based on the type of variable you
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selected. ltis possible to change the type by clicking on the tab for another variable

type, but this should be done before the variable is used. If the type of the variable
was selected correctly on the new variable window, you should not have to click on
any of the other tabs on the lower right.

This variable will have 2 values: "good" and "bad". A variable can have any number

of values. They are entered one at a time.
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1. Enter the text of the value. This can be any text, but it should combine 1. Inthe Value edit box, enter the text of the second value: "bad".
with the Prompt text to make a readable statement. This is entered in the . .
"Value" edit box. In this case, enter "good". 2. Click the "Add to List".

That is all you need to do to add a variable in Corvid. There are many other

Static List T Dynamic List T Continuous T Collection T Confidence o )
controls, but for most systems, this is all that is needed to be done.

Value |guod i— M
Ootina Shot Tet 7 U cE R The Variable Window should now look like:
_Replace |
\
ow - Prompt | Toss | Opeors | Unk | Askwin | AmoAsk | Seviet )

| Derving conditions i)

The dim

2. Click the “Add to List” button.

The second value is entered the same way.

StaticList | _Dynemiclist | Consowous |  Collecton | Confdence

Value.

Static List T Dynamic List T Continuous T Collection T Confidence gt Shod Tet

Value [ bod ~alf— Add to List
Optional Short Text: | Use Selected EdiNawe Delete | Whewe
good Replace

Show Advanced Options Dare

Now add the other Static List variables that will be needed in the system exactly the
same way. To start each one, click the "New" button on the Variable Window. Make
each variable a Static List variable.

Variable Name Prompt Values

Get to work quickly Do you need to get to work quickly? Yes No
Traffic on highway Are there traffic problems on the highway? Yes No




Once these variables are added, the Variables Window should look like:

Prompt |__ToBe | Optons | Lnk | AskWih | AlsoAsk | Serdel
Prompt

ly The dring condiions are
Traffic_on_highuway

StaticList |_Oynemiclist | Conbowous | Collection | Confidence

Vake [ |

Opsonsl Shart Teat: [ |

EdtName | Delste Where | |

Lim 1o Vaiabies containing

By Vasiable Type
" By Type « Abha

I~ Show Advanced Options Done

That adds all the Static List variables needed for the sample system.

Adding Numeric Variables

Numeric variables are added in a similar way to Static List variables, but they do not
have a value list. Numeric variables should be used when the possible values
cover a wide range of numeric values and the value will be used in algebraic
expressions. (If there are only a few possible values, it is generally better to use a
Static List variable).

To add a Numeric variable:
1. Click the "New" button on the Variables window.

2. In the window for adding variables, enter the name of the variable
("Amount of gas") and select the "Numeric" radio button.

3. Click the "OK" button.
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X

New Variable:

Name: |Amount_o1_gas -

Type: ¢ Static List- Predefined list of values
" Dynamic List- List of values set at Runtime

i

€ String value

¢ Date value
" Collection - Value is a group of items added dynamically

¢ Confidence - Value will be a confidence factor

Cancel
This will add the variable to the Variables window.
£ Variables 3]
Prompt |_ToBe | Opions | Lk | Askwih | AsoAsk | Sendet
Prompt
Swiclst | DynomicLst | Continvous | Collecton | Confidence
e U
Irkegess Ordy
.
" Show Advanced Options Dere

The name of the variable has been automatically copied to the Prompt edit box.
This Prompt is the text that will be used to ask the system user for input. Just
asking "Amount of gas" could be confusing - should they answer with a fraction of
the tank ("1/4 tank"), or text ("Plenty"), or metric ("7 liters")? Questions should
always be made to be as unambiguous as possible. Change the prompt to "The
number of gallons of gas in the car".
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That is all that is needed to add the numeric variable. However, the numeric tab
has range checking options:

¢ Numeric

I~ Lower Limit:

[~ Integers Only

[~ Upper Limit:

These can be used to restrict the user input to a range that makes sense in the
system. Since there cannot be less than 0 gallons in the car, enter "0" in the "Lower
Limit" edit box.

¢ Numeric

v Lower Limit: [

|~ Integers Only

I~ Upper Limit:

Entering the value in the edit box will automatically select the checkbox next to
lower limit.

These range checking options apply when the system is asking the user for input.
Values that do not meet the limits are immediately rejected. You can apply any, or
none, of the limit options. In some systems, using range checking on input makes
the logic of the system simpler, since it does not have to handle out-of-range values
in the rules.

Adding Confidence Variables

Confidence Variables are typically the options, items or recommendations that the
Corvid system will select among. As with the Static List variables, these are added
by clicking the "New" button on the Variables Window.

New Variable:

Name: IHighway —f—1

1. Inthe New Variable window, enter the name of the Confidence Variable in
the "Name" edit box. One of the options that the sample system will
include is traveling the highway, so just enter "Highway".

2. Click on the "Confidence - Value will be a confidence factor" radio button.
3. Click the "OK" button.

The Variable window will now have the new Confidence Variable "Highway"
selected. The Prompt will be set to the name of the variable - "Highway".

Variables X

New Cop I":mmlT ToBe | Options | Link | AskWith | AlsoAsk | Serdet
omp

(Go to work via tho Highway

AN

Tratfic_on_highway

Sticlist | Dynamiclist | Comtnuous | Collection | Confidence
Irput Vahues
e 5 I~ Round o nieger
T~ Masimun |
Caudsion
Sum el
1™ Marwnum Vakos
EGiName | _ Dete | _ Whwe | I MaimamVobo]
Limi to Visisbles cortainng - I~ Round to Integer
—Updse |
R Mok Pasameters the Defok
= Aphabetualy Question
© Oudr Croved Defauks
By Vanabie Type
© By Type + Agha _ Previewd_|
I~ Show Advanced Options &

The only change that needs to be made is to make a more descriptive Prompt text.
Change it to "Go to work via the Highway".

PromptT ToBe T Options T Link TAskWith T Alsg
Prompt

Go to work via the Highway




The tab group in the lower right will have the "Confidence" tab selected. There are
many options on the Confidence tab that allow you to combine the values that are
assigned to the variable in various ways. This can be a very powerful feature of
Corvid for building advanced systems. However, the default option, and the one
that is automatically selected, is to use the "Sum" method. This simply sums up the
values assigned to the variable. This is the method that was discussed earlier, and
the method that the sample system rules were designed to use. To use the "Sum"
approach to combining Confidence values, do not make any changes on the
Confidence Tab.

That is all there is to adding a Confidence Variable.

Now, in exactly the same way, add Confidence Variables for:

Name Prompt

Coast Road
City Streets

Go to work via the Coast Road
Go to work via the City Streets

The Variable Window should now look like:

[ Variables ‘

( Prompt | _ToBe | Options | Lk | AskWih | AlsoAsk | Senet
Prompt

The number of gallons of gas in the car

Continuous

“ Numeric

W Lowe Lt [§ [~ Upper Lani
~ Intogees Only

= Aphabetraly Quastion
Order Crested Oefaukts |

By Type + Alphs Preview Al

I~ Show Advanced Options Dern
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What is a Node?

Corvid decision-making logic is described and built using "nodes". A node can
generally be thought of as a statement in the IF, or THEN part of a rule. For
example, in the rule:

IF
Need to get to work quickly: YES
Traffic problems on highway: NO
THEN
Highway = 20

Has 3 nodes, 2 IF nodes: "Need to get to work quickly: YES" and "Traffic problems
on highway: NO", and a THEN node "Highway = 20". What makes nodes unique is
that they can be nested to apply to all the nodes below them. This allows nodes to
be used to build a logic tree diagram, which both makes it easier to view the overall
structure of the logic and helps to make sure all possible cases are covered.

For example, the sample system has these 3 rules:

IF
Need to get to work quickly: YES
Traffic problems on highway: YES
THEN
Highway =-100
IF
Need to get to work quickly: YES
Traffic problems on highway: NO
THEN
Highway = 20
IF

Need to get to work quickly: NO
THEN
Coast Road = 20



14 Exploring Exsys Corvid — Advanced Tutorial

In a tree diagram, this would look like:

Need to get to Yes Traffic problems Yes o
work quicky — on Highway —pe-- Highway - -100

No No

" Highway = 20

Coast Road = 20

The tree diagram makes it easier to see the overall structure of the rules. In Corvid
the logic of a system is built in Logic Blocks, which hold the tree diagrams and other
logical information. The following equivalent Logic Block tree would be created:

=T Get_to_work_quickly = Yes
= Traffic_on_Highway = Yes
[Highway] =-100
=1L Traffic_on_Highway = No
[Highway] = 20
=L Get_to_work_quickly = No
[Coast_Road] =20

Each line in the Corvid tree is a node.

r Green square brackets indicate the IF nodes. The brackets mark a group of
L nodes that use the same Corvid variable but have different values.

THEN nodes are marked with an arrow.

When an IF node is indented under another IF node, the nodes are combined with a
logical AND - meaning both nodes must be true. The nodes:

=7 Get_to_work_quickly = Yes
= Traffic_on_Highway = Yes

mean: If "Need to get to work quickly” is “YES" AND "There is traffic on the
highway” is YES".

When there is a THEN node, indicated by an arrow, it is true when the IF nodes it is
indented under are true. For example, these nodes:

=T Get_to_work_quickly = Yes
= Traffic_on_Highway = Yes
[Highway] = -100

are equivalent to the rule:

IF
Need to get to work quickly: YES
Traffic problems on highway: YES
THEN
Highway = -100

It is very important to understand the way nodes are displayed in Corvid and the
logical meaning of the indentation. Corvid makes it easy to see this structure in a
Logic Block window by highlighting the nodes associated with a rule. In addition, a
Rule View window displays the full text of a rule whenever you click on a node in the
Logic Block. For example, clicking on the "Highway = 20" node would display:

-~ Get_to_work_quickly = Yes
= r Traffic_on_Highway = Yes
[Highway] = -100
=L Traffic_on_Highway = No
=L Get_to_wark_quickly = No
[Coast_Road] = 20

This displays the two IF nodes that are associated with the THEN node in bold
magenta. Corvid's Rule View window, which shows the full text of the rule that is
associated with the node, would display:

P [=TE
Rule View
[F: =]

Do you need to get to work quickly? Yes
AND:  Are there braffic problems on the highway? No

THEN:
Go to work via the Highway: Confidence = 20

|
Node— ~Rule

[~ Compress [ z >| <| >T Close I




The Logic Block Window

Rules are built using the variables to add nodes in a Logic Block window.

To open a Logic Block window, click the Logic Block icon: @
This will display a new Logic Block window.

L3 Logic Block: o =] |
Logic Block Select Block to Display:
[Logic Block 1 ~| _EdtName
Line:
x| % P | | | %
Find | £gain
I~ MetaBlock
Same Level L Edt | Eeillire s
TEE ancel
Group Node—— - Rule M
Together <|>| <|>]| T Compress

Done |

First add the rule:

IF

Driving conditions: Bad

THEN

This rule does not have any other associated rules that use the same IF variable.
There are no rules that start with "Driving conditions: Good" since in that case any
of the routes can be used and there in no decision-making value. Consequently,
this rule will be added as an individual rule, rather than as part of a larger tree

diagram.

Coast Road =-100
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The controls for adding nodes are in the window’s lower left. When a new Logic
Block window is first displayed, only the "Add" button is enabled. Click the "Add"
button to add the first node in the Logic Block.

The “Add To Block” window for adding nodes will be displayed.

I E4Add To Block i x|

Building Test Conditions - Cnter one or more tests

New /Edt StaticList | Espresson | Colection

Amount_of_gas Seledt Values I™ Show Full Value Text
City_streels g00d
Coast_road bod

Get_to_work_quickly
e

Highway
Traffic_on_Highway
2. The values will be displayed

In this window

1. Click on the variable
to use

Add Each Individusly Add Alin One Item
=
[The driving conditions are =]
5|
Nodes to Add
Inchude: Find
v Stahc
¥ Dynanic
¥ Conlinuous Lfnd || Agen |
[V Collection
| Confidence I~ Search Prompts / Values
e [ [ Limit List: Edit Hemave
& Alphabetically Limit List Cancel
€ Urder Entered Block Var :

First click on the variable that is to be used to build the node. In this case, it is the
"Driving_conditions" variable. Clicking on a Static List variable will display a list of
that variable's values in the right hand window.
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To add the simple node "Driving conditions: BAD", just click on the value "bad" and

=lolx|
. . i Belect Block to Display:
click the "Add to List" button. Logic Black LogicBlock | v| _EditName |
X | % | G | Po|com|rem| o (] 5% Lrel
Building Test Conditions - Fnler one or more tests Rule View
Hew/E8 | Static List Epreinon Cotechon F: The diving aobad =
[Amount_ol_gas Select Volues ™ Show Ful Value Tent
Cay_steets THEN.
100d
e W it e
I comoress || 15 || ciaf] | o |
2.Click e Add to List bution IE ibi— E:::a Seoe s tad Find | _~acn
fving Gondiions s LFind | asin|
g = AN Evaisten| I~ _MetaBlock ]
Add Each Indvidualy AddAlin One ltem Above
Same Level 2] Eacla] |
The Gving conditons s bed |1 Below - Node——Rue o e
[The driving conditions are |2l i = l’% [ o (—TJ P _ l
=l Nudes to Add
Inchude Find
© Suc ——
5”&";"'.,. [ ks
:m‘c i I~ Search Prowpls / Vehoes
j e e Adding THEN Nodes Under a Selected Node
P"M l’ Lirnd Lish —Concal |
[ s = A THEN node can be added to the Logic Block by selecting the node to add it

under, and clicking the "Variable" button under "THEN".
This will add the node to the "Nodes to Add" list.

Nodes to Add

conditions = bad

Edit | Remove |
Cancel |

As you will see later, multiple nodes can be added at the same time, but here only a
single node is needed, so just click the "Done" button. This will add the node to the
Logic Block and display the full text in the Rule View window.

There are 2 types of THEN nodes:

1. Assignment of a value to a Corvid variable

2. A Corvid Command




Since the THEN node will assign a value to a variable, use the button is labeled
"Variable". (THEN nodes that are Corvid commands are used in some advanced
systems and can be very powerful, but are not generally needed for most systems.)

When a node is clicked on, the Rule View window will display the associated rule. IF
the node is a THEN node, you will see the full rule. If the node is an IF node, you
see the IF part of a rule.

To add a THEN node to a rule:

3.

Click on the last (most indented) IF node for the rule.

Check the Rule View window to confirm that the IF part is what you want

for the rule.

Click the "Variable" button in the THEN button group to add the THEN node.

The rule being added is:

IF

Driving conditions: Bad

THEN
Coast Road =-100

In the Logic Block click on the "Driving_conditions = bad" node.

|, LogicBlock: =1of x|
Logic Block Select Block to Display:
[LogicBlock1 | _EdtName
o Line: 1
XX | B | P o [ - '"c
[ :ivins._condiions - bad =TS
Rule View
IF: x
1he diving condihons are bad -
THEN
E
Node— ~Rule
I Compress | 'y i Close
Node
IF THEN -
AND The divng condbions aie bad LN |
v ™ _Melalock
_#bove || || Command
e Edt Gotoline [~ .
ncol
[mesoni| Giow Node —— - Rule _Go |
Above Together <|>| «l>]| T Compress I
Done
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Click the "Variable" button under THEN.

Variable |

| Command |

This will display the “Add To Block” window for adding nodes.

L',]Add To Block

THEN Assignment Nodes

New/Edit | seiclin | Collecion
JAmourt of gas
City_shioste
ans'*mﬂ Assignment to a Variable
(iving_conditions
Ge_lu_wurk_guickly
Highway
Traffic_on_Hlighway
Variables | Functions |
Nodes to Add
Include: Find
v Static
[V Dynamic
¥ Conlinuuus Lend | [ Agen |
[V Cullection
[ Confidons ™ Search Prompts / Values
Sk I LmiLst Foi Remave
( Alphabeticaly Limit List Cancel
€ Order Entored Block Yar

This window is very similar to the one used before to build an IF test node, but this
time a value is being assigned to a variable to build a THEN node. The node

should be "Coast Road = -100".

17
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Click the "Add to List" button to add the node to the list of Nodes to Add. (As you

Click on the "Coast road" variable in the list. This will automatically activate the
Expression tab, and enter the expression: "[Coast road] = " in the edit box. will see later, you can add many THEN nodes at the same time, making it faster to
build rules with multiple THEN nodes, but here there is only a single THEN node.)
]
THEN Assignment Nodes
New /E&t Swiclt | Expesson | Colecten
AR skt el THEN Assignment Nodos
1. Select me variatie New / Edt Stexlit | Expression | Colectin
Coast_road
2 Lh;;ﬁ; :«-:':;::;_-m Value to assign to [Coast_road]
v et
 ——
= Nades to Add Vaisbies | | Functions_|
g?:::m BT . | G0 0O Wk V0 116 0068t RoBK B
Aol ™ Sewch Pompes / Vs Sl
:‘W:w e Lien List L’ m‘ Carcel
 Oudee Erteind Block Vo ] ",';“‘.’,’,,,, Find
¥ Dynamic:
% Continuous Lfnd | s |
dEs || e
Square Brackets: In CORVID expressions, variable names are always oy | T €8 | e L
enclosed in square brackets [ ]. The square brackets are usually optional o —Bive | 5

for Static List variables, making them easier to read. However, all other
variable types always use square brackets.

Click the "Done" button to add the node to the Logic Block.

In the edit box, fill in the value to assign, making the assignment: —
=lolx|
Logic BIOck Select Block 1o Display:
[Coast road] =-100 [Logic Block 2 | _EdtName
= Line: 2
[ —— = >< Dfm mmi: b? = | % lofx|
THEN Assignment Nodes - Rule View

e e RS = ™ The ivinacondions rebad -

Yalie o éssion o [Coast Toacl TN o to o i tho Cooot Rood: Confidoneo = 100
[Consi_rond] - -100 K

~Mode— ~Rule—

™ Comoress ;A 7;‘27 &l

1. Filin the value to complete
the assignment expression

i~ Node
[Coast_Road] =100 Find | Agair
I~ __MetaBlock
Gioto Line:

Vaiables | | Furndiors_|
B : edt |
@ Mode——-Rule M Lancel

- (;&H <|> [~ Comprose
i F ludes lo Add S Done |
P Sulie  — 2. Click the Add to List button
¥ Dynsme
¥ Cortinuous Frd T |
Dl I~ Sanch Promgis /Vakes
S R T The Logic Block now shows the new node and the Rule View window displays the
( Alphabasic: Lim List Cancel . . . . .
. rule. That is all there is to adding a simple rule to Corvid.

 OideeErvered Block Var




Building a Tree in a Logic Block

The first Logic Block built only a single rule. A single Logic Block can contain many
rules in one or more tree diagrams. Using a tree approach to the rules makes it
faster to build a system and makes it easier to validate and maintain it.

Part of the sample system was diagrammed as a tree:

Need to get to Yes g»  Trefficprblems oS =
work quicky on Highway iahwey =199

No No

Highway = 20

Coast Road = 20

The equivalent CORVID tree is:

=T Get_to_work_quickly = Yes
=T Traffic_on_Highway = Yes
[Highway] = -100
= L Traffic_on_Highway = No
[Highway] = 20
= Get_to_work_quickly = No
[Coast_Road] =20

Now you will build this in a Logic Block. Click on the Logic Block icon
to start a new Logic Block. @

Click the "Add" button in the IF section to add the first nodes. This will
display the "Add To Block" window for adding nodes.
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Building Test Conditions - Enter one or more tests
New /Edt StaticList | Eweesson | Colecton
Select Values T~ Show Full Value Teut

N ~e—— 2. The 2 possbile values will

be dsplayed

1. Select the "Get_to_work_quickly”
riable

3. Click he Add Each
Individually button
AddALin Ons ltem |
’f:
|

Nodes to Add

Inchade: Find

~ Stelic ——

¥ Dynamic

¥ Continns LFed | agen |

s I~ Search Prorols / Vabves
Sot
- LmaLi Edt Remove
& Alphabeticaly Limi List Cancel
© Ordes Envered Block Var

The top-level node in the tree is for the variable "Get_to_work_quickly", so click on
that variable to select it. This will display the two possible values "Yes" and "No".

This time instead of adding a single value, the tree has branches for each of the two
possible values. To add a node for each value, click the "Add Each Individually"
button. This will add a node to the “Nodes to Add” list for each value.

Nodes to Add
Get_to_work_quickly = Yes
Get_to_work_quickly = No
Edit Remove
Cancel

Now just click the "Done" button to add both nodes to the Logic Block.

[ Get_to_work_quickly =Yes
Get_to_work_quickly = No

Two nodes were added to the Logic Block - one for each value. Notice, there is a
red bracket connecting the two nodes. This is because they were added at the
same time. The bracket shows that the nodes are related - usually various values

of the same variable.
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The bracket is red (warning) because these are IF nodes with no associated THEN
nodes. These IF nodes do not make complete rules. When THEN nodes are
added to them, the bracket color will change to green. This makes it easy to look at
a Logic Block and see if any of the rules are incomplete.

In the tree diagram, when "Get to work quickly is YES" a second factor must be
considered - "Are there traffic problems on the highway". To add this to the Logic
Block, first click on the "Get_to_work_quickly = Yes" node to selectit. All nodes
are added relative to the currently selected node.

[ Get_to_work_quickly = Yes

Get_to_work_quickly = No

Now to add another set of nodes "ANDed" with the
selected node. A logical AND means both nodes
must be true. In Corvid this will be a set of IF nodes
indented below the selected node. These are
added with the "IF - AND - Below" button.

This will display the window for Adding Nodes that you have used before. This
time, add two nodes, one for each value of the variable "Traffic_on_highway".

[ —— i
Building Test Conditions - Enter one or more lesls
New/Edt Staticlist | Ewesson | Coleown
pmourk ol Seledt Velugs I~ Show Full Vakue Text
iy_sneets v
Cosit_rosd Vo, ~ll—— 2. The values will be displayed
| Driving_conditions
G _wrk_quichly
[Hi
1 Select the "Traffic_on_Highway"
variable 3 Click the Add Each
Individually button
Add Each Indiv AddALin Ons tem
-
Are there wafiic problems on the highwa: |2l
||
|
Nodes to Add
Inchade: Fand
7 Stai —
¥ Dymamic
¥ Continun Find by
¥ Collecbon
® Conls I~ Search Promets / Vahues
Sot
[ Lt £t Remove
 Alphabeticaly LimitList Cancel
" Order Enteved Block Var 4 Click Done toadd he
nodes to the Logic so\*_@

1. Click the "Traffic_on_highway" variable to select it.
2. The two possible values will be displayed

3. Since the tree has branches for each value, click the "Add Each
Individually" button to build 2 nodes

4. Click the "Done" button to add the nodes to the Logic Block.

The Logic Block now looks like:

= [T Get_to_work_quickly = Yes
fo [ Traffic_on_Highway = Yes

: Traffic_on_Highway = No

~~~~~~ L Get_ta_work_quickly = No

The new nodes are indented below "Get_to_work_quickly = Yes", meaning they are
combined with that node using AND. If you click on the "Traffic_on_highway = Yes"
node, the Rule View window will show:



= [T Get_to_work_guickly = Yes

[ Traffic_on_Highway = Yes

: - L Traffic_on_Highway = No
- | Get_ta_work_quickly = No

il

Rule View

[F . =
Do you need to get to work quickly? Yes

AND:  Are there traffic problems on the highway? Yes

THEN:

Node Rule
[~ Compress ’V z >—| ’V = >I Close

Now all that is needed is the THEN part to finish the rule:

IF
Need to get to work quickly: YES
Traffic problems on highway: YES
THEN
Highway = -100

This is done the same as in the individual rule that was added earlier.

1. If not already selected, click on the "Traffic_on_Highway = Yes" node to
select it.

2. Click on the "THEN - Variable" button.
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3. Inthe window for Adding Nodes, click on the "Highway" variable to select
it, and fill in the value to make "[Highway] = -100".

[ ]
THEN Assignment Nodes
How /| StatioLin Expression | Coleotion |
[Rrmwourt_d_ges
iy_sheets
Coojoad Value to assign to [Highway]

[Highway] =-100

1. Select the Highway
variable

2. Fill in the value -100

3. Click the Add to List button

Vaiisbles | Heiiozi | Functiors |
(i th wirk vin the Highwny =) TR
=
: Nodes to Add
[ Static
 Oynanic:
W Corbiowess Find g |
R
Al I Sevuch Pusyis N
[ Sot 3 o
rorbe———————— Edt Remove
 Ashaselcaly Limd Lt Cancel
" Dudes Crbarad Nlack Vi
= 4. Click the Done bution ———jmw -

4. Click the "Add to List" button, and then the "Done" button to add the node
to the Logic Block.

The Logic Block now looks like:

= [T Get_to_work_quickly = Yes

: El I' Tlafhc on nghway Yes
B

HE L Traffic_on nghway No

L Get_to_work_quickly = No

The Rule View window now shows the full rule:

Bule View i .._.I_J- m| 5‘
Rule View
IF: =]

Do you need to get to work quickly? Yes
AND:  Are there traffic problems on the highway? Yes

THEN:
Go to work via the Highway: Confidence = -100

;I

Node Rule
I Compress l_< >—| |—< > | Close
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To complete the tree, add THEN nodes to the other 2 branches in the same way.
Click on the "Traffic_on_highway = No" node to select it and add a THEN node
assigning the variable "Highway" a value of 20. Then click on the
"Get_to_work_quickly = No" node and add a THEN node assigning the variable
"Coast road" a value of 20.

The Logic Block should now look like:

=-[T Get_to_work_quickly = Yes
= Traffic_on_Highway = Yes

[Highway] = -100
=L Traffic_on_Highway = No
[Highway] = 20

= Get_to_work_quickly = No
[Coast_Road] =20

Click on the various THEN nodes and check the rule displayed in the Rule View
window.

Adding a Numeric Rule
Now to add the last rule in the sample system.

IF
Amount_of gas <2
THEN
City Streets = 100
Highway = -100
Coast Road =-100

The only differences here are that the IF node is an algebraic expression, and the
THEN part has 3 nodes.

1. Start a new Logic Block by clicking the Logic Block icon: @

2. Click the "Add" button to add the first node.

3. In the window for adding nodes, click on the variable "Amount_of_gas" to
select it.

I L3 Add To Bluck B %

Building Test Conditions - Enter one or more tests

New / e Sclsl | Fxpeession | Coleclon

Bunlenn Tes! Fxpression

1. Select the Amount_of_gas
variable

[Amount of gos]

2 The variable is copied lo the
edit box in square brackets

Vesicbiees Fursdioes:

[Armount of ges =
r]
Nudes tn Add
Include: Find
v Static. I
IV Dynianic
[ Convinous Find
v Lollecton
[ Confidence I~ Search Prompts / Values
Sort
| LimtLis Edt Remuve
 Alhabeticaly Lk List Cancel
€ Mider Frepred __ Blckva | :

Since the variable selected is a Numeric variable, the edit box on the right side
brings up the "Expression" tab and copies the variable, putting it in square brackets.
Because it is the first node in the Logic Block, the node must be an IF node. IF
nodes on numeric variables are algebraic Boolean expressions that evaluate to
"True" or "False". Whenever a variable is used in an expression it MUST be
identified by the variable name in square brackets.

In appearance this is similar to the nodes that assigned values to the Confidence
Variables, but here it is a Boolean test expression. The expression is simple. It is
just a test to see if the amount of gas is less than 2 gallons:

1.

2,

3.

[Amount_of_gas] <2
Just add the "< 2" to the expression.
Click the “Add to List” button.

Click the “Done” button.
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[MEr——— ] This rule has 3 THEN nodes to add.
Building Test Conditions - Enter one or more tests
| e ey e In the window for adding nodes:
City_shieets.
c".m’:‘a'_"“’ Boolean Test Expression ) ) ) )
e iy 1. Click on the "City_streets" variable to select it.
Tralfic_on_Highway
(Amount of gas] <2
SRR 2. As before, add the value to assign in the edit box. This time the value is:
100.
2. Click the Add to List button
__vasatos_| _Funcios_| 3. Click the “Add to List” button.
[Asnount of gas =1 AddoLint
Nodes to Add
- Nodes to Add =] = 1|'||'|
7 S ,"— UL
[V Dynamic
% Contiruous Find i |
[V Collection
" U I~ Seach Puwgds Vel
Rt ) il Eat Remove |
it ( —_— — 4. DO NOT click the “Done” button yet.
| 3. cm*ome—»L,

5. Click on the "Highway" variable to select it from the variable list.

The node will be added to the Logic Block: 6. Assignitavalue of -100.

7. Click the Add to List button.
------ [Amount_of gas] < 2

Keeping the new node selected, click the “THEN Variable” button to add the THEN
nodes to the Logic Block. Nodes to Add
City_streets] =100

8. Click on the "Coast road" variable to select it from the variable list.
9. Assignita value of -100.

10. Click the Add to List button.
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Nodes to Add This could be added in another Logic Block, but it is related to the rule that was just
[City_streets] = 100 added, since it is about the gas in the car. When rules are related, it is a good idea
Highway] = -100 . . .

(though not a requirement) to put them in the same Logic Block.

In this case, because of the way they are added, the IF node
[Amount_of_gas] >= 2 is independent of the node [Amount_of_gas] < 2.

] [Fhism Cancel_| Previously the nodes were added to the Logic Block indented under a node. Here
the node should be at the same level as the [Amount_of_gas] < 2 node. To do
Done | this:
11. Now Click the Done button to add all 3 nodes to the Logic Block. 1. Click on the [Amount_of_gas] <2 node to select it
5

= [Amount_of_gas] < 2 [City_streets] = 100
[City_streets] = 100 [Highway] Click to select
[Highway] = -100 [Coast_road] =-100
[Coast_road] = -100

[]Rule Viow . (=B 2. Click the "Same Level - Below" button to add the new node under, but
NOT indented under the selected node.
Rule View
*lFi
" [Amount_of_gas] < 2 :I el
- Below |
THEN: Above |
Go to work via the City Streets: Confidence = 100 4
Go to work via the Highway: Confidence = -100 ~ Same Level
Go to work via the Coast Road: Confidence = -100 Below |
LI Above |
Node Rule — '
[~ Compress ( < >ﬂ ( <[> Close |

. 3. Now add the node [Amount_of_gas] >=2
Using "Same Level Below"

There is one more rule to add to the system. e Click the Amount_of _gas variable to select it.
* Inthe edit box, add ">=2" to make [Amount_of_gas] >=2.

IF A Cof X «  Click the “Add to List” button.
mount_of_gas >= . . « »
THEN Click the “Done” button.
City Streets = 10
Highway = 10

Coast Road = 10




I EJAdd To Block i |
Building Test Conditions - Fnter one or more tests
New/Ede | Staiclsl | i 1 Collecion
Lity_sireels
Loast_road 1
Diving. condions. Boolean Test Expression
Get_to_work_quickl 1. Click to select the
Highway Amount_of_gas variable
Tralfic_on_Highway
[Amnunt_nf_gas] >=2
2. Enter >=2
3. Click Add to List
Vanables | 1 | Funchone |
lAmount of gas - '
s - AddioLis |
|
Nodes to Add

Include: Find

 Staic —

v Dyniamic:

7 Continuous Lhod | Audi |

b)) ™ Search Prompts /Vohes

7 co Search Prompts

,

> I LindList Fat Remave

& Alphabetically Lk List Cancel

€ (ides Frtpred Block Var

4. Click Done =i

4. This will add the new node to the Logic Block:

= [Amount_of_gas] < 2

[|:|:| t [-I:I.f]d] = 1 |:||:|

l] [Amountof_gas] >=2

Notice that the new node is at the same level of indentation as the
[Amount_of_gas] < 2 node.

5. Now just add THEN nodes under the new [Amount_of_gas] >=2 node.

¢ [f the new node is not selected, click on it to select it.

¢ Click on the THEN-Variable button.
e Build 3 nodes, just as above, but this time with values:

City Streets = 10
Highway = 10
Coast Road = 10
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Nodes to Add

Edit Remove
Cancel

Done

*  Click the Done button to add the nodes to the Logic Block

=

w] =-100

Coast_road] =-100

B [Amount_of_gas] >= 2
[City_streets] = 10
[Coast_road] = 10

[Highway] = 10

This Logic Block now has 2 related, but independent rules. Click on the
[Highway] = 10 node and look at the Rule View window.

=10l x|
Rule View
[F: =

[Amount_of_gas] >=2

THEN:
Go to work via the City Streets: Confidence = 10
Go to work via the Coast Road: Confidence =10
Go to work via the Highway: Confidence = 10

<]

Node Rule
I~ Compress <> <> Closel

That adds all the rules for the sample system.




Corvid Command Blocks

Every Corvid system MUST have a Command Block that controls the system.

The Logic and Action Blocks in a system tell it HOW to do something.

The Command Blocks tell it WHAT to do and WHEN.

Command Blocks can include very complex procedural control with looping and
nested layers of control - but most systems have very simple Command Blocks with
only a few commands.

Typical Command Blocks simply tell the system what variable, or variables, to
derive values for, and then display the results. This can be done with 2 commands.

To start a Command Block, select "Command Block" under the "Windows" menu or

click on the Command Block icon:

This will display the Command Block window:

[ Command Block: =101 x|
" to Display:
(= jdBlock |command Block 1 | _EditName
X (g | e | || ——-— e
Conbul Commard)
IF Add B
‘While
JF"' Comment Cancel |
[
pone |

There are 2 types of commands that can be added to a Command Block - Control
Commands and Operational Commands.

Control commands handle IF, WHILE and FOR loops. These are added using the
Control button group on the left. These are very powerful commands for advanced
systems, but are rarely needed for most systems.

The Operational Commands instruct Corvid to perform specific operations. Click
the “Add” button to add an operation command to the Command Block.

This displays the “Commands” window for building commands:

)
Commands
Variables T Blocks T Reset T Extemal T Control T Results T Title T Reports
" SET - Assign a value Method |
Variable: | | Jeor =
Expression: I 3
" Derive a value from TO BE and Logic Blocks
€ Vaiiable: | =
" All Confidence Variables
" All variables with Final Result flag set
" All Collection Variables
€ Variables fitting the Mask: |
" Ask the User for a value
Variable: L‘

Command:

Cancel

The Command Builder window has several tabs and many options. It allows all
Corvid commands to be built without having to remember command syntax.

The top "Variables" tab is the most used tab. It allows you to build 3 types of
commands for variables:

e SET - Assigns a value to a variable. In most cases this is better done
in the Logic Blocks or in the initialization of the variable itself, so this is
not usually needed in simple systems.

* DERIVE - Use the Logic Blocks, and other means, to find the value for
a variable. This is the section that is most commonly used to run
systems. A simple DERIVE command will instruct the Corvid
Inference Engine to use all the Logic Blocks to determine the value of
one or more variables using backward chaining if needed.
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* ASK - Asks the end user for the value of a variable, regardless of the =
logic of the system. Corvid automatically asks the user for variables in %’:’:::sr e B e e
an order determined by the logic of the system. Sometimes a ST e I
developer may want to override this operation and force a variable to Z::i;nl [0 J
be asked at a particular time. This is not usually needed for simple . Dm“mLmamwsm =
systems where Corvid's sequence of questions is appropriate.

C Vaiable: | i |

& 1 Confidénce Varabies —l—————
T e 1. Click All Confidence Variables

Most simple systems use a single DERIVE command to run the rules. In the case :Clmﬁfm'l,
of the sample system, the various "routes to work" that the system will decide

among are all Confidence Variables. All that is needed is to tell Corvid to use the
rules in the Logic Blocks to calculate the value for each of the Confidence Variables Ve | e
in the system. This can be done with a single command.

€ Ask the User for & value

Command: [DERIVE CONF el 2. The will be di

_Cancel |
3. Click the OK button —w

Clicking on the OK button adds the command to the Command Block.

" Deiive a value from T0 BE and Logic Blocks | =l0/x|
Command Block Select Dlockto Display:
Commend Dlock 1 <] _EdtNomo |
" All Confidence Variables x| 4| = ) % Line:
[ Contiol Command
Find | 4070
I adgsbove | Ech
Whie DERIVE CONF
For
: ot _Conoal_|
End Gonkiol Group | [
Done |

In the DERIVE section, click on the "All Confidence Variables" radio button to select

. . . . . That is all that is needed to have the Logic Blocks derive the values for all the
it. (This will automatically also select the "Derive" radio button.)

Confidence Variables. The rules in the Logic Blocks that set values for Confidence
Variables will be tested. If the values of other variables are needed, the system user
will be asked to provide that information. This will do everything except display the
results.

This builds the command DERIVE CONF.
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Another command will be needed to display the results. All commands are added
relative to a currently selected command. [f it is not already selected, click on
"DERIVE CONF" in the Command Block to selectit. Then click on the "Add Below"

button to add the next command below this one.

command Block Select Blnck tn DIsplay

=1o x|

[Command Dlock 1 =] _EdtMome |
X% (& | Pemcwm| - (. =% e

1. Click on DERIVE CONF to select that command

2 Click on Add Below

Contol Command
IF Add Abuve Euil

S
LFind | foen |

_wrie | DERIVE CONF
Lo Commonk —Concel_|
oo || o

This again displays the Command Builder window. This time click on the Results

tab to select it.

Commands
Vaicbles | Blocks | Reset | Estemd | Contol | iResuts |__ Tile | Repotts
" Display Default Resuls Screen:
=
Senvet TemplatetoUse=[— Biowse Edit
" Display File of Corvid Screen Commands:
[ Diowse | New Cat
Serviet Template to Use = Browse
¢ Display HTML page
Browse
Command:l
Cancel
0K

As you will see later, the Results tab provides options to control and format the
results in many ways. However, here all that you want to do is to see the values
that are set when the system is run. This can be done very simply with the default

RESULTS command.

11

Commands

ValiahhsT Blocks T Reset T External T Control T ResullsT Title T Reports

=l

1. Click the Display Default Resutls Screen radio button

‘ ;l_l
Servlet Template to Use = Browse Edit

" Display File of Corvid Screen Commands:

| Browse New Edit
Servlet Template to Use = Browse

" Display HTML page

Browse
Command: IRESULTS ~etilf}———— 2. The command is displayed here
Cancel
3. Click the OK button

Click the "Display Default Results Screen" radio button, and then click the OK
button to add the command to the Command Block.

DERIVE CONF

This very simple Command Block will derive the values for
all Confidence Variables, using backward chaining and user
input, and then display the value of all variables set in the
system. For many systems that use Confidence Variables
for the options that the system selects from, this is the only
Command Block you will need.




Running the Sample System

The sample system now can be run. Select "Start Run" under the "Run" menu, or
click on the blue triangle Run icon:

—
£ Exsys CORVID

File Windows Run Registration Help

~ |8 D@e =l » & =7

When running a system, Corvid automatically builds an HTML page, and uses the
Corvid Runtime Applet, which is displayed in the Corvid Browser window. This
window uses the core of Microsoft Internet Explorer but does not have the normal
browser navigation controls.

[EEErr—— ol

Eie

Exsys - CORVID .. Runtime

D0 you need to et to work quickly?
] ves
o

No

Restart

Exsys CORVID

EXSYS, Inc.

Capture Knowkedige, Deliver Answers

2155 Louisiana Bivd NE
Sutte 3100

Albuquerque, NM 87100 USA
Tel 5589494

Fax: 15 )300-9509
info@oxsys.com

Www.Cxsys.com

Exit

The system is run in the applet window in the middle of the page. (Later, to move a
system to a Web server, just copy this page, the CORVID Applet Runtime program
and the knowledge base files to the server - that’s all there is to it.)
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The Corvid Applet Runtime contains the Corvid Inference Engine. This is the "brain
power" of Corvid. It checks the Command Block to see what action you have told
the system to do, and then uses the Logic Blocks to do what it has been instructed.

In this case, the Command Block says to derive the value for all the Confidence
Variables. The first Confidence Variable in the system is the "Highway" route, so
that is the first one that will be derived. The first Logic Block that could set a value
for this variable is:

= Get_to_work_quickly = Yes
=7 Traffic_on_Highway = Yes
[Highway] = -100
=L Traffic_on_Highway = No
[Highway] = 20
=L Get_to_work_quickly = No
[Coast_road] = 20

In order to test this Logic Block and determine what values to assign, the system
first needs to know the value of the "Get_to_work_quickly" variable. The only way
this value can be obtained is by asking the system user, so Corvid displays a
question for the user:

Do you need to get to work quickly?
' Yes
" No

Just select the appropriate answer and click OK.

Corvid will continue asking questions until it has enough information to reach a
conclusion about the best route to take.

If the questions are answered:
Need to get to work quickly: NO

Amount of Gas: 8
Driving conditions: GOOD



The results will look like:

The driving conditions are good

Do you need to get to work quickly? No
The number of gallons of gas in the car 8.0
Go to work via the Highway Conf=10.0

Go to work via the Coast Road Conf=30.0
Go to work via the City Streets Conf=10.0

If the input is:
Need to get to work quickly: NO
Amount of Gas: 1

Driving conditions: BAD

The results will be:

The driving conditions are bad

Do you need to get to work quickly? No

The number of gallons of gas inthe car 1.0
Go to work via the Highway Conf=-100.0
Go to work via the Coast Road Conf=-180.0
Go to work via the City Streets Conf=100.0

In this case, the "Highway" route received a value of -100 since there would not be
enough gas, and the "Coast Road" route received -180 (little gas and bad driving
conditions). These large negative values indicate that they are very bad choices.
The "City Street" route received a value of 100, indicating it is really the only viable
alternative.

The default RESULTS command displays all of the variables in the system that
received a value. This shows the input and the Confidence value assigned to each
of the possible routes. The higher the "Conf" value that a route has, the more it is
recommended. At the moment, the results show the Confidence Variables in the

order that they were entered into the system, regardless of the value they received.
Shortly you will see how to arrange them in numeric order and format the results.

There is also a “Back” button available, which will move back one question and
allow you to change the answer, and a “Restart” button which will restart the system
from the beginning.

Try running the system with various combinations of input to see which route is
recommended. When you are finished running the system, click the Exit button at
the bottom of the Corvid Browser window.

Changing the User Interface

There are many ways to change the look and feel of the system user interface with
Corvid. The Corvid Applet Runtime allows simple changes such as font, color, and
alignment, up to advanced highly customized changes such as using image maps
to ask questions.

How Corvid Applet Runtime Graphics are Defined

Designing screens for the Corvid Applet Runtime is simple once the underlying
structure is understood.

* A screen design is made up of a series of commands.

e Each command displays an item, or group of related items, on the
screen.

* Each command can have optional formatting that applies to the
item(s) in that command.

* The commands are added to the screen in the order that they are
listed in the screen design.

For example, a command might say to display a particular image (.jpg or .gif file),
and the formatting might be to center it in the screen. Another command might say
to display the value of a particular variable, and the formatting might be the color
and font size. Another command might display all the Confidence Variables that
received a value greater than 10, one per line. The formatting would apply to each
of the variables displayed by the command.
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All Corvid Applet screen designs use this same approach.

The screen design commands apply only to the Corvid applet window, which is part
of an overall HTML page. You can control the size and placement of the applet

window. The rest of the page can be designed using standard HTML commands,
and can match the look and feel of an existing site.

=0l
3

Exsys.CORVID .. Runtime

AN

1D you e 10 GeL 9 work auicky?
| ves
L)

—— CORVID Applet Window

3. Click the Build button to the right of "Background Color". This will display
the standard MS Windows Color chooser window.
\ Other parts of the page
/ designed with HTML
EXSYS, Inc Color 'l x
mk":r:'ﬂm = Basic colors:
e S
“rgemen |
e ||
Setting the Background Color
LCustom colors:
The first step is usually to set the background color for the applet window. The ==
default color is white, but many designs may want a different color. The color can FEEEEEEN. H;e‘ % ;ed P
be set individually for each screen, but it is easier to set a consistent background for e | Coloisgid Lu:. O ::::I—
all screens. Cancel | Add to Custom Colors |
1. Click the Properties Window icon.

File ‘Windows Run Registration Help

4. Select the desired background color and click the OK button.
| @@ 2 » 8 =¢

5. Click the Done button on the Properties window.

Properties Window

2. Select the Applet Options tab.
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—
| Applet Optione ||

Backgound Color: 0120102 [ [

Now when the system is run, the applet window will use the new background color.

This will display the “Default Variable Formats” window for setting the overall
system properties.

Changing the Way Questions are Asked

When the system is run, the first question is:

=lofx]
Do you need to get to work quickly? Default Format to Use Asking for a Variable
O Yes Other Graphics and Text:
T No
__Edt |
" Footer
0K |
Prompt Format: | Edit |
This is simple and clear, but there are many ways to change it. The quickest way to Vahie Fomat. | et |
change all the questions in the system is through the System Question Default
formats. These apply to all questions that the system will ask, and make it easy to Cance_|
consistently change the overall look of the system.
0K |

To set the Question Defaults, open the Variables window and click the Question
Defaults button. The easiest way to control the look and feel is to change the Prompt and Value
formats. Each question will be asked using the Prompt and, for Static List variables,
the values that were specified when the variable was created.




To control the formatting of the Prompt of the variable, click the Edit button right of

the Prompt Format edit box:

Prompt Format: |

This will display the “Edit Format” window.

[~ ContiolWidth=[25
|~ Control Rows = ]5—
[~ Indent = [
[~ Only show top N= [_

I~ Horizontal Scrollbar
[~ Vertical Scrollbar

Buttons:
|~ NoBACK button

[~ NoRESTART button
I~ Last Screen (No OK)

R
Font Defaults
iFont Name::
I Font Name;  [SANSERIF = T vidl
Default
I~ Size: |12 I Style: IPIain 'I
Make KB
Default
|~ Foreground Color: ||J,|J,|J . Choose | ToaikE
[~ Background Color: 255,255,255 D Choose | Default |
I~ Position: |Left 'I |~ Use TextdreaBox—
Char/Line = |
I~ Test'width = | s l_

There are a variety of options for how text is formatted. The top of the window sets
the font size and style. Since Java is portable across many platforms the number of

font styles is limited.
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The foreground and background colors for the text can be set in the same way as
the overall window background.

Here, make the text 16 point, bold and italic in Red. To do this:
® Enter"16" in the Size edit box.
® Click the "style" drop down list and select "Bold & Italic".

® Click the "Choose" button next to "Foreground Color" and select a
bright red

[V Size: |16 IV Style: |Bolditalic

|V Foreground Color: |255,D,0 .

Once the selections are made, click the OK button.

. Default Variable Formats =] 3]

Default Format to Use Asking for a Variable

Other Graphics and Text:
Edi_|
" Footer
Prompt Format: [ SIZE=16 STYLE=Boldtalic FCOLOR=255.0.0 _Edt |
Value Format: | __Edt_|

dit
Cancel |
oK |
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This shows the new Prompt Format style that will apply to all questions in the
system. (You can override the default format for any specific question by adding a
format for that individual variable.)

Now when the system is run, the first question appears:

Do you need to get to work quickly?
i Yes
C No

ok |

An image could also be added in the window. [f you wanted this image added in
each question, click the "Question Default" button on the Variables window.

Variables ®)

New con Prompt | ToBe | Optons | Lk | AskWih | AlkoAsk | Sendat
T | O

City_Stects [The number of gallons of gas in the cor

Swiclst | OynemicUst | Continuous | Collecion |  Confidence
* Numesic
¥ Lowslmdt O 1™ Uppes Lt
™ Irteges Ony
o
Edilome | Deieie here I
Limit 1o Vavisbles cortaring & Datr
 ~ r p—
__Usdve | r J—
Sott
@ Aoty Gumtin
© Ordes Cavoed Delsds
By Vet Type
By Type « Abhs Prevewsd |
I~ Show Advanced Options Done

This will display the “Default Variable Formats” window.

w. Default Variable Formats | =101 x|
Default Format to Use Asking for a Variable
Other Graphics and Text:
Edit |
" Footer

Prompt Format: | S1ZE=16 STYLE=Boldltalic FCOLOR=255,0,0 _IE‘?"t

Value Format: | Edit |
Cancel |

OK I

There are 3 parts to a question window:

1. Header - This is an area of graphics and text that appears above the actual
question.

2. The question itself — The variable prompt is displayed with an area for
input or selecting a value from a list. The formatting of this part is
controlled by the Prompt Format and Value Format settings, along with
options set for the variable itself.

3. Footer - This is an area of graphics and text that appears below the
question.

In this case, an image is to be added above each question, so it will be a Header.
Click the Header radio button and then click the Edit button to the right




This will bring up the Display Command window:

=lolx|
~— List of Display Commands
Uslets Edi78aid) Heplacs Format /idd Add Last

[ ~a—— Command being built or edited

u:v..wu Prop
[ | Disply | Insead | Fomat | Lk

 Image (PG orGI)
Eiowes By Formott
© Text

|
Edt

For Variahles:

 Te File
 Bows| I Use shot test for peompt
I Use shot teat for value
Cbutons | I Prompt ool - no vake
€ Display HTML
URL [ Biowse|
O

g [ (] e

e[|

This window has 3 main areas:

1. Alist of Display Commands - this is in the top edit box.

2. A window showing the command currently being built or edited.

3. A setof controls for building and formatting various display commands.
Since there are no Display Commands added yet, the list is empty.
To add a JPG image to the window, enter the image name in the Image edit box, or
click the Browse button and select the image to use. The default applet window
size is 700 pixels wide by 400 pixels high. (This can be changed to any value
desired). The image should be sized in pixels to fit in a portion of the window. For

example, in the default window, an image 300 pixels wide by 75 pixels high would fit
nicely in the upper left corner.
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s |
IMAGE "TrsysLogo pg”

£ Image WPG or GIF)
Exsyslogo.oy

Once an image is entered, or selected, the edit box for the current command will
show: IMAGE "filename", where filename is the name of the selected image file.
To add the command to the list of Display Commands, click the Add button.

Now the IMAGE command has been added to the Display Command List. That is
the only command needed, so click the OK button.

35
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. Default Variable Formats

Default Format to Use Asking for a Variable

Other Graphics and Text:

~=lolx|

o et IMAGE "“ExsysLogo.jpg”

" Footer

Prompt Format: | SIZE=16 STYLE=Boldbltalic FCOLOR=255,0,0

Edit

Value Format: |

Edit

Cancel
0K

The Default Format window now shows the image for the header and the Prompt

format.

Running the system now will display:

-,

EXSYS

Capture Knowledge
Deliver Answers™

Do you need to get to work quickly?
C  Yes
T No

_ o |

Every question will have the image at the top.

It is easy to build screen designs that are portable across browsers and operating

systems.

Formatting the Results
When the system is run with input:

Need to get to work quickly: NO
Gallons of Gas: 8

Driving Conditions: GOOD

The results are:

The driving conditions are good

Do you need to get to work quickly? No
The number of gallons of gas in the car 8.0
Go to work via the Highway Conf=10.0

Go towork via the Coast Road Conf=30.0
Go to work via the City Streets Conf=10.0

These are the correct results based on the logic, but it would be better if the user
input was not displayed and the routes recommended were arranged in order of
Confidence value, rather than the order of the variables in the system.

To do this requires editing the RESULTS command in the Command Block.

Click the Command Block icon to display a Command Block window:
JEETE

Command Block Select Block 10 Digplay:
[Commend Block 2 -] _EdtNeme

X | e | P o | | =
Control Cormmand ,—
||| e | e | e | feeiz

‘Whike
J'J Comment Cancel |
|

T e |
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This will be a new Command Block window and is labeled "Command Block 2". = |
. ) Command Block Gelect Dlock to Display:
The block that was added earlier was "Command Block 1". To see that window, Commend lack 1 =] Edte |
click the drop down in the window title and select "Command Block 1". X[ o (e | o o - tne:2
DFRIVF CNNF
1 e =lnid 1 Click RESULTS to select it
Command Block H —
N (] 2. Click the EDIT button
N
Click the drop down
and select "Command Block 1" e p— I
I Add Below Add Above kat ﬂl_l
‘Whie RESULTS
_Fa | s ]
Conlsck Conmand T g Done |
[ G JI I T
‘Whic
_]'" Commen: Cancel |
= = [
| This displays the Commands building window that was used to build the RESULTS
command.
This will display the Command Block that was entered earlier.
[ EEEEE— [
— Commands
I ~Bx Variables T Blocks T Reset T Extemal T Control T Results T Title. T Reports
fEaies & Display Default Results Screen:
X[ (| | | | =% L El
—
< o
Servlet Template to Use:l— Browse Edit
" Display File of Corvid Screen Commands:
| Browse New Edit
Corol Command _ Sewvlet TemplatetoUse=[~_Browse
.
| Lpsiwon | [assnoore | | Es|
" Display HTML page
Browse
_l‘ |Conmem Cancel | I
*I Doce | Command: |RESULTS
Cancel
To edit the results, click the RESULTS line to select it and then click the Edit button.

The Display Results radio button is selected, but the list of commands under it is
empty. When this is empty, the default is to display the value of all variables used
in the system. This is changed by adding Display Commands associated with the
RESULTS command.
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To do this, click the Edit button under the Results section.

This shows the Display Command window that was used before to add a Header to

the questions.

This time it will be used to build a set of commands to display the results.

Display Commands =10 x|
Conends
oeae | FavR@A | | Reploce | | Fomw sad ||| baALo
[
€ Vel I
-] Ouply | tnstend | Fomat Lk
 Image PG o GIF)
Bowe] | ou Fomat:
© Ten I
ER
~ ForVaritles:
o "“‘“‘— | [T r—
I~ Use shor et fox vaboe
Couons [ 4] oo s o vkl
 Display HTML -
VR Biowse|
Frame.
 galfedes (] ool
e | ]

The list of commands is empty. A good results screen should explain to the system
user what the results mean, and display the recommendations in the most useful

way.

This will require adding 2 commands:

1.
2,

Text explaining the content of the results screen.
A list of the recommended routes, in order of confidence value.

This is done in the Display Command window. First use the "Text" edit box to enter
the text: "The recommended route(s) are:"

@ Tent

The recommended route(s) are
\1 . Enter text

2. Click Edit——mm—_€dt_|

Then click the Edit button on the Format tab. This will allow the formatting of the

new text.



v Size: |14 IV Style: [{ERRRIEI

In the Format window, select a Size of "14" and Style of "Bold&ltalic". Then click
the OK button.

Delele Ed/Buid Replace l Furiiig, | Add ! AddLMI

[T_[X'l "The recommended route(s) are:" FOMMAT: SIZC-14 STYLC-Doldiltalic ~ssfiffmm

This returns to the Display Command window. The command that was built is
shown in the edit box. Since this is the command wanted, click the Add button to
add it to the list of display commands.
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TEXT "The recommended routels] are:"" FORMAT: SIZE-14 STYLE-Boldbitaic

That will provide an explanatory heading. Now to add the list of selected routes.
The routes are the only Confidence Variables in the system, so first you want to
display all the Confidence Variables:

Click on the dropdown next to the "Variables" radio button and select "Confidence".
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[conFioEnce

% Vadiahles Prop. '
[CONFIDFNCF v

Inchyde th

I Mest the test. (Nyeplaced by variable name)
[

I~ Have the "Final Resuls Display' flag set
I Usen provideed the valee

Soit Corfidence Variables
’V € Awondng Doscendng @ MoSart

Froperty

I~ Add this Property to ol Varisbles:

This command alone would display all the Confidence Variables, but they would not
be sorted in order of confidence value. Also, some combinations of input would
include routes that are given negative values - meaning they are NOT
recommended, and should not be displayed.

The list of displayed Confidence values can be limited by using the options on the
Display tab.

Instead T Format T Link.

i~ Include only variables that:
[~ Meet the test: (‘#'is replaced by variable name)

|~ Have the "Final Results Display" flag set
I~ User provided the value

)

~ Sort Confidence V.

" Ascending " Descending & NoSort

P,
[~ Property

[~ Add this Property to all Variables:

The first step is to arrange the list of displayed Confidence Variables with the
highest confidence value at the top. This is done using the "Sort Confidence

Variables" options.

Sort Confidence Variables
’7 " Ascending Desc ¢ No Sort

Select the "Descending" radio button. This will have the highest confidence value at
the top, with the others arranged in order of confidence value.

The next step is to make sure that only Confidence Variables that have a value
greater than 0 are displayed. (Ones with negative values are not recommended - in

fact they are specifically rejected.)

This is done from the "Include only variables that:" section.

Include only variables that:
IV Meet the test: ['#'is replaced by variable name)

1> 0




The "Meet the test" section allows entering a Boolean test expression. The value of
the Confidence Variable must meet this test to be displayed. In order to make the
test apply to each variable in turn, the "#" character is used to represent the NAME
of the variable. This allows quite complex tests in advanced systems, but most
systems only need the value. This is indicated by using the name of the variable in
square brackets [#], which in the test expression will be the value of the variable.
For example, if there is a variable [COST], using [#] > 0 will have the # replaced by
COST making [COST]>0 as the test expression for the variable [COST]. This will
be repeated for each variable allowed by the command (e.g. all confidence
variables). Each will have the # replaced by the name of the variable, and the
resulting test expression evaluated.

To only allow Confidence Variables that have a value greater then 0, enter the test
expression
[#1>0

The test expressions can be quite complex, but most are simple limits such as this
one.

That is all that is needed to limit the display to variables that have a value greater
than 0.

Delete Edit/Build ] Replace. Format Insent Add Last ]
[CONFIDENET (IMIT- (8] > 1 SONT- DEGCTNDING ~atlif—

The command is displayed in the edit window. Click the Add Last button to add the
new command as the last command in the Display Command list.
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TEXT "The recommended routels] are:"” FORMAT: SIZE-14 STYLE-Boldbitaic
CONFIDFNCE LIMIT '{#]> 0" SORT DFSCENDING

That is all that is needed to display the results.

Usually all user interface screens have an OK button to continue processing. This
would also happen here, but clicking the OK button would just display a "System
Done" message. This can be avoided by not including an OK button. To do this,
add one more command on the Results screen.
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This time click the drop down list next to "Buttons" and select "Last Screen (No
OK)". These buttons do not take any formatting options, so just click "Add Last" to
add the command to the end of the list.

Lommands

TEXT "The tecommended route(s) are:” FORMAT: SIZE=14 STYLE=Bokdkltaic
CONFIDCNCE LIMIT: "{#] > 0 SONT: DESCCNDING

BUTTONS: LastScreen

Those are all the display commands needed, so click the OK button.

This returns to the command builder, but now with the new Display Commands in the
list under "Display Default Result Screen". These new commands that were entered
will be used whenever the RESULTS command is added to the Command Block.

X

Commands
Variables | Blocks | Reset | Ewemal | Conwol | Results | Tie | Repors

(* Display Default Results Screen:

TEXT "The recommended route(s) are:” FORMAT: SIZE=14 STYLE=Bolditalic =
CONFIDENCE LIMIT: “[#]> 0" SORT: DESCENDING

BUTTONS: LastScreen

o o

Sewlet TemplatetoUse=[— Browse

" Display File of Corvid Screen Commands:

| Browse New Edit
Sewvlet TemplatetoUse= [~ Browse
" Display HTML page
Browse
Command: [RESULTS
Cancel
0K
Click the OK button to return to the Command Block.
I Command Block: Command Block 1 I e [=] |
Gelect Dlock to Display:
Command Block l—_][_bmmmd eon o
X[y (e | | o[ o || % fo=:?
DERIVE CONF
Control——————— Command = -
[ Addsolow | Addbove | [ Eat] Lol
e | RESULTS
_lFo( Comment Cancel
Frd Uankol [srnnmn l |
Done.

Click the Done button, and you are ready to run the system with the new interface.

Click the Run icon:

=

Exsys CORVID
File Windows Run Registration Help

-l o@e = »| & sl

X




Input the answers:
Need to get to work quickly: NO
Amount of Gas: 8
Driving conditions: GOOD

Before the results looked like:

The driving conditions are good

Do you need to get to work quickly? No
The number of gallons of gas in the car 8.0
Go to work via the Highway Conf=10.0

Go to work via the Coast Road Conf=30.0
Go to work via the City Streets Conf=10.0

This time they appear:

The recommended route(s) are:
Go to work via the Coast Road Conf=30.0
Go to work via the Highway Conf=10.0
Go to work via the City Streets Conf=10.0

The heading has been added. The user input is not included. The routes are
sorted in order of value, and no negative values are included. The OK button has
been replaced with a Restart button.

There are many ways to format and control the results screens. Experiment with
some of the other options to see their effect.

Backward Chaining in Exsys Corvid

Backward Chaining is one of the most powerful capabilities in Exsys Corvid, and a
good understanding of it is fundamental to building many knowledge automation
expert systems. Backward Chaining allows larger problems to be broken into small,
easily defined sections, which are automatically used by the system when, and if,
they are needed.

Even though Backward Chaining is very powerful, it is quite easy to use - in fact, it
just happens. If the system needs to know the value of a variable, and it has a rule
that allows Corvid to derive the value for that variable, it will automatically execute
the rule to obtain the value. This can happen over many rules and is recursive for
as many layers as needed. You simply add rules that assign values to variables
that are tested in other rules. The Backward Chaining rules can be put anywhere in
the system. When it needs them, Corvid will find and use the rules.

Backward Chaining is referred to as Goal Driven. When run in a backward
chaining mode, the system always has a "Goal List" of the Goals it is trying to
achieve. This list is fundamental to backward chaining. Each item in the listis a
Corvid variable. This could be a numeric variable such as a weight or cost, a
multiple-choice list or other types of variables that can be assigned a value.

The top variable on the list is the one that the Inference Engine is actively trying to
find a value for. To get that value, the Inference Engine will try to find rules that
could be used to derive, or set, a value for the variable. If such a rule is found, the
IF conditions in the rule are tested to determine if the rule is true. If there is enough
data already in the system, the IF conditions of the rule may be able to be
immediately determined to be true or false. If they are true, the rule can be used to
set the value for the top variable on the Goal List. If the rule is determined to be
false, the rule is discarded. However, if there is not enough data to tell if the rule is
true or false, the Inference Engine determines what additional information it would
need to evaluate the rule. This results in the system putting a new variable on the
top of the Goal List. This becomes the new active "Goal" to be evaluated. This
variable is needed to evaluate the rule being tested, but for the moment, that rule is
ignored and the Inference Engine concentrates on finding a value for the new top
variable on the Goal List.

As variables have values assigned, they are removed from the Goal List. The next
variable in the list becomes the new top variable being actively worked on. This
process continues until all relevant variables have been assigned values, including
the initial variable that started the process. Once that starting variable is assigned a
value and removed from the list, the process is complete.

Understanding backward chaining is very important, so let's work through a simple
case in datail. In Corvid the top level Goal is established by a command from a
Corvid Command Block. A simple command that would start backward chaining is
"Determine if recommendation X is valid". In Corvid, the recommendation would be
associated with a specific Corvid variable. The top level Goal will be to find the
value for that specific variable. The actual command may be to find the values for a



group of variables, such as all Confidence Variables, but they will be handled one
variable at a time.

The variable the system is trying to establish a value for becomes the top-level
Goal. Corvid looks through all the rules to find any rules that assign a value to that
variable in their THEN part. These are the rules that are relevant to that variable.
They are rules that potentially could set the value of the variable, but until there is
more data, they cannot actually be used.

Corvid then starts sequentially testing the relevant rules in order to see if they are
true. Typically, each rule's IF part will be made up of Boolean tests using other
variables. To evaluate the Boolean tests, Corvid needs to know the value of the
variables used. The first variable that is needed becomes the new top-level Goal,
pushing the old top-level goal down one level in the list.

Corvid now repeats the process of looking through all the rules for a rule that
assigns a value to the new variable now at the top of the Goal List. If a rule is
found, this rule is tested to set a value for the current top-level Goal, and the
conditions in its IF part are tested. This may lead to another variable becoming the
top-level Goal.

The process is repeated until there are no rules found that could be used to set a
value for the current Goal. Since it cannot be derived, Corvid will then ask the user
for the value of that variable. The user input sets that value for the variable, and it
can be removed from the Goal List. The next goal in the list again becomes the top-
level goal, but now there is additional information. The Goal variable may be able to
be assigned a value, or other rules may need to be tested to set the final value.

At some points, there may be many Goals in the list. As each Goal variable is
assigned a final value, it is removed from the list and the next Goal again becomes
the top-level Goal. Evaluating that Goal may result in the Goal list growing again,
and eventually shrinking. This process continues until the initial variable is assigned
a value and all variables are removed from the Goal List.

This may seem confusing at first, but is actually quite simple. The best way to
understand it is to read about an example. A backward chaining rule will later be
added to the "How to get to Work" system.

Example:

This example shows how backward chaining works in Corvid. It shows how the
Goals in the system change, and how Backward Chaining can be used to
modularize a system.

The system is to help first-level support staff prioritize support requests. It makes
sure that the best customers get priority and receive a response within 4 hours.

When building a Backward Chaining system, start with the highest-level rules and
then add more detailed rules that will be called by backward chaining.

At the highest level, the system is one rule:

IF

The customer should receive priority service
THEN

Call within 4 hours

A Command Block would tell the system that the initial Goal is to find a value for the
variable [Call_in_4 hours]. This becomes the top-level Goal in the list.

Goal List:
1. Determine if the response should be within 4 hours.

The system would look through the rules (only 1 rule so far) and find the rule with
the Goal variable in the THEN part. This rule could potentially set the value for the
Goal variable, so it would be tested.

To determine if the relevant rule is true, and can be used to set a value for the Goal
variable, the system needs to determine if the IF conditions are true. In this rule,
that requires determining if "The customer should receive priority service". So that
becomes the new top-level Goal.

Goal List:

1. Determine if the customer is a Priority customer.
2. Determine if the response should be within 4 hours.




Remember, to the system, ONLY the top-level Goal matters at the moment. So
now the Inference Engine will temporarily stop trying to set a value for the "respond
in 4 hours" goal, and concentrate on the new top Goal, "Priority customer”.

Since there are no other rules in the system, the system has no way to derive the
value from other rules. When there is no way to derive a value, all the system can
do is ask the system user. Once the user answers the question, the value for "The
customer should receive priority service" will be known, and that goal can be
dropped off the Goal List. The Goal List would now return to the original goal of
determining if the response should be within 4 hours. If the customer was
determined to be a priority customer, the single rule in the system can be used to
determine the value for that Goal, and the session would be done. If the customer
was not determined to be a priority customer, there are no rules in the system that
would allow setting a value for the "respond in 4 hours" variable.

In reality, asking the system user if "The customer should receive priority service" is
probably not a reasonable question to ask since the staff may not have the
background to answer it correctly and consistently. Instead, the system can be
expanded to make it much more capable and less subjective. These additional
rules will automatically be used by backward chaining.

First, start with the same rule as before:

IF

The customer should receive priority service
THEN

Call within 4 hours

There is also the same top-level goal:

Goal List:
1. Determine if the response should be within 4 hours.

Since directly asking the system user if "The customer should receive priority
service" is not a reasonable question that they can answer, additional rules will be
added to derive the value. The user should only be asked questions they can
unambiguously and objectively answer. The values for questions that are
subjective should be derived from the objective data. To implement this, add a set
of rules that specify when a customer should receive priority service. These rules
will ask the user more objective questions and derive the needed information.
Backward chaining will automatically use these rules to derive the value for the
"Priority customer" question.

In this case, add 3 rules that identify a priority customer:

IF

The customer purchases are over $250,000 per year
THEN

The customer should receive priority service

IF

The customer works for a Partner company
THEN

The customer should receive priority service

IF

The customer's company has significant growth potential
THEN

The customer should receive priority service

Now when the system runs, the same initial Goal is set by the Command Block.
The same first rule is found and tested, setting the new top-level Goal to determine
if the customer is a Priority customer.

Goal List:

1. Determine if the customer is a Priority customer.
2. Determine if the response should be within 4 hours.

However, now the system has rules to derive if the customer is a priority customer
and these rules will automatically be used rather than directly asking the user.

Each rule will be tested in order. The first rule found is:
IF
The customer purchases are over $250,000 per year
THEN
The customer should receive priority service

The IF condition in that rule becomes the new top-level Goal:

Goal List:

1. Determine if the purchases are over $250,000.
2. Determine if the customer is a Priority customer.
3. Determine if the response should be within 4 hours.




The system would automatically search for any rule that would set a value for the
"Purchases over $250,000" variable. There is no such rule in the system, so the
data would have to be asked of the user, or obtained from an external source such
as a database. This is a much more reasonable question to ask of the user. If they
have access to a sales database, they can check to see the volume of sales. (In
practice this would more likely be done automatically by the Corvid system, which
can interface directly to external databases.)

Suppose the answer is that the customer's purchases are $20,000. The top-level

Goal on purchase amount now has been satisfied and it is dropped off the Goal List.

Goal List:

1. Determine if the customer is a Priority customer.
2. Determine if the response should be within 4 hours.

The next Goal in the list, "Priority Customer" again becomes the top-level Goal and
the rule associated again becomes the rule being tested.

IF

The customer purchases are over $250,000 per year
THEN

The customer should receive priority service

Based on the value of the customer's purchases of $20,000, the rule can now be
determined to be false, so it will be discarded and cannot tell us anything about the
top-level Goal variable.

However, there is another rule in the system that could also provide information on
the top-level Goal variable:

IF

The customer works for a Partner company
THEN

The customer should receive priority service

So that rule is now tested. The variable used in the IF part of that rule becomes the
new top-level Goal.

Goal List:

1. Determine if customer is a Partner company.
2. Determine if the customer is a Priority customer.
3. Determine if the response should be within 4 hours.

There are no other rules that allow the "Partner company" variable to be derived, so
the user is asked if the customer works for a Partner company. This is a
reasonable question to ask the user since the number of partner companies is
probably reasonably small, and well known.

If the customer is from a Partner company, the value of the top "Partner Company"
goal will be true, and it will be dropped from the Goal List. This put the "Priority
customer" goal back on top. Since the customer is from a Partner Company, the
rule being tested assigns the customer as a "Priority customer”, and that goal is
dropped from the Goal List. Now the list is back to the original "Respond in 4 hours"
goal, and the original rule in the system. Now that rule can be determined to be
true, and the "Respond in 4 hours" goal determined to be true. Since that is the
last goal in the list, the system is done.

Adding One More Layer of Chaining

In this example above, this time assume that the customer is not from a Partner
company and did not have sales over $250,000. This will eliminate the first 2 rules
for deriving the "Priority customer" goal. After the Partner company rule, the next
one that would be tested is:

IF

The customer's company has significant growth potential
THEN

The customer should receive priority service

This may also be a question that the typical system user could not answer. To
enhance the system, it needs a few more rules to explain which customers have
"significant growth potential”". One option would be to have the Sales Manager
write a few rules that describe how to identify a company with significant growth
potential. The following rules could be added:

IF
The company is a Fortune 100 company
THEN
The customer's company has significant growth potential

IF

The company has been a customer for many years
THEN

The customer's company has significant growth potential



If the system needed to know if the company had significant growth potential, the
new rules would automatically be called and the user would be asked these more
objective questions. (In a real system, this data might come from a database that
kept information on customer companies.)

Backward Chaining allows complex problems to be broken into small modules.
Starting with the highest-level description of the rules that solve the problem allows
a working system to be produced very quickly. If the questions it asks are not at the
appropriate level for the intended system user, rules could be added to derive the
information from simpler questions.

This shows the rules in the system and how individual rules call other blocks of
rules.

IF
The customer should receive priority
service
THEN
Elevate to top level support staff and call
within 4 hours
IF
The customer purchases are over $250,000
per year
THEN
The customer should receive priority service
IF
The company is a Fortune 100 IF
company The customer works for a Partner company
THEN THEN
The customer's company has The customer should receive priority service
significant growth potential
IF
IF « The customer's company has significant
The company has been a growth potential
customer for many years THEN
THEN The customer should receive priority service
The customer’'s company has
significant growth potential

A system can be started with high-level rules that describe the decision-making
process and expanded to whatever level is needed by adding blocks of rules that
cover specific detailed aspects of the decision.

Also, the blocks can be used in more than one area. If another part of the system
needed to know if a customer should receive priority service, it would automatically
invoke the same block of rules to derive the value.

If there is another criterion that determines if a customer is a "priority customer”, all
that has to be done is to add another rule that sets the value. That new rule will
automatically be called and tested in any situation where it might be relevant.

Comparison of Inference Engines to Traditional
Programming

The Exsys Corvid backward chaining Inference Engine makes system development
and maintenance much easier. When first exposed to IF/THEN rule logic, it is easy
to confuse it with the simple IF/THEN statements of computer languages such as
C++ and BASIC. However, the Inference Engine is fundamentally VERY different
and much more powerful. In a typical programming language, there can be nested
IF/THEN blocks, but if a deeply nested IF/THEN relationship is needed by another
section of the code, it can only be called by duplicating the code, or making a
function that can be called from several places. A standard program will not simply
and automatically "call" the necessary section of computer code just because it
exists in the system - yet this is exactly what the Inference Engine does.

In backward chaining, if any rule assigns a value to variable X, that rule will
automatically be used whenever another rule being tested needs to know the value
of X. Rules can be anywhere in the system, and there does not need to be any
explicit linking of rules. Having 2 rules that use the same variable is all that is
needed to link them.

This rather "free-form" nature of the rules in a Corvid system makes development
very simple. You just provide the IF/THEN rules needed to make a decision, tell the
system what to derive and the Inference Engine does the rest. Questions are
automatically asked in a focused manner and, only relevant questions that cannot
be derived from other rules, are asked.

Frequently, a programmer will look at the IF/THEN rules in a simple system, such
as those used to demonstrate concepts, and say "l could just program that in a few
lines of Visual Basic". For very simple systems, that is true. However, if the
system grows even a modest amount, the problem can rapidly become very
complex to program by traditional techniques. It requires far more than just nested
IF/THEN statements to handle cases where there can be multiple sources to derive
a fact, multiple uses of the same rules, or many levels of derivation that may
depend dynamically on user input.

Traditional code can rapidly become very complicated in order to handle all the
situations. It becomes even more complex dealing with the issues of adding new
rules and maintaining the system. Adding even a single new rule with traditional



programming could be quite difficult, and if not added correctly, could have ripple
effects that would be difficult to detect and fix. With Corvid adding a new rule is
easy and it will automatically be used where it is needed.

For systems of any significant level of complexity, the only approach that works is to
handle the rules as "data", rather than incorporating them in the actual code of the
system. Then, writing a program to process the rules as "data". This is what the
Exsys Corvidinference Engine does for you. Attempting to build a robust expert
systems by traditional programming techniques will usually be much more
expensive and far less likely to be successful or maintainable.

Forward Chaining in Exsys Corvid

In addition to backward chaining, Exsys Corvid also supports Forward Chaining,
and several hybrids between the two methods.

Forward chaining is conceptually much simpler than backward chaining. The rules
are simply tested in the order that they occur. If a variable is needed to determine if
arule is true or false, and the value of that variable is not known, the variable is
asked of the user. If a rule is determined to be true, the assignments in the THEN
part add data to what the system "knows", and can be used in subsequent rules. If
arule is determined to be false, it is discarded.

Forward chaining systems are "data driven" in that a set of data is simply processed
by the rules with no specific defined Goal. Forward chaining systems typically
execute faster than backward chaining ones since there is not the overhead of
dynamically determining what to ask when. However, forward chaining asks less
focused questions and is not as good an emulation of a human interaction with an
expert. Also, the order of questions is very dependent on rule order. Forward
chaining is well suited to monitoring systems where a set of data is available at the
start of a session. The logic in the rules is applied to the data to produce results,
but it does not matter in what order the system uses the data.

Backward chaining is much more useful for systems that emulate a human
decision-making process. A human expert intuitively thinks: "The cause could be X.
To determine that | need to know the value of Y, but to find Y, | first need to know
Z". This is the same sort of chain that a backward chaining system would produce
from rules. A backward chaining system asks questions in a focused manner and
only asks questions if and when the data is actually needed.

Exsys Corvid also supports hybrid approaches where the basic system uses
forward chaining, but allows backward chaining to derive needed values. This
combination can provide the best of both approaches and is often very effective.

Adding Backward Chaining to the Demo System

In the system for deciding on the best route to take to work, there is a question that
asks the system user if the driving conditions are "good" or "bad". This information
is then used to decide on routes. This works, but the determination of when the
conditions are "good" or "bad" is subjective and different users might answer in
different ways.

This can easily be corrected by using backward chaining. The current system does
not have to be changed, just a few more rules added. The system could ask more
specific and easily answered questions about the weather and then set the more
subjective value for "good" or "bad".

For example, you may consider the driving conditions to be bad if:

e ltis raining or snowing

e ltis foggy

e ltis night

e There is snow or ice on the road

First add 3 new variables:

1. Name: Time_of_day
Prompt: The time of day is
Values: Daytime
Nighttime
2. Name: Weather
Prompt: The current weather is
Values: Clear
Raining
Snowing
Foggy
3. Name: Snow_on_road
Prompt: Is there snow or ice on the road?
Values: Yes

No
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These variables can be used in a new Logic Block to set the value for the | 2]
"Driving_conditions" variable. However, only a single value should be set - the 2 — —
system should not set both "good" and "bad" at the same time. Many answers can o oom Sulecielioy M L
set "bad", but only one path will select "good". T
ggrs'm_ s 1. Glick the 2. Select the "bad" value
K . Driving_conditions
Start a new Logic Block by clicking on the Logic Block icon. K= varizble
3. Click Add to List
Add ok Indvdudty | AddElinUne e |
The first node to add is the Time_of_Day variable, with one node for each of the Z2l
possible values. " | et E
= Nodes to Add
- Time_of_day = daytime "E‘%i;_ ,"“—
b Time_of_day = nighttime © comee || e ] ]

1 Confidenco I~ Seawh Puomgls / Velurs
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The "Time_of_day = nighttime" node is easy, it sets "Driving_conditions" to "bad" L | o |
and no further questions need to be asked. Click on the "Time_of_day = nighttime"
node to select it: . . . o o B

To do this, select the variable to assign a value to, in this case "Driving_conditions".
T 5 The possible values will be displayed in a list on the right. Select the value to

assign, in this case "bad". Then click the Add to List button.

Add To Block 1 x|
THEN Assignment Nodes
New /Edt Static List Expression Collection
\ !a_;“.; ;: o= Select Values I~ Show Full Value Test
1. Click to select M— -
ick_to_work_quckly
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2. Click the THEN Variable button T on tighmy
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Click the “THEN, Variable” button. This will display the window for adding nodes. ey
. . . . . . . Confidenco |
However, this time it will be used to ASSIGN a value to a Static List variable. fo e e
@ Mooy ‘ Lo Lt ‘ Carncel
 Order Entered Block Var o I

The assignment is displayed in the "Nodes to Add" section, so click the “Done” button.
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This will add the assignment node to the Logic Block. This time IF node should be built for the variable "Weather", so click on Weather to
select it.
Time_of_day = daytime =
= Time_of_day = nighllime Building Tesl Condilions - Enler one or more lesls
_’ Dliving_condilions = bad New /Edt StaticList | Expessin | Colection
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Get_to_work_quickly foaay
Highway
If the system user says it is nighttime, you know the driving conditions are bad (at T
least in the context of this system) and you do not need to ask any other questions. \
However, if it is daytime, you need more information. A new IF node group should
. . . . acl dually | nUne |
be added under the "daytime" value. To do this, click on the "Time_of day = = B
daytime" node to select it and click on the "IF / Add / Below" button. — = u
=lolx| £
Lgic Block Select Block to Display: o = Nodes to Add
|LogicBlock 4 | _EdtName | o S —
S Dymame
. 7 Conuus |||/ LB ]
X | | | | com (] o (m] =% Eid e
- [ - Seaich Prompts / Values
Time_of_day = daytime
8 e \ Sat Lt Lot — [ Nemove
1. Click to select "daytime" s %Lj‘—J o |

2 Clethe ik ANDY Belowrbutlen If the system user selects rain, snow or fog, the "Driving_conditions = bad" value

‘ : L — — will be set. Since there is not logical distinction between the values in this system,
[ 52 R — ‘ those 3 values should be added to the same node.
—tbore|
e e o | sonton— .
__Below | e A _Go | [ Cancel| To select the 3 values in the same Static List T Expression T Collection
Above_| S
tohe | [ claf| D] T omes node, hold down the “Ctr” key and click || selectvalues I~ Show FullVakse Ten

on each of the values. When all are
selected, click the Add to List button.

1. Hold the Ctrl key and click
each value to select them all

2. Click Add to List

Add Each Individually | + Add Allin One ltem |

Add to List I

The current weather is raining OR snowing OR fogay ;I




Then add the last value as a separate node by clicking the “Add Each Individually”

button.

Building Test Conditions - Enter one or more tests

New /EdL Static List Expression Coliechon

Amoun_ol_gas Select Values I~ Show Ful Vaiue Test
clox

ASSEachingidish| _AdthnOmien |
|

Nodes to Add
Wealher = iaring. sriow

Include: Find

v Stae ,—

7 Dynammic

¥ Contruous ZFind | L |

[% Colecton

 Cont I™ Search Prompts / Values

L I LmtList Remove

= Ahabeticaly Lt List Carxcel
 Ordes Enteced Block Var

This will add two nodes.

Nodes to Add

Weather = raining,
Weather = clear

Edit Remove
Cancel

Click the Done button to add them to the Logic Block.

=- r Time_of_day = daytime
Weather = raining, showing, foagy
=l I_ Time_of_day = nlghtlll'm:'.
— Driving_conditions = bad

If the weather is raining, snowing or foggy, there is enough information to set the
value for the variable Driving_conditons. Click the "Weather = raining, snowing,
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foggy" node to select it. Click the "THEN / Variable" button.

.ol

Logic Block Select Dlockto Display:
o Wﬂ it Name |
X[ | | EcEtE o | - Line?

=T Time_of_day = daytime
Weather = raining, snowing, foggy

1. Click to select

2. Click THEN/ Variable

Node

LA UEY The cument weathe i tairing OR _Find | A |
Below | oy O foogy I~ _ MeloBlock
—above ||| Command | A
Same Lovel | Saae]
Hokow_| G G tio _Carcel |
_Above | Togelhen <|>f| <«l>]| I comes

[ Dow 1}

As before, in the Add Node window, select to set the value of the variable
Driving_conditions to "bad".

This is the only node to add, so click the “Done” button to add the node to the
Logic Block.

jijA.mv.. Block E X

THEN Assignment Nodes

New /£t Static List Expression Coloction

Select Values I Show Ful Vakus Teat

Y

2. Select Value to assign
1. Select variable

3. Click Add to List

Ao
e oo -
= -]
odes to Add
Inchude: Find
 Saie
P Dynamic
¥ Contiouus L il
7 Colociin
7\ Corbidence ™ Seach Prompts / Vakues
o | el £ Ronore
& Alphshesealy Limi List Cancel
 Order Entered Block Var
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= [T Time_of_day = daytime
- Wealhel = laining snowing fogay
-
L weather = clear
B L Time_of_day = nighttime
= Driving_conditions = bad

Now the Logic Block needs to include nodes for the case where it is daytime and
clear, but there may still be snow or ice on the road from a previous storm. This will
be another set of IF nodes. To add it the logic, click the "Weather = clear" node to
select it, and click the "IF / AND / Below" button.

oo FEE] |
tl:‘i‘l?:::‘:“""” e
x| % & | =% Ling:4
=T Time_oL_iop - dotme
' L <—
s e — | _Fod | 15|
po ]| [ I _Metiock
—Abore_|
e _Commsnd | - Gt —
L Concd |
e e ——
—
This time the variable that is T3 To ook =
. Building Test Conditions - Enter one or more tests
needed is the : ’
New/EQt Staliclit | e | Colecton
"Snow_on_road" variable. SelectVolues I Shom FullVaun Text

Click this variable to select it
and then click the "Add Each
Individually" button to add a
node for each of the 2
possible values.

No

]
E
Nodes to Add
Inchider Frd
@ State
¥ Dynamic.
¥ Continuous Frd
rE Corki I Search Prompts / Valves.
Sont
I~ Limk Lt E@ Remove,
 Alphabeticaly Limk List Cancel
€ Ordes Ervernd Block Viw |

Then click the “Done” button to add the nodes to the Logic Block.

-~ Time_of_day = daytime
= r ''''''' Veather = raining, snowing, fogay
= Driv |ng_u_.u_ru:1|t|-_n|... = bad
= L Weather = clear
- [ Snhow_on_road $
Snow_on_road = No
= L Time_of_day = nighttime
= Driving_conditions = bad

Now values for the variable Driving_conditions can be set in the two new nodes.
Click the "Snow_on_road = yes" node to select it. Then click the "THEN / Variable"
button. Just as before, add a node that sets "Driving_conditions = bad".

- [T Time_of_day = daytime
= I- Weather = raining, showing, fogagy
= Driving_conditions = bad
= L Weather = clear
=N Snow on_road = Yes
-
L Snhow_on_road = No
= I_ Time_of_day = nig
= Driving_conditions

Now, click the "Snow_on_road = No" node to select it and then click the "THEN /
Variable" button. This time add a node that sets "Driving_conditions = good". This
is done the same as before, but select the value "good".

=-[T Time_of_day = daytime
B[ Weather = raining, snowing, fogay

= Driving_conditio bad
= L Weather = clear
= r Show_on_road =Y
= Driving_conditions = bad

= |_ Snow_on_road = No
5
= L Time_of_day = nighttime
= Driving_conditions = bad




This now completes the Logic Block. The variable Driving_conditions will always be
assigned one, and only one, value by any path through the Logic Block. This
assures that the variable will always be derived by asking questions that are easier
for the system user to answer.

To check the logic, click on various nodes and look at the Rule View window.
For example, click on the "Driving_conditions = good" node and the Rule View
will show:

ioix)

Rule Yiew

F B
The time of day is daytime
AND: The current weather is clear

AND: Is there show or ice on the road? No

THEN:
The driving conditions are good

=

Node Rule
I Compress | >| Z >| Close |

This is exactly what was expected. Click on the "Driving_conditions = bad" just
above it and the Rule View will show:

=

Rule View

[F: =]
The time of day is daytime

AND: The current weather is clear

AND: Is there show or ice on the road? Yes

THEN:

The driving conditions are bad

=
Node Rule
I Compress | >I = >I Close |
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That is all that is needed to add rules for backward chaining. There is no need to
explicitly link these new rules into the old rules. All that is needed is a rule,
anywhere in the system, which sets the value of a variable that is needed in another
rule. Since these rules set the value of the variable "Driving_conditions", they will
automatically be used by the Corvid Inference Engine whenever the value for
"Driving_conditions" is needed.

To see this, close the Logic Block by clicking the Done button on the block.

Logic Block: i =1olx|
' Select Block to Display:
LoglcBlock |LogicBlock 4 =] _EdtName
% (R | || o || =% ting:

ugyy

8- dayt

THEN——

[ ~AND ‘ The diiving condiions are bad
E = WEEEEE
__fbove |

| | GooLne [

~Nods——-Rule—— Go|

Then run the system by clicking the blue triangle icon. ’ I

The system will start with the same 3 questions as before:

1. Do you need to get to work quickly?

2. Are there traffic problems on the highway?

3. Number of gallons of gas in the car
Previously the next question was about the driving conditions. Now instead of
asking that question, the system asks about the "Time of Day". This is because it

has automatically called the new rules that were just added to derive the value of
the Driving_conditions variable.



The system will only ask enough questions to set the value for Driving_conditions.
If you answer the first question "night", the system knows the value of
Driving_conditions is "bad" and does not need to ask additional questions. If you
answer "day" it will ask additional questions until a value is set. Once the value
for Driving_conditions is established, the system can finish the session and
display the results.

Build from the Top Down

Backward chaining is a very powerful technique. It allows complex problems to be
broken into smaller parts that can be handled by a small block of logic. The
Inference Engine will automatically pull all the rules together to derive values
whenever possible and ask the appropriate questions.

For many systems, it is best to start the system by describing the logic at the
highest level. Once that is working and giving the correct answers, consider if the
questions are appropriate for the intended system user. If they are not, use
backward chaining to derive the values of the variables that should not be directly
asked. This allows building systems very rapidly. Since the top-level logic is
created first, the system can be run and produce results as the backward chaining
layers are added. This allows much easier testing of the system as it is being
developed.

You’re Done! Next Steps

Exsys Corvid has many more features and capabilities. However, with just the main
elements covered here, you can build very effective and powerful expert systems.
Of the thousands of expert systems that have been built with Exsys tools, most use
only the logical structures and concepts covered in this introduction. It is
recommended you build and complete your first systems using this approach. Later
you can familiarize yourself with other features, integration, customization and
deployment options.

The best way to fully learn Corvid quickly is to take one of the Exsys Corvid training
classes — available at the Exsys Training Facility in Albuquerque, NM, onsite or via
Web conferencing. These cover not only how the program works, but also many
approaches for handling specific types of situations. The classes help students
building a variety of systems from simple backward chaining systems to complex
MetaBlock product selection systems, and cover interface issues such as databases.

To get your expert system project built and deployed as rapidly as possible,

consider one of the “Pilot Project" or "Prototype" packages available from Exsys Inc.

These include the Corvid tools you will need, training and, most importantly, one-on-
one consultation with an Exsys Inc. knowledge engineer on

your particular application(s). This allows you to get expert
3 advice on the best way to approach a particular problem and
EXSYS ongoing support from Exsys knowledge engineer experts

familiar with your specific system. This gets systems built
CptureKnawledge quickly and with a high assurance of success.

Exsys Inc. has an over 25-year history of helping companies implement expert
systems that are easy to build, affordable and quickly providing cost and time
savings results, as well as giving your Web site an interactive “smart” competitive
advantage.

EXSYS, Inc.

6301 Indian School Rd. NE, Suite 700
Albuquerque, NM 87110 U.S.A.

Tel: 1.505.888.9494 Fax: 1.505.888.9509

info@exsys.com WWW.exsys.com






